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Abstract: The supervisory control is a common theory for the synthesis of
Petri net (PN) supervisors for discrete event systems given a PN model and a
control specification for the maximum permissive behaviour. The theory of
regions as one of control synthesis method generates a PN controller to satisfy
the control specification. Though the theory of regions has for over a decade
received a considerable attention in academy, still very few applications exist.
The real cause of this seems to be a contradiction between the abstract
controller and its physical implementation. This is evident in particular when
the implementation is supposed to be based on a programmable logic controller
(PLC), as is the case for flexible manufacturing systems. Indeed, since the
synchronous PLC is based on signals, the PN supervisor remains asynchronous;
this explains its implementation difficulty. In this work, a control synthesis
method using the theory of regions is implemented with a Java application on
PLCs of a flexible manufacturing system (FMS) installed in our research
laboratory in the University of Lorraine in Metz, France.

Keywords: Petri nets; signal interpreted Petri net; theory of regions; program
logic controller; supervisory control; Petri net controller; reachability
graph; algebraic methods; flexible manufacturing systems; FMSs; deadlock
prevention.
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1 Introduction

Discrete event systems (DES) are event systems with discrete states. Their evolution is
made in accordance with the occurrence of the asynchronous events characterising the
change of the system state. DES does not care about the continuous process of the
phenomena, of their logical dynamic or temporal sequence. Examples of DES are
computer systems, queuing networks, transport systems and manufacturing systems. The
first investigations for DES led Ramadge and Wonham (1987, 1989) to the important
results on the existence and synthesis of supervisors for DES (Azar and Zhu, 2015; Azar
and Vaidynathan, 2014, 2015; Azar et al., 2015).

The proposed approach of Ghaffari et al. (2002a, 2002a) in supervisory control
problem is based on the theory of regions (Badouel and Darondeau, 1998). This theory
computes a PN supervisor by solving a linear system composed of three types of
conditions; the reachability conditions, the marking/transition separation instance (MTSI)
conditions and the basic cycle equations. However, there are very few guidelines for how
to implement the synthesised PN supervisor, once the abstract controller model has been
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calculated by the theory of regions. Therefore, the step to a physical implementation is
not necessarily simple. In the special example of FMS, where the PLC-control is of
capital importance, the gap between the event-based asynchronous automata world and
the synchronous signal-based PLC world has to be bridged (Vieira et al., 2006; Bolton,
2015).

PLCs remain the main automatic equipment in all industrial sectors. The
ever-increasing complexity of PLC programming software as well as user imposed
security and operational requirements claim new methods to satisfy control
specifications. Petri nets (PNs) are a very interesting and useful formalism for complex
system specifications. Indeed, its description power allows us to implement causality,
parallelism and synchronisation. However, PNs remain up to now non-autonomous and
does not interact with the external environment. Consequently, one cannot manipulate the
internal signals of the effectors and sensors of the PLC (Fabian and Hellgren, 1998; Peng
and Zhou, 2004; Grobelna et al., 2016).

It is necessary then to find an effective way beyond how to use PNs to communicate
with the external environment. Thus, the signal interpreted Petri net (SIPN) guarantees
this communication. The SIPNs are an extension of PNs and allow the explicit processing
of the internal signals of the PLC. Thereby, the PN supervisor can be synthesised using
the theory of regions and its implementation on the PLC is ensured through a PN-SIPN
translation of the calculated supervisor.

According to the IEC 61131-3 industry standard defined by the international
electronic commission, there are five PLC programming languages; The ladder diagram
(LD) (Fen and Ning, 2006) the Grafcet or sequential function chart (SFC) (Vyatkin and
Instrument Society of America, 2007), the functional block diagram (FBD) (Blocks,
1998) and the instruction list (IL) (Asensio et al., 2013; Zhu and Azar, 2015; Azar and
Vaidyanathan, 2016). These five PLC programming languages are widely used in the
industrial world. Furthermore, one can wonder about the performance of these languages
for describing the controlled system. Indeed, the LD and FBD languages do not perfectly
correspond to the sequential or concurrent description of the controller. As a result, there
is no way to make a visual description of the control algorithm (Ioannides, 2004).
Further, the SFC-based Grafcet language provides sequential and concurrent description
of the control algorithm but it is used to design powerful controllers where the execution
time and program size is important (Frey, 2003). This hampers the use of the SFC
language.

The main contribution of this work is to implement a PN controller on a PLC of a
FMS using the theory of regions. Consequently, we introduce the SIPN as another
programming language which compensates the programming languages limits of the
industrial standard IEC 61131-3.

The rest of the paper is organised as follows. Section 2 defines the basic notions of
PN, SIPN and the theory of regions for control synthesis. Next, in Section 3 we outline
our new policy of monitoring and implementing PN supervisor on PLCs via a Java
application. Next, a FMS example will be given in Section 4 in order to illustrate the
contribution of the proposed approach. Finally, conclusions and future work are provided
in Section 5.
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2 Background

2.1 Petri nets

A Petri net is a graphical and mathematical modelling tool for many systems, especially
for DES. From an informal point of view, a PN is a directed graph with two types of
nodes (place and transition) and has a dynamic behaviour. The places and transitions are
connected by oriented arcs. An arc connects either a place to a transition or a transition to
a place but never connects a place to a place or a transition to a transition. Moreover,
from a formal point of view, a PN is a bipartite graph: PN = <P, T, Pre, Post>; P is a set
of places. T is a set of controllable and uncontrollable transitions 7= 7, U T, (Murata,
1989). Pre:P*T — N represent a pre-incidence function that specify weighted arcs
from P to 7. Post: P+*T — N is the post-incidence function that specially weighted arcs
from 7 to P (Nis a set of nonnegative integers). Let the set p¥ (respectively “p) be the
output transitions (respectively input transitions) of a place p. Indeed, a PN
can be expressed by an indexed matrix C such that C(p;, t;) = w(t, p,) if t; € @Dp; and
Cps, ) = —w(t;, py ift; e p", else 0; where w:F — N is a valuation function of arcs
(the finite set of arcs F < (P * T) U (T * P). Moreover, let /%) (respectively ©’¢) be the set
of output places (respectively input places) of a transition ¢. The reachability graph
constructed from the initial marking M, is denoted by G(N, M,). The set of generated
markings in G(N, M,) is denoted by M. A transition is enabled from a marking M € M
(denoted by M[> ¢) if and only if M > Pre(., f). An enabled transition may fire yield a new
marking M’ such that M" = M + C(., ?) this expression can be defined by M[t > M’. A new
marking M’ is reachable from a marking M if a firing sequence o = t, t,, ... t, exists by
firing o, any marking M’ reachable from the initial marking M, satisfies the following PN
state equation: M’ =M, +C.5;; where 6:T — N 1is a vector of nonnegative integers
called the occurrence of ¢ in 0. A PN is said k-bounded if the number of tokens in each
place p; € P does not exceed k. A PN is said live if every transition is live. A PN is
reversible, if from any reachable state M’, an enabled sequence o exists transforming M’
into M,,.

2.2 Signal interpreted PNs

A SIPN is a type of PNs with binary markings. The exact definition of a SIPN is a direct
extension of the binary PNs. Formally, a SIPN is a 9-tuple:

SIPN =(P,T,F,my, 1,0, ¢, ®, Q)

(P, T, F, mg) is an ordinary PN with binary markings, P is a set of places, T is a set of
transitions, F is a set of arcs and my is the initial binary marking. I = (i}, i, ..., i)
represent the logical input signals, O = (o0y, 05, ..., 0p) represent the logical
output signals. I N O = ¢. ¢ associate each transition t; € T with a firing condition
o () =fi, iy, ..., i) which represents a Boolean function. w associates each place p; € P;
w(p;) € {0, 1 =}, — means an undefined output. Q is the output function combining all the
outputs w of marked places; Q: {0, 1}¥ — {0, 1, —, ¢} ¢ means the contradiction in the
case where the same signal is set to one in a given place and 0 in another place. To

calculate Q(m,), one can use m, : Q(m, )Hw( pi)-
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Similar to a PN, the places, the transitions and the tokens of a SIPN are graphically
represented by circles, bars and dots. In addition, the connections between circles and
bars are performed by arcs. Moreover, the transitions of a SIPN are labelled with their
firing conditions and the places are labelled with their output functions. For more
convenience, given a large number output signals, one can represent the output not by the
vector form w(p;) = (0; =1, 0, =0 ... 0o = 1) but by specifying directly the influence of
the variables i.e., w(p;) = (1,0 ... 1).

It is well known that, one of the disadvantages of PN is their growing complexity
when the system is large. However, one of the approaches to managing complexity is to
decompose the system into hierarchical subsystems.

As shown in Figure 1, PN can be hierarchical by inserting a sub-network into the
places or transitions. Figure 2 illustrates a hierarchical refinement of the PNs. A SIPN can
be hierarchical by replacing the places by the sub-networks (SIEMENS, 2012a).

Figure 1 Graphic representation of a SIPN
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Figure 2 Correlation between PN and SIPN
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The sub-networks in a hierarchical SIPN are subordinated to hierarchical places. The sub-
networks can also contain hierarchical places and so on.
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To take advantage of the theory of regions effectiveness, we will proceed by
transforming the PN controller into a SIPN supervisor. Then, the controlled SIPN model
is implemented using a Java programming language by developing a graphical interface
with the help of the Eclipse environment.

2.3 Theory of regions

The theory of regions in control synthesis was proposed by Ghaffari et al. (2002a, 2002b,
2003a, 2003b) using the properties of PN tools for adding a PN controller to the initial
PN model with initial marking My(P,) and its incidence vectors C(P.,.). This theory is
represented by a linear system composed of three types of conditions; the reachability
conditions, the MTS) conditions and the cycle equations. Its resolution leads to the design
of PN supervisor. This control place P, has to fulfil the reachability conditions, i.e.:

My (P.)+C(P.,)T 20 (1)

M, represent the initial state of the generated graph/state space and M is a given reachable
marking of the graph.

I, isthe path between M, and M.

In addition, each PN controller to add should solve at least one prohibited event (M, ¢) in
the set Q of prohibited state transitions. The MTSI condition relative to the couple (M, f)
is:

My (B.)+C (P, )Ty +C(P.,1)<0 ()

C(P., t) represent an incidence vector leading to the corresponding forbidden marking.
Finally, P. has to satisfy cycle equations:

D C(R.1)-611=0 3)

teT

a[t] is the algebraic sum of occurrences of ¢ in . ZC (Pm t,«) The sum of the

teT
incidence vectors form the basic cycle equations of the theory of regions.

Notably, many MTSI conditions may obtain the same solutions by resolving the linear
system composed of equations (1), (2) and (3). As a result the number of PN controllers
will be much smaller than the set of MTSI conditions.

The following example of Figure 3 is an application of the theory of regions for
control synthesis (Zhou and Venkatech, 1999; Yu et al., 2016).

For this forbidden state problem, we want to prohibit the following event separation

instance (M s— M, ) [i.e., see Figure 3(b)]. Based on the theory of regions, there is:
e Seven reachability conditions:
Mo(R)20

M (P.)=M,(P.)+C(P,T)=0
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M>(R)=Mo(R)+C(R,T)+C(R, )20
M3(B)=My(R)+C(P.,T)+C(B.T)+C(R,T3) 20
My(P.)=My(P.)+2C(P.,T)+2C(P., )+ C(P,T3) 20
Ms(P.)=My(P.)+2C(P,T)+2C(P.,T») 20
Me(R)=My(P.)+2C(P,T)+C(R,T»)20

e One cycle equation:
C(P,5)+C(P,1,)+C(P,T;)+C(P,Ts)=0

e One MTSI condition:
M;(R)=M(R)+C(R,T))+2C (R, T,)+C (R, 1)) <0

The linear system of the theory of regions contains nine equations. Its resolution leads to
the controlled PN [see Figure 3(c)]: My(P.) =2; C(P.,.) =(-1,0,0, 1).

Figure 3 Application of the theory of regions, (a) PN model (b) reachability graph
(c) controlled PN (see online version for colours)

T, M, =(0,0,0)
= n/‘ \Tl
M;=0,0)" M, =(1,00)
N Y
M, =(0,1,0)"
(2) O /TN P
M, =017 M=(10)
T:\ I/Tz
M, =(0,2,0)
+7
M, =(1,2,0)"

a b c

3 Implementing supervisors

A controller is typically described by a finite state machine, so that controller
implementation is basically a matter of making the PLC behave as a state machine (Rezig
et al., 2016). Nevertheless, there are a number of problems associated with this, both with
regard to the underlying assumptions on the supervisor and with regard to the
asynchronous nature of an event-driven state machine. Then, to communicate with the
external environment one can use the SIPN which guarantees this communication (Frey,
2003; Shieh, 2014).



626 S. Rezig et al.

Thanks to our new control policy, one can synthesise the PN supervisor using the
advantages of PN on the one hand and the effectiveness of the theory of regions for
supervisory control on the other hand (Rezig et al., 2017). Therefore, we firstly model the
FMS using PNs, and then one can apply the theory of regions to easily synthesise the PN
controllers. Finally the controlled PN model can be transformed into a controlled SIPN
model to implement the supervisor in the PLC.

Places in a SIPN are interpreted as situations. A situation is a local state of the PLC. It
is divided into two categories: active or inactive. While it is active, it can affect the
environment of the control, namely, the tuning actuation signals in the process or the
input signal in another algorithm via a corresponding output. The state of a SIPN is given
by the marking, namely the combination of active situations.

The transitions in a SIPN specify under what circumstances a situation ends and a
new situation becomes active. The condition for triggering the transition is specified
when the change of situation is allowed to occur. With these semantic interpretations, it is
clear that crossing a transition can take a very short time. More generally, in the SIPNs,
each place (respectively transition) is associated with a Boolean function which involves
the output (respectively input) signals (Frey and Minas, 2000; Minas and Frey, 2002).

In the following example (i.e., see Figure 5), we present an application of the theory
of regions with a transformation of the conceived controller into a SIPN supervisor. The
given PN models two machines/two processes sharing one resource.

The following GMEC must be fulfilled:

M(M)+M(P)+M(M>)+M(E)<1
The application of the theory of regions gives the linear system below:

My (R;)20
M, (P;)+ (Pct,tl 0

)+C

v
S

+

)2
M (P;)+C(Pitr)
Mo (Pi)+C(Pi,ta)+C(Pi,ts)<0
My(Pi)+C(Pi,ty))+C(Pi,1,)<0
C(Pi,t3)+C(Pi,ts)+C (P ts)=0
C(Pist))+C(Pi,t2)+C(Pi,16)=0

Solving this set of equations gives us the designed SIPN controllers to add to the initial
PN of the Figure 5:

Py:Mo(R1)=1C(Py,t:)=(-1,-2,0,1,2,0)
})CZ MO( )_1 C(P(‘l:tl) (_1?0’05190?2)

e After having designed the controllers, a Java program will be able to generate a LIST
code capable of being executed by the PLC in order to satisfy the control
specification.
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Figure 4 Execution process of a SIPN

¥
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Count the crossable

transitions

Unstable marking

Stability

Cross the transitions and
calculate the marking

Figure 5 A simple PN example

3.1 Methodology

Stable marking

Set / Reset the output
signals

627

In our control policy, the controlled SIPN model is implemented using the Java
programming language by developing a graphical interface with the help of the Eclipse
environment. This computer oriented-programming language is chosen in this work for a
main reason; is that the applications developed with Java are easily brought on several
operating systems such as UNIX, Windows, MacOS or GNU Linux. Therefore, our new
application is usable by any computer.
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In our application, we used Diagen which offers an environment to develop the
diagram editors. It is completely implemented in Java and consists of a Framework and a
Programmer. Diagen is an innovative workbench for generating graphics editors.
Figure 6 shows the Diagen structure and the process of using this software to quickly
develop an editor.

Figure 6 Diagram editor generation with Diagen (see online version for colours)

Specification | ———— i

[ i |

Program :
DIAGEN Generator | |
1

Editor Editor
DiaGen editor Specific Specific
framework Program Program

Code

Code

Diagram editor

The Diagen framework is a set of Java classes that provide the general functionality
needed to analyse and edit a diagram (Verma and Pandey, 2016). Indeed, to create our
own editor for a programming language in a diagram, we must firstly give some
specifications i.e., (circles, arcs, zooming, centring, deleting, copying, pasting, etc.). Once
these specifications are given, the generator program intervenes to transform its
specificities into Java classes. The editors developed by Diagen can always be modified,
so the editor user can arbitrarily create/delete and modify chart components (places,
transitions, arcs, and tokens) as with any drawing tool.

3.1.1 The graphical interface

As shown in Figure 7, the interface is split into four parts: the explorer on the left, the list
of sensors and actuators on the right, a comment box at the bottom and the editor in the
interface centre.

Indeed, the explorer find out the various open projects as well as the project elements
i.e., the places, the transitions, etc. Therefore, a tree structure is chosen as in most file
explorers. Furthermore, on the right side of the interface one can list the different sensors
and actuators, specify their natures and add their corresponding addresses in the PLC.
The design of the SIPN is performed thanks to our editor in the interface centre.
Obviously, the user can add elements anywhere; we just have to select the element and
then draw it on the editor.
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Figure 7 Snapshot of the developed editor (see online version for colours)
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3.1.2 PLC program generation

The designed diagram is simple and has only one actor. Thus, the user can enter the PN
model, add a code using LIST language for the places/transitions; for a place, the code is
executed when the latter is activated, whereas for a transition the execution depends on
the specified firing condition (Nagata and Hirose, 2016; Capito et al., 2016). The user can
also manipulate the internal signals of the PLC and define their names/addresses. Finally,
once the SIPN controller model is entered, one can generate a LIST code supported by
the PLC. The different steps for generating the LIST code imported into the PLC are
shown in Figure 8.

The application strength is the tokens translation of the SIPN controller from the
designed PN monitor because it plays an important role in the code generation imported
into PLC. The main idea is to represent each place P; of the PN with a Boolean variable.
If the place P; is marked, then P; = True else if P; is unmarked then P; = False.

Regarding to transitions, two tests are performed for each transition ¢; firstly, we
check if the transition is activated and if the firing condition is verified. To optimise the
code, the firing condition is only checked for activated transitions. To implement this
optimisation, a conditioned jump to the next transition is programmed just after the
verification of the transition activation. After having carried out these calculations, the
accumulator is tested. If it is equal to 1, then all the conditions are satisfied and then the
transition is fired. The crossing of the transition removes tokens from the places %; and
adds tokens to the set £”). The set/reset commands are only executed when the
accumulator is equal to 1.
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Figure 8 Activity diagram of the application

Designing
a SIPN
controller
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corresponding
List code

Figure 9 Main class chart
v
Initialization of variables P, T Creation of transitions T code

!

Creation of places P code

Establishing
sub-networks

| Initialization of functional blocks | »

v

| Global variables creation |

Eventually, the places model the supervisor state. If a place is marked then there is
automatically an influence on the external environment, and the corresponding code is
executed immediately (SET/RESET of one of the outputs). If a place is unmarked then a
conditional jump is programmed to the next place label and the code is not executed. The
Jump can be omitted since the SET/RESET statements are executed only if the
accumulator is set to one. For an undefined output value, the PLC code keeps the last
value given. The order in the PLC code is taken into account; if an output is set to 1 and 0
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simultaneously, the action taken first will be taken into consideration. The latter two
cases must be avoided.

Figures 8-11 present the flowcharts of the main class of the program as well as the
transformations of the SIPN model into variables and the code generation for places and
transitions.

Figure 10 Flowchart transforming a SIPN into variables

| Iteration of the places P |
T

Creation of a Boolean
variable (var=False)

Existence of
tokens

Creation of a Boolean variable (var=True)
T

Iteration
completed
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Figure 11 Flowchart generating transitions code
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4 FMS example

In this section, we will apply the theory of regions on a FMS installed in the University of
Lorraine in Metz, FRANCE. The PN controller to be synthesised must satisfy a control
specification applied to two assembly stations shown in the Figure 12 (Rakhshan et al.,
2016).

Figure 12 Flowchart generating places code

| Iteration of places P | v
— | Load the place in the accumulator |

Existence of .
| Execute the associated code |
sub-networks J

Use a functional bloc

Iteration
completed

Go to next | |
place

Existence of
aplace code

The first assembly station is modelled by the place P, while the second station is
represented by Ps. The place P, models our initial production stock. The transitions (. ;)
and (4, t5) represent respectively the events of entry and exit of the product in the stations
through their annexes conveyors; otherwise the pallet can continue its way into the main
conveyor by #,.

In an industrial context, we have imagined the following scenario; if the first station
models our self-production whilst the second assembly station represents a subcontractor,
we aim to maximise our production at the expense of the subcontractor (Salloum et al.,
2016). This control specification can be expressed by the following general mutual
exclusion constraints:

GMMEC: M (B)+2M (B)<3

4.1 Application of the theory of regions

In the reachability graph shown in the Figure 13, one can notice the existence of five
MTSI:

Q={M[ty > My; Ms[ty > Mg Ms [ty > Mo Myg [t > My3; Mg [t > M, |
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Figure 13 Experimental environment and PN model (see online version for colours)

4.1.1 The reachability conditions
M (P:i)>0

M, (Pi) =M (Pi)+C(Pi, )20
M;(P) =M, (P;)+C(Py,15)=0
M (Pi) =M (P:)+C(Ri,12)+C(Pi13) 20
M6(PC,-)=M1(PC,-)+2C(PC,-,t3)20

Mo (P;)=M,(P;)+3C (P, 1) 20

4.1.2 The MTSI conditions
M, (P;)=M, (P, +2C(Pu,l‘2 <0

)
My (P;) =M, (P, +2C(Pcz,l‘3)+ (cz,12)<0
M (P) Ml(Pct +2C(Pctat2)+C(PClat3)<0
)+

M3 (P;)=M,(P;)+3C(Pi,15)+C(Pi,1,) <0

4.1.3 The basic cycle equations
C(Pc[,t3)+C(PC,~,t4) =0

C(PL’i3t2)+C(PL’i>t5)=O

C(Pi,ts1)=0

633
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This linear system of the theory of regions is solved using the CPLEX software.
Therefore, the PN monitors are listed as follows (i.e., see Figure 14):

])cl :MO (chl) :1: C(I)Ci,-):(oa_la _15 _15 1)
P(’Q :MO(PL‘Z) =19 C(P(I’) =(09_]9 0’ O’ 1)

In our case study, the supervisor is made up of two control places P, and P.,. This PN
controller will subsequently be transformed into a SIPN controller. Next, the synthesised
model can be entered in the input interface. The developed application assures the LIST
code generation imported into the PLC.

This controller will subsequently be translated into SIPN. Figure 15 presents the Petri net
supervisor used in our application.

Indeed, we observe that many other features exist in our application; the used inputs
and outputs are effectively associated with their addresses in the PLC, the insertion of the
comments associated to the places/transitions and the addition of a code associated to
each place to define the behaviour of the system (i.e., place P; contains a sub-network
modelled in Figure 16).

The application was developed to mainly ensure the generation of a LIST code
supported by the PLC. Then it is obvious to make sure that the generated code is correct.
In the following Figure 17 is presented the generated LIST code of our control
specification. It remains to verify the accuracy of this code. For this fact, we have used
STEP7, the SIEMENS PLC development software (SIEMENS, 2012b). We created a
STL source file, so we can insert the generated source code afterwards. Figure 18 shows
the compiling result of the generated code. It is well noticed that the code is functional
since the STEP7 compiler did not detect any error.

Figure 14 The reachability graph (see online version for colours)
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Figure 15 The controlled PN model
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Figure 16 Snapshot of a part of the generated SIPN supervisor (see online version for colours)
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Figure 17 Snapshot of the sub-network of P; (see online version for colours)
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Figure 18 Snapshot of the generated code (see online version for colours)
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Figure 19 The code tested with STEP7(see online version for colours)

{55 CONT/UIST/LOG - [TerTest — 1ertest\STI\CPU 315F-2 PN/DP] ([0 | )

[Zf! Fichier Edition Insertion Systémecible Test Affichage Qutils Fenétre 7 — =] =
2 i

D@ Wl|&E ¢ 2@ o |6 = |2 | te ! [OExe

—-|x| | PROGRAM Main =

TRUE ; [= BI: =)
FALSE ; [(* B *}

3
:
([}

m

EJ 1_2: L BV 2

Bléments de ... |H= Structure d'a =

J.eIt.ESt\S 3\CPU 315F- 2 PN/’DP\S']" PIgIamtl}\So.Jrces\J.er’!est

Hice: vilation :
iy e

1:Emeurs A 2:info 5 3 Référencescroisées 5 4: Informations opérandes A B

Pour obtenir de I'aide, appuyez sur F1. ofﬂlne L|14-C05 Ins “[Mod |

5 Conclusions and future work

The proposed control policy is implemented in a FMS. A Java application is developed
wherein a PN model has been edited and then transformed into a comprehensible code
supported by the PLC. Unlike the PN models, the use of the SIPN was essential in our
work. After a thorough study of the PNs and the theory of regions for control synthesis, it
was not obvious to directly implement a PN supervisor on a PLC since it is non-
autonomous and does not interact with the external environment. However, the use of the
SIPN was the alternative chosen, developed and implemented since one can manipulate
the internal signal of the PLC.

Once the internal input/output signals of the PLC are detected, one can transform the
PN model into a language supported by the PLC. The LIST language of IEC norm
61131-3 was chosen. In fact, a Java application was developed to model any PN
controller and then generate the corresponding LIST code that will be sent to the target in
a second time.

The interface is functional from the creation of the project until the code generation.
It is possible to save a project, to model a SIPN as in any editor and to associate the
inputs to their addresses in the PLC. Then, the generated code will be tested using the
SIEMENS STEP7 compiler.
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In perspective, the graphical interface of the application can be improved whether
visually or functionally. An added feature that would also be very useful is the ability to
compile and visualise directly the generic code on the PLC. This would allow the
interface to be complete and no longer require any other software.
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List of abbreviations/acronyms

DES Discrete event systems

FMS Flexible manufacturing system
GMEC  General mutual exclusion constraint
PN Petri net

PLC Programmable logic controller
SIPN Single interpreted Petri net

MTSI Marking/transition separation instances




