*QQ /BM iBQM /2b +iBpBiab 0T iB2b / Mb |
/IVM KB[m2b, H2 + b /2 H :2biBQM /2 +°
BMi2 @Q ; MBb iBQMM2H
C°°M6 MF2

hQ +Bi2 i?Bb p2 ' bBQM,

Co°M6° MF2X *QQ°/BM iBQM /2b +iBpBilb 0T "iB2b/ Mb /2b bBim iBQ
/2 +'Bb2 BMi2 @Q"; MBb iBQMM2HX Pi?2" (+bXP>)X IMBp2'bBid >2M"
LLh, kyRRL LRyyej X i2H@yRd9ekk38

> G A/, i2ZH@yRd9ekk8
?2iiTbh,ff? HXmMBp@HQ  BM2X7 fizH@yRd9e/l
am#KBii2/ QM kN J * kyR3

> G Bb KmHiB@/Bb+BTHBM v GOT24WB p2 Dmbp2 "i2 THm B/BbBIBTHBN
"+?Bp2 7Q i?72 /2TQbBi M/ /Bbb2KIBEBMBR MNQ@T™+B2® " H /BzmbBQM /2 /
2MiB}+ "2b2 "+?2 /Q+mK2Mib- r?2i?@+B2MMiB}2mM2b#/@ MBp2 m "2+?22 +?22- T
HBb?2/ Q° MQiX h?2 /IQ+mK2Mib MK VW+RK2Z2EF IQKHBbb2K2Mib /62Mb2B;M
i2 +?BM; M/ "2b2 "+? BMbiBimiBQWER BM?8 7M#M2I @b Qm (i~ M;2 b- /2b H
#Q /-Q 7 QK Tm#HB+ Q T ' Bp i2T2HRAB+B @2MT2BIpXib X



AVERTISSEMENT

Ce document est le fruit d'un long travail approuvZ par le jury de
soutenance et mis ~ disposition de I'ensemble de Ila
communautZ universitaire Zlargie.

Il est soumis "~ la propriZtZ intellectuelle de l'auteur. Ceci
implique une obligation de citation et de rZfZrencement lors de
|Outilisation de ce document.

D'autre part, toute contrefason, plagiat, reproduction illicite
encourt une poursuite pZnale.

Contact : ddoc-theses-contact@univ-lorraine.fr

LIENS

Code de la PropriZtZ Intellectuelle. articles L 122. 4

Code de la PropriZtZ Intellectuelle. articles L 335.2- L 335.10
http://www.cfcopies.com/V2/leg/leg_droi.php
http://www.culture.gouv.fr/culture/infos-pratiques/droits/protection.htm





















































































Disaster Site

b




-













g ﬂ /
Disaster

5 P
§ 8 |
wf & \ Managemen 5
qQ <
\/

y\l\/lltlgatlon /

Figure 2.3 { Disaster Management Lifecycle

The focus in this thesis is the response phase and to some extent the recovery phase,
because they characterize dynamic situations, where coordination by people of di erent
organizations is a challenge. So far, we discussed only the dynamics of the situation faced
in a disaster response, but not what problems occur in practice with respect to current
tools used for coordination.

Tool Support for Coordination of a Disaster Response in Practice

We research in this paragraph the tools used in practice for inter-organizational co-
ordination of activities in the disaster response by the disaster managers, such as police
men and re ghters, within the SOKNOS project [DPZMQ09]. This will help us to unders-
tand better their functionalities and limitations. The main aim of the SOKNOS project
was to investigate technical integration of systems of di erent organizations in a disaster.
Integration should facilitate exchange of information between di erent organizations to
provide a better overview of the situation. The use case was a large-scale ood based
on previous ood disasters in Germany. Many organizations have been involved in these
disasters. The main integration technology was based on Service-Oriented Architectures
(SOA) [ErlO5] and Service Component Architectures (SCA) [MR09]. Within the SOKNOS
project, several interviews have been conducted with partners in the project (e.g. Tech-
nische Hilfswerk (THW), University of the Police, Dortmund Police, Fire Brigade of Berlin
and Cologne [DKU 08]). A half-day workshop has been carried out in January 2009 with
some of them (University of the Police, Fire Brigade in Berlin and Cologne) on the topic
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e [FNew _Loan THEN Enter_Data (Bank Clerk)
e |F Loan > 10.000 THEN Extra_Check(Credit Bureau)
e |[F Loan_EnteredHEN Check_Loan(Manager)
e |F Loan_CheckerHEN Finalize(Bank Clerk)

Figure 3.4 { Example of a model of rules

more suitable for digitalized business artifacts, such as an invoice or a contract, but less for
objects in a disaster response. We came to the conclusion that artifact-based approaches
are too limited given our research context.

3.2.3 Rule-Based Coordination

Rule-based or constraint-based coordination [KRSR98] is about de ning a setroles
that are applied to a given set offacts to derive new facts. Facts can be about activities
and rules can specify the relations between activities. The rules and facts can be entered
by the user, but facts can also be derived from other sources (e.g. sensor data). The facts
and rules can be visualized to the user di erently. Aule can be described as follows :

\IF condition THEN fact"

A fact can be any kind of data, e.g. the age of the loan applicant or that an activity
has been executed. A condition describes a constraint on an existing set of facts. For
example, background check has been executed. This constraint can either be true or false.
This is a very generic model and more detailed formalisms exist to describe constraints.
This generic concept can be adapted to build a more speci ¢ concept for coordination of
activities.

Figure 3.4 describes a simple example for a rule-based coordination model based on
the loan application example used before. This example contains only four rules, but it
can be expected that real-world scenarios consist of a lot of more rules. Basically the rules
express that when a new loan application arrives the data about it has to be entered
by the bank clerk. An extra check has to be performed if the loan is above 80.000 Euro
and the manager has to approve the loan. The order of steps is irrelevant as long as they
adhere to the rules. For instance, the manager can approve the loan without waiting for
the result of the extra check.

Rules can be seen as the building blocks of the process-based or artifact-based ap-
proach. Indeed, these concepts can be expressed using rules [KRSR98]. However, these
rules are usually enforced to ensure adherence to a process or artifact model. Other
concepts can be expressed using rules. The problem is to de ne a concept which is pre-
dictable and useful for humans using it. Di erent rule formalisms can be used to describe
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Figure 4.3 { Types of temporal dependencies between states of activities (based on
Allen's temporal interval relationships [All83])

Starts Equals

A temporal dependency can be established between two states of two di erent activities
(see De nition 3). We chose to de ne temporal dependencies on the state level to be able
to deal with exceptional situations. For example, an activity might fail and this requires
initiating counter-measures.

De nition 3 A temporal dependency is de ned ad; = (as; Ss; aq4; Sq; type) where

{ as is the source activity

{ ss is the state of the source activity, wherebsy 6=as:cat:st 6=as:cat:se (no depen-
dencies between start and end states are allowed)

{ a4 is the destination activity

{ sq is the state of the destination activity, wherebgy 6=a4:cat:st 6=a4:cat:se (no
dependencies between start and end states are allowed)

{ typeis the type of temporal dependency

The only limitation is that temporal dependencies cannot be de ned between start
or end states of the activity type of an activity. The reason is that an activity is in the
start state when it is created, but a temporal dependency can only be de ned after an
activity is created. For example, let us assume there are two activities \A" and \B". It
is not possible to de ne that after activity \B" is in a state \Execute", that activity \A"
should enter a start state. This would require creation of a dependency to activity \A"
before activity \A" is created. Another reason is that an activity is in the end state in an
in nite point of time. For instance, let us assume there are two activities \A" and \B". It
is not possible to de ne that after activity \A" has been in the end state, that activity \B"
can enter state \Execute". This would imply that another state exist after an end state,
which is excluded by de nition (cf. De nition 1).
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4.3 \eri cation

We cannot allow arbitrarily modeling of activities and temporal dependencies, because
this can lead to errors in the model. An example for an erroneous model is illustrated in
Figure 4.5. Three activities \Fill Sandbags", \Transport Sandbags" and \Build Dam" are
modeled. The activities are based on the activity type illustrated in Figure 4.1. A depen-
dency \overlaps" is established between the activity \Fill Sandbags" in state \Execute"
and the activity \Transport Sandbags" in state \Execute". Another dependency \overlaps"
is established between\Transport Sandbags"in state \Execute" and \Build Dam" in state
\Execute". Finally a dependency \overlaps" is established between \Build Dam" in state
\Execute" and\Transport Sandbags" in state \Execute". This basically means that the ac-
tivity \Fill Sandbags" (or any other activity in this example) in state \Execute" overlaps
itself, which is not possible.

Other errors in the model may not be that simple and can be very di cult to detect
manually by the user. Particularly in dynamic situations, such as a disaster, where there
is hardly time for\manual" checks. These errors are related to the temporal dependencies
between activities. If the temporal dependencies can never be satis ed then the model is
erroneous. We propose to rely on existing well-studied formalisms to perform veri cation of
a model with activities and temporal dependencies. This means that the model of activities
and dependencies needs to be translated into such a formal model so that we can perform
the veri cation using well-established methods. Thus, we propose the following two step
veri cation procedure :

1. Translation of the model into a temporal constraint network.
2. Detecting errors in the temporal constraint network.

We explain the two steps and their motivation in the following subsections. The veri cation
procedure needs to be executed every time a dependency is added or removed from the
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Legend: temporal
constraint

Figure 4.6 { Example for a constraint network

Table 4.2 { Matrix notation of constraint network

A B C
A e m p S
B m! p!? e all
C st all e

Example for a Temporal Constraint Network

We illustrate in Figure 4.6 an example for a constraint network. A matrix version
of the same constraint network is described in Table 4.2. The matrix version provides
more information and is used by the algorithm presented later to check for errors, i.e.
unsatis able constraints. A node is referring to itself by using the equalse) constraint,
e.g. Node \A" has a constrainte (equals) to itself. The constraint from node \A" to node
\B"in the example is\m p", which means that Node \A" either meets (m) or precedes (p)
Node\B". This also means that the constraint in the other direction, i.e. from node\B"to
node \A", needs to be the inverse of the constraint from node \A"to \B". In the example,
the inverse of the constraint'm p"is\m?! p! " (met by or preceded by). For all other
relations, for which no constraint is de ned, it is initially de ned that all constraints are
possible :all. For example, no constraint is de ned between node \B" and node \C" in
Figure 4.6. This means initially all constraints are possible between them.
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