
HAL Id: tel-01750706
https://hal.univ-lorraine.fr/tel-01750706v1
Submitted on 29 Mar 2018 (v1), last revised 10 Dec 2014 (v2)

HAL is a multi-disciplinary open access
archive for the deposit and dissemination of sci-
entific research documents, whether they are pub-
lished or not. The documents may come from
teaching and research institutions in France or
abroad, or from public or private research centers.

L’archive ouverte pluridisciplinaire HAL, est
destinée au dépôt et à la diffusion de documents
scientifiques de niveau recherche, publiés ou non,
émanant des établissements d’enseignement et de
recherche français ou étrangers, des laboratoires
publics ou privés.

Efficient Access Control to XML Data: Querying and
Updating Problems

Houari Mahfoud

To cite this version:
Houari Mahfoud. Efficient Access Control to XML Data: Querying and Updating Problems. Other
[cs.OH]. Université de Lorraine, 2014. English. �NNT : 2014LORR0011�. �tel-01750706v1�

https://hal.univ-lorraine.fr/tel-01750706v1
https://hal.archives-ouvertes.fr


 
 
 
 
 
 
 

 
 
 
 

AVERTISSEMENT 
 
 

Ce document est le fruit d'un long travail approuvé par le jury de 
soutenance et mis à disposition de l'ensemble de la 
communauté universitaire élargie. 
 
Il est soumis à la propriété intellectuelle de l'auteur. Ceci 
implique une obligation de citation et de référencement lors de 
l’utilisation de ce document. 
 
D'autre part, toute contrefaçon, plagiat, reproduction  illicite 
encourt une poursuite pénale. 
 
Contact : ddoc-theses-contact@univ-lorraine.fr 
 
 
 
 
 

LIENS 
 
 
Code de la Propriété Intellectuelle. articles L 122. 4 
Code de la Propriété Intellectuelle. articles L 335.2- L 335.10 
http://www.cfcopies.com/V2/leg/leg_droi.php 
http://www.culture.gouv.fr/culture/infos-pratiques/droits/protection.htm 
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∴ ∵ ∴

Efficient Access Control to XML Data:
Querying and Updating Problems

THÈSE
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1.1 General Context

In parallel with the rapid growth of the World Wide Web, an increasing amount of data have
become available electronically to humans and programs. Such data are managed via a large
number of data models and access techniques, and may be combined from several heterogeneous
systems based on di�erent data formats. Having proprietary data formats was su�cient for
managing and communicating data across a small number of partners; but this model was not
scalable. Enterprises and di�erent companies need a neutral and �exible way for exchanging
data among di�erent devices, systems, and applications. Data need to be maintained in a
self-describing format to accommodate a variety of ever-evolving business needs. This has led
communities (mostly scienti�c, but not only) to search for a highly standardized common data
format for data exchange between applications. The solution to this problem came with the
advent of XML 1.0 [RCD+08] and XML 1.1 [BPSM+06].

The eXtensible Markup Language (XML) is a W3C recommendation that encodes text and
data in a format which can be processed easily and exchanged across multiple platforms. An
XML document consists of nested elements that collectively form a tree. The content of an
XML element is a sequence of elements and text. Moreover, a list of attributes can be attached
to an element to represent supplementary information. A simple XML document is shown in
Figure. 1.1. This document represents a catalog of two books, each one is described by a list of
authors, the title, the publication year, and its series. It is increasingly common to �nd the XML
format used to de�ne the concepts of theoretical computer science (e.g. automata [MLMK05],
graph [FGMP13], logic [Bet08], programming language [FGK03]).

1



Chapter 1. Introduction

<catalog>

<book id="VS01">

<authors>

<author firstname="Véronique" lastname="Cortier"/>

<author firstname="Steve" lastname="Kremer"/>

</authors>

<title>Formal Models and Techniques for Analyzing Security Protocols</title>

<series>Cryptology and Information Security Series</series>

<publication_year>2011</publication_year>

</book>

<book id="WF01">

<authors>

<author firstname="Wenfei" lastname="Fan"/>

<author firstname="Floris" lastname="Geerts"/>

</authors>

<title>Foundations of Data Quality Management</title>

<series>Synthesis Lectures on Data Management</series>

<publication_year>2012</publication_year>

</book>

</catalog>

Figure 1.1: An XML document example.

1.1.1 Bene�ts and Use Cases of XML

XML has enjoyed considerable popularity and has been universally received as the de facto
standard for representing and exchanging data. XML brings a number of powerful capabilities
to information modeling:

1. Heterogeneity : where each record can contain di�erent data �elds. The real world is not
neatly organized into tables, rows, and columns. There is great advantage in being able to
express information, as it exists, without restrictions.

2. Extensibility : Where new types of data can be added at will and do not need to be deter-
mined in advance. This allows us to embrace, rather than avoid, change.

3. Flexibility : Where data �elds can vary in size and con�guration from instance to instance.
XML imposes no restrictions on data; each data element can be as long or as short as
necessary. XML is also self-describing; applications can use this feature to automatically
build themselves with little programming required.

We refer in the following to di�erent real-life cases where XML plays an important role:

• Modeling systems components: Companies such as TIBCO, IBM 1, Oracle2 and Microsoft
o�er frameworks for building applications, with a minimum of e�ort, where XML is used
as a universal information-structuring tool.

1http://www-01.ibm.com/software/websphere/.
2http://www.oracle.com/us/solutions/sap/database/ss7000-sap-implementation-guide-352637.pdf.
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1.1. General Context

• XML-based technologies: XML has emerged as a critical enabler to various technology
initiatives. Service-oriented architectures (SOA), enterprise application integration (EAI ),
enterprise information integration (EII ), web services, and standardization e�orts in many
industries all rely on or make use of XML as an underlying technology.

• XML-based business solutions: Many solutions exist today that rely on XML to address
business needs. For instance, the solutions proposed by the IBM's jStart team3 and the
DITA OASIS Standard4 XML architecture for designing, writing, managing, and publishing
information.

• Desktop applications: OpenO�ce �les, Ant's Build �les, Microsoft Visual Studio .Net
project �les, and Mac plist con�guration �les are all written in XML format.

• XML-based languages: XML contributes on the creation of many markup languages for
various domains such asMathML for mathematic, CML for chemistry, SBML and BIOPAX
for biology, GML and KML for geography, SVG for graphics, SCORM for e-learning, and
NLM-DTD, ODT and OOXML for documents.

As XML becomes more critical to the operations of an enterprise, it becomes an asset that
needs to be shared, searched, secured, maintained, and integrated with other data.

1.1.2 Managing XML Data

Many business database systems have proposed supports that are aware of the XML data struc-
ture and o�er e�cient management. It is necessary to note that the area of XML databases is
relatively new and rapidly evolving. As a consequence, the boundaries between di�erent types
of XML databases are not clear. This is due to the fact that it is seldom easy to classify XML
applications as data-centric or document-centric. Thus, the distinction between these two broad
application areas of XML technologies must be understood in order to identify the type of the
XML database that is more suitable for a particular application.

Data-centric XML applications produce and use XML documents that mark up highly struc-
tured information. They are typically generated by machines, designed for machine consumption,
and generally used to communicate between companies and applications. Examples of such data-
centric XML documents are sales orders, �ight schedules, scienti�c data, �nancial transaction
information, programming language data structures. Data-centric documents are characterized
by fairly regular structure, �ne-grained data (that is, the smallest independent unit of data is at
the level of a PCDATA-only, an element, or an attribute), and little or no mixed content 5. The
order in which sibling elements and PCDATA occurs is generally not signi�cant, except when
validating the document. Data-centric documents can originate both in the database (in which
case we want to expose it as XML) and outside the database (in which case we want to store it
in a database).

3http://www-01.ibm.com/software/ebusiness/jstart/
4http://dita.xml.org/.
5Mixed content refers to an XML element that has both element and text nodes as child nodes.

3
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Chapter 1. Introduction

Example 1.1. Consider the following XML document:

<Meetings>

<Meeting date="27/05/2013" time="10:30AM">

<Member name="Michael Rusinowitch"/>

<Member name="Houari Mahfoud"/>

<Subject>

Discuss the redaction plan

</Subject>

<Room>

A209

</Room>

</Meeting>

</Meetings>

This document is clearly data-centric: it has rigid structure, �ne-grained data and contains no
mixed content. An illustrative example of data-centric documents are web pages on Amazon.com
that display information about a book. Although the page is largely text, the structure of that
text is highly regular, much of it is common to all pages describing books, and each piece of
page-speci�c text is limited in size. Thus, the page could be constructed, from a database, as
a data-centric XML document that contains the information about a single book. In general,
any Web site that dynamically constructs HTML documents today by �lling a template with
database data can probably be replaced by a series of data-centric XML documents and one or
more XSL stylesheets. �

Document-centric XML applications produce and use XML documents that are designed for
human consumption. Examples of such document-centric XML documents are books, email,
advertisements, technical manuals, legal documents, product catalogs, and almost any hand-
written XHTML document. These documents are either without structure, with a variable
structure (the schema evolves over the time), or with a �xed structure but the application does
not take advantage of this structure. They are characterized also by larger grained data (that is,
the smallest independent data unit might be at the level of an element or the entire document
itself) and lot of mixed content (semi-structured). The order in which sibling elements and
PCDATA occurs is almost always signi�cant. Document-centric documents are usually written
by hand in XML or some other format (e.g. RTF, PDF, or TEX) which is then converted to
XML. Unlike data-centric documents, they usually do not originate in the database.

Example 1.2. The following XML document is document-centric:

<Meetings>

<Meeting>

Please can <Member name="Michael Rusinowitch"/> and <Member name="Houari Mahfoud"/>

come to <Room>A209</Room> on <MeetingDate>27/05/2013</MeetingDate> at

<MeetingTime>10:30AM</MeetingTime> to

<Subject>discuss the redaction plan</Subject>

</Meeting>

</Meetings> �
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Figure 1.2: The architecture of (a) Data-centric and (b) Document-centric XML applications.

The general architecture of data-centric and document-centric XML applications is depicted
in Figure 1.2. Note that characterizing the XML documents of an application as data-centric or
document-centric will usually su�ce to decide the type of the suitable database to use.

Originally, existing relational database systems were adapted to manipulate XML data, along
with their traditional well-established technologies. XML was used only as a medium to transport
data between partners. In this way, XML data was stored as relational tables. More precisely, a
special XML-enabling layer was used to decompose XML data into tables (the shredding process)
and store it within underlying database; and as well as to extract data from relational tables
and exchange it in XML format (the publishing process). The most widely used language is
SQL/XML6 which extends SQL with some special functions for shredding and publishing of
XML data. This kind of databases, called XML-enabled databases (XEDs), quickly became for
a long time the de facto solution for deploying data-centric applications that managed large
volumes of data and either wanted to be able to communicate with other businesses or to expose
their data on the web. Examples of such systems are: MySQL and PostgreSQL.

The XEDs were somewhat limited: they were not capable for supporting huge XML docu-
ments, as shredding and publishing process require a high number of join operations. Therefore,
they lead to unacceptable performance, both in retrieving documents and in querying them.
This technology gap was covered by native XML databases (NXDs), that is database systems
speci�cally developed for storing XML documents and commonly used by document-centric ap-
plications. They de�ne an XML data model (e.g. XPath, DOM, and XML Infoset models),
and store and retrieve XML data according to that model. An XML data model must pre-
serve, in a much more e�cient manner, the hierarchical form of the document by supporting at
minimum elements, attributes, text, and document order. The most used NXDs are: BaseX,
Sedna, and eXist-db. Most of the existing NXDs provide support for the W3C standards (e.g.
XPath [BBC+10], XQuery [BCFF+10]) for querying and updating XML data.

6http://sqlxml.org/.
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Figure 1.3: The architecture of (a) XEDs and (b) NXDs.

Figure 1.3 depicts the overall architecture of XEDs and NXDs. The need to combine the
features of both native and XML-enabled databases brought on a new category of databases
called Hybrid XML Databases (HXDs). A hybrid XML database provides XML data manage-
ment in both native and XML-enabled fashion. Most of the nowadays' RDBM (e.g. IBM DB2
and Oracle) are hybrid and allow, depending on the applications requirements, shredding and
publishing of the XML document to and from relational tables as well as native storage. These
systems present a signi�cant advantage where interoperability between XML and other data is
needed.

The W3C and some other organizations o�ered solutions for better manipulation of XML
data: DTD, RELAX NG, XML Schema, XPath, XQuery, XUpdate. Some commercial database
systems developed their own proprietary XML languages (e.g. those developed by Sedna and
eXist-db for updating XML). In this dissertation, only the W3C standards and solutions are
investigated which are widely used both in practice and in theory, and around them interesting
results are found (e.g. W3C XML query optimization [MN10a], containment [tCL09], evaluation
[BK08,GKPS05a], implementation and integration [LCS12,Wei11]).

1.1.3 Protecting XML Data

XML databases are widely used in various domains: business environments, social networks,
biological and health-care systems. This has signi�cantly increased the need for more e�cient
management of XML data. Consider day to day operations consist on querying and/or updating
XML data. These tasks need to be easy to use, quick to carry out, and more importantly safe
from unauthorized accesses. For instance, electronic commerce transactions require enforcement
of some security constraints ensuring that crucial information will be accessible only to authorized
entities. In addition, many organizations (mostly medical and commercial) manipulate sensitive
information that should be selectively exposed to di�erent classes of users based on their access
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privileges. A good example of such sensitive data is the �Personal Medical Folder � (DMP7), an
ongoing national project started in France at 2004, which has as goal to allow each one to access
electronically to his own medical data (e.g. personal information, treatment, analysis, medical
and surgical history). All patients' data are stored in a centralized database, and can be accessed
totally/partially by di�erent health personnels: nurses, doctors, pharmacists, insurance company
sta�, etc. The patient can modify some parts of his DMP as personal information or adding
some information that seems useful and pertinent. Due to the sensitive nature of this data,
a security policy is applied that controls access to di�erent parts of the DMPs. For instance,
grant to an insurance company a read access that concerns only medication information; and an
update access to the nurses that allows insertion and deletion of treatment results.

The general scenario that can be found in practice is the following. For some XML data
there may be multiple user groups which want to query and/or update the same data. For these
user groups, di�erent read and update privileges may be imposed, specifying what parts of the
data are accessible and/or updatable by the users. The problem of secure XML access is to
enforce these privileges. More precisely, the goal is to ensure that the evaluation of any read
query returns only data the users are allowed to access; as well as the execution of any update
query makes changes of only data the users are allowed to update.

The well-established security speci�cation and enforcement approaches of relational databases
cannot be easily adapted for XML databases. This can be explained by the following facts:

� Schemaless: Unlike relational tables where the structure is known ahead of time, XML
documents do not necessarily have a schema.

� Node relationship: While relational tables exist as standalone entities, an XML node de-
pends to its ancestors, and its children are dependent on the node itself. This can be
meaningful, for XML but not for relational context, where a node is required to be inac-
cessible if one of its ancestor is concerned by a deny access. Moreover, in case of ordered
XML documents, each node depends to its right/left sibling.

� Hierarchical structure: It is useful in some cases to require a given node to be accessible
only if some conditions (de�ned as predicates) are satis�ed at this node. A generalization
of this meaning consists to grant or deny access to some parts of the document.

Consequently, the problem of secure access to XML data has its own particular �avor and
requires speci�c solutions. An XML security model should ideally provide expressiveness as well
as e�ciency by preserving, according to the application requirements, con�dentiality and/or
integrity of data. It must support:

1. An easy to write and powerful �ne grained authorization mechanism that can control access
to both content and structure (e.g. restricting access to entire subtrees or speci�c elements
in the document based on their content or location).

2. An e�cient mechanism for the enforcement of security policy (i.e. e�ciently determine
whether the access to an element or attribute is granted or denied).

7That refers in French to �Dossier Médical Personnel �.
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Figure 1.4: Evolution of XML Access Control Models.

3. Schema information that characterizes, for each user, all and only accessible data.

XML access control has emerged as one of the main challenges for computer security. This
is not a trivial subject as can be seen with the large number of di�erent approaches suggested
in the literature [SF02a,MTKH03,FM04,FCG04a,KMR09,BCFS12,TTL13].

1.2 Motivation

Several access control mechanisms have been proposed to mitigate the risks of unauthorized access
to resources, which could jeopardize the secrecy of sensitive data and cause loss of competitive
advantages. In general, an access control model speci�es and enforces policies that de�ne which
users, group of users, or role, can have access to which data, to perform which kinds of operations.
Implementing such policies increases the exchange of data between di�erent organizations and
allows preserving con�dentiality and integrity. Recently proposed approaches are by no means
a panacea of all security issues; but the adequate approach is chosen according to the context
and the users requirements. They involve varying degrees of complexity, use di�erent languages
(e.g. XPath, XQuery, XUpdate), and take several forms: annotation of the data with security
labels, use of XPath expressions to protect access to data, extract materialized/virtual view for
each group of users, etc.

Figure 1.4 summaries the evolution of the XML access control models during the two decades.
A little more detail of this evolution is discussed in Chapter 2. Firstly, numerous methods,
protocols and standards (e.g. ACL, SAML [SAM], OAuth [OAu], XACL [HK], XACML [XACa])
have been proposed (most of them are in active development) that provide e�cient manners
to specify, enforce, and (possibly) exchange access rights for di�erent types of resources (e.g.
system �les, database tables, Web pages). The ACL and XACML are widely used in practice
for access control purpose, however, they still remain slightly limited in protecting hierarchical
data. Di�erent works have been conducted in order to design access control models speci�c for
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XML data. At the outset, used approaches [MTKH03,MTKH06] consisted on annotating naively
the XML data with some security labels to specify which actions can be performed on which
XML nodes, and thus restrict access to sensitive data through these labels. Although, some
improvements [DZ08a,DZ08b] have been made in order to avoid the costly re-annotation of the
data, these naive approaches are time consuming and generally di�cult to apply for example in
case of di�erent users, multiple actions, and dynamic policies.

Some models have been proposed [FM04,FM07] that de�ne access policies without any label-
ing of data, and enforce these policies during the evaluation of users requests (read-access queries
or update operations). An access policy is de�ned as a set of XPath expressions, each one refers
to a set of XML nodes over which the user can execute some actions (read or update). The users
requests are rewritten w.r.t the underlying access policies by adding some XPath predicates in
order to execute the requested action only on authorized data (i.e. data that can be queried
and/or updated). These XPath-based approaches outperform the instance-based approaches in
most cases. However, the major limitation of these models is the lack of support for authorized
users to access the data: the schema of accessible data8 is necessary for the users in order to
formulate and optimize their queries; as well as for the security administrator for understanding
how the authorized view of the XML data, for a group of users, will actually look like.

1.2.1 View-Based Security Models

To overcome the above limitations, Stoica and Farkas [SF02a] introduced the notion of XML
security view that consists on de�ning, for each group of users, a view of the XML document
that displays all and only accessible information. This notion has been re�ned later and used in
di�erent ways by providing each group of users with (1) a materialized view of accessible data; (2)
a virtual view; or (3) a view that consists of a combination of materialized and virtual subviews.
Fan et al. [FCG04a] proposed an expressive language which aims to de�ne such security views
and based on the notion of schema annotation9. Roughly, the schema of the XML data is paired
with a collection of XPath expressions that, when evaluated over the data, extract only accessible
information. The server de�nes, for each group of users, such collections of XPath expressions
representing users access policies. According to each access policy, the schema is then sanitized
by eliminating information of inaccessible data, the resulted schema view is provided to the
users who use it for formulation and optimization of their queries. While the users may query
the views, they are not allowed to directly query the underlying XML data. An important issue
is to answer queries posed on the views and to ensure the selective exposure of data to di�erent
classes of users.

One way to do this is to provide each group of users with a materialized view of all and
only accessible data (as studied in [KMR05,KMR09]), which is used to evaluate users queries
directly over it and o�ers faster access to the data. However, when the XML data and/or
the access policies are changed, all users views should be (incrementally) maintained [GM95,
GMRR01,BGMS11,Nic12]. Note that in some cases, incremental maintenance of materialized
views leads to the same performances as re-computation of the views from scratch. In addition
to the maintenance cost, materialization of all users views within the server is time and memory
consuming. Consider the third most viewed website at the world, YouTube, that is accessed by
a million of people per day. Since di�erent users may have di�erent interests (e.g. special kind
of music, documentaries, favorite channels), the server may wish to provide a personalized view
of the content to its users, and allow users to search such views. In such case, it is wasteful

8Schema of updatable data will be discussed in Chapter 5.
9When it is clear from the context, we refer by schema both to XML schemas [XML] and DTD grammars.
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to materialize all user views because there are many users (more than 300 million of YouTube
accounts are created) and their content is often overlapping, which could lead to data duplication
and its associated space-overhead. For this reason, the server may keep the viewing history of
the user, that re�ects his area of interest, and suggest on-the-�y some links of videos that may
interest this user [ZLC+12].

The view virtualization is the adequate and more scalable solution in case of huge data, an
important number of users, and dynamic policies. Materialized and virtual views can di�er in one
very signi�cant aspect, the lifetime: materialized views could live for a long time, while virtual
views are necessarily temporary and could live only the time the user is connected to the server.
A virtual view does not contain necessarily all the accessible data stored within the server, but it
gives only some information that helps the users to query the underlying data. Consider the case
of XML data, a materialized XML view contains all the accessible data and is often stored in a
format that allows XML querying (e.g. DOM API). However, a virtual XML view provides to the
user some information that re�ects how the actual accessible data look like. Virtual XML views
are often provided in text or HTML format that displays a bulk of nested accessible elements
where relationships are not explicitly materialized. These formats require less storage cost but
cannot be queried using XML technologies. With this comes the need to answer queries posed
on virtual views. Fan et al. [FCG04a] de�ned the notion of query rewriting that consists on
translating queries posed over virtual views into equivalent ones to be evaluated over the original
data. Many authors have re�ned this work by de�ning di�erent types of policies [Ras06,KMR09],
or by using more expressive query language [FGJK06,FGJK07,GSC+09].

Although virtualization of views gives in most case more advantages than the materialization,
protecting data over virtual views is not always straightforward and becomes challenging in some
case (e.g. over complex schemas and/or policies, rewritten requests may be complex, very large,
and take more evaluation time). During the redaction of this dissertation, a new hybrid approach
has been proposed [TTL13] that de�nes both materialized and virtual parts of the same XML
view in order to bene�t from the advantages of each approach.

1.2.2 Addressed Issues

It is increasingly common nowadays to �nd virtual views used to protect access to data as sup-
ported by many database systems (e.g. Oracle 11g, IBM DB2 ). Due to their bene�ts, virtual
XML views have received more attention from the research community. There has been a sub-
stantial amount of work on studying typical problems raised from the use of such views: query-
ing [Ras06,FGJK07,GSC+09,LLLL11], querying and updating [Con07,DFGM08], consistency of
update policies [BCFS12], view update translation [SBG10,BCG+11,LLHY13], integration with
relational data [FYL+09]. This dissertation summarizes our results on developing approaches
that provide safe and e�cient manipulation of XML data, namely querying, updating, and vali-
dation of data. We have focused principally on shortcomings of security-view-based approaches,
brie�y presented in the following, and investigated some solutions to overcome them. This thesis
is thus a continuation to the important e�ort done during the two decades to design and imple-
ment XML access control models.

Read Access Control Models Di�erent approaches exist that use virtual views to protect
access to XML data. Most of them deal only with read access rights. Given an XML document
T that conforms to a schema D, a security view S is de�ned that heads some inaccessible
information from D. According to S, a schema view Dv is derived �rst and provided to the user
that describes the accessible data (s)he is able to see. Moreover, a virtual view Tv is extracted
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that displays only accessible parts of T . For each user query Q posed on Tv, the query rewriting
principle consists on rewriting Q into another one Q′ such that: evaluating Q over Tv yields the
same result as the evaluation of Q′ over the original document T . Many rewriting algorithms
have been proposed that di�er on:

� The query language used (e.g. the XPath standard or some variants of it [Mar04]);

� The class of queries supported (e.g. downward axes, upward axes);

� The type of the schema considered (XML schema, DTD grammar, recursive, non-recursive,
normalized10);

� The type of the read-access policies that can be de�ned (e.g. top-down policies, bottom-up
policies [KMR09]);

� The rewriting manner (schema-only-based rewriting [FCG04a,GSC+09,Ras06], automaton-
based rewriting [DFGM08,LLLL11]).

Although a tremendous e�ort has been done on improving query rewriting over virtual XML
views, most of existing algorithms are limited in the sens that they deal only with non recursive
schemas 11. We investigate in the rest of this dissertation the use of only DTD grammar as data
schema. Recursive DTDs often arise in practice when specifying for instance (bio)medical and
biological data. Examples of such DTDs are GedML [Ged] and BIOML [BIO]. The study done
in [Cho02] shown that most of the real-world DTDs are recursive. We present in the following our
Hospital DTD extracted from a real-life case of medical data [Sha12], and that is used throughout
this dissertation.

Example 1.3. Figure 1.5 is a graph representation of our Hospital DTD. We use '∗' on an
edge to indicate a list, '?' to indicate an optional edge, while dashed edges represent disjunction.
A hospital document conforming to this recursive DTD consists of a list of departments, each
department (de�ned by its name) has a list of children representing patients currently residing
in the hospital. For each patient, the hospital maintains her name (pname) and ward number
(wardNo), a family medical history by means of the recursively de�ned parent and sibling, as well
as a list of symptoms. The hospitalization is marked by the intervention of one or many doctors
depending on their specialty and the patient care requirement. For each intervention, the hospital
also maintains the intervention date, the responsible doctor (represented by its name dname and
specialty), and the treatment applied. A treatment is described by its type, a list of result
(Tresult), and it is followed by a diagnosis phase. According to the diagnosis results (Dresult),
either another treatment is planned or the intervention of another doctor/specialist/expert is
solicited12. �

An instance of the Hospital DTD is given in Figure 1.6. We use the notation Xi to distinguish
between di�erent instances of element type X (e.g. patient1, department2). Due to space limita-
tion, the content of some nodes is not depicted and is simply abbreviated by "..." (e.g. symptom1,
intervention1). Suppose that the hospital wants to impose some restrictions that allow some
nurse to access only information of patients who are being treated in the critical care department

10De�nition is given in Chapter 3
11A schema is recursive if there is an element that is de�ned (in)directly in terms of itself.
12According to [Sha12], this may happen when the required treatment is outside the area of expertise of the

current responsible doctor.
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Figure 1.5: Example of Hospital DTD.

and residing at the ward 421. According to this policy, a view is extracted and depicted in Figure
1.7, it displays all and only the data the nurse is granted access to. All the patients of the ENT
department are hidden (i.e. patient6). Moreover, all the data that belong to the critical care
department are accessible except those that concern patient2 (residing in the ward 318 ). Intu-
itively, the node patient2 and all its subordinate nodes (pname2, wardNo2, parent2, sibling2,
symptoms2, intervention4) are hidden, and thus the nodes patient3 and patient4 appear as
immediate children of the node parent1 as can be seen in the nurse view of Figure 1.7. Any user
query should be rewritten to return only accessible data. For instance, the XPath query descen-
dant ::department [name="critical care"]/descendant ::patient over the nurse view may be rewrit-
ten into descendant ::department [name="critical care"]/descendant ::patient[wardNo="421"] 13

that, when evaluated over the original data of Figure 1.6, returns only the accessible nodes:
patient1, patient3, patient4, and patient5.

In case of recursive DTDs however, the interaction between recursion in XPath queries
(use of the descendant axis) and recursion in DTDs makes the rewriting process over vir-
tual views more challenging. More speci�cally, for two accessible nodes A and B, there

13See Chapter 3 for more details of the class of XPath queries that we consider.
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may be some inaccessible nodes that connect A with B at the original data, these nodes
are hidden in the view and thus B appears as immediate child of A. Each (sub)query
A/B must be rewritten to return only accessible B nodes that are either immediate chil-
dren of some accessible nodes A or connected to them with only inaccessible nodes. Con-
sider the XPath query descendant ::patient [pname="Henry"]/parent/patient de�ned over the
nurse view and that should return only the nodes patient3 and patient4. Directly evaluate
this query over the original data returns the inaccessible node patient2. To overcome this
disclosure, we may rewrite each patient element in the query into patient [wardNo="421"].
The resulted query descendant ::patient [pname="Henry"]/parent/patient [wardNo="421"] re-
turns no node over the original data. This is due to the fact that the nodes patient3 and
patient4 are immediate children of the node parent1 at the view, while some inaccessible
nodes separate them from parent1 at the original data. Rewriting the child relationship par-
ent/patient into parent/descendant ::patient is not the adequate solution: the resulted query de-
scendant ::patient [pname="Henry"]/parent/descendant ::patient [wardNo="421"] over the origi-
nal data returns the nodes patient3, patient4, but also patient5 that is not an immediate child
of parent1 at the data view. Roughly, to rewrite a (sub)query A/B it remains to �nd all the
inaccessible paths 14 that connect accessible nodes A and B at the original data. In case of
recursion, these paths may lead to an in�nite set which cannot be expressed with the standard
XPath.

For this reason, Fan et al. [FGJK06,FGJK07] proposed, as extension of their previous work
[FCG04a], the �rst algorithm for coping with recursive security views. Their algorithm has been
re�ned later by Groz et al. [GSC+09] by considering di�erent types of DTDs and larger class of
queries. The key idea behind these three works was to use the Regular XPath language [Mar04]
that is more expressive than the standard XPath and o�ers possibility to de�ne recursive paths
by means of the Kleene star operator �*�. For instance, the previous query may be rewritten in
Regular XPath into:

descendant ::patient [pname="Henry"]/parent/(inaccessiblePaths)*/patient [wardNo="421"]

where:

inaccessiblePaths = patient [not (wardNo="421")]/(self ::parent union self ::sibling)

Although Regular XPath ensures query rewriting over arbitrary security views (recursive or
non), this process may be costly since rewritten queries may be of exponential size. Regular
XPath based investigations cannot be easily applied in practice: no tool exists to evaluate
Regular XPath queries. Furthermore, more commercial database systems (e.g. Oracle 11g, IBM
DB2, eXist-db, Sedna) provide support for the standard XPath (as well as XQuery [BCFF+10])
to manipulate XML data. We emphasize that our �rst motivation at the outset was to develop
some practical solutions that can be easily and e�ciently integrated within existing systems
that provide support for managing XML data.

Update Access Control ModelsMost of the native XML databases provide support for updat-
ing XML data either by using a standard language (e.g. the XQuery Update Facility [RCD+11])
or by introducing a proprietary language (e.g. the XQuery Update Extension provided by eXist-
db 15, the Sedna update language16). The update primitives supported (e.g. insert, delete,
rename, replace) have almost the same semantic but de�ned with di�erent syntaxes. Within

14Paths composed by only inaccessible nodes.
15The eXist-db update language: http://exist-db.org/exist/apps/doc/update_ext.xml.
16The Sedna update language: http://www.sedna.org/progguide/ProgGuidesu6.html.
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Figure 1.6: Example of Hospital data.

XML-enabled databases however, XML updates are supported either by using some SQL/XML
functions (the updates are applied directly over the relational tables representing the XML data)
or through the use of the XQuery Update Facility [LCS12] (the XML data is extracted from one
or many relational tables, updated, and then shredded and stored back to the database). With
this widespread use of XML update languages comes the need of a general access control model
that would be on duty to specify which group of users, can perform which kind of updates, to
modify which parts of an XML document. The requirement to impose such update rights is
often encountered with collaborative editing. For instance, we consider the Con�uence tool17

that allows di�erent teams to create, share and simultaneously edit di�erent wiki pages. For
each page, the administrator can make its edition granted only to some users. The update access
control model supported is limited in the sens that the granularity is de�ned in terms of pages
only and it is not possible to de�ne update rights for section, subsection, paragraph, etc.

In this context, our motivation was to propose an expressive and �ne-grained model to specify
and enforce XML update policies. This problem has not received more attention since most of
existing XML access control models deal only with read-access rights. Furthermore, only a few
works [FM07,DFGM08,DZ08b] have tackled the control of XML update operations. In what
follows, we show brie�y the major limitations of these models.

17The Con�uence tool: http://www.atlassian.com/software/confluence.
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Figure 1.7: Example of data view.

Example 1.4. Due to space limitation, the di�erent interventions done for patient1 of Figure
1.6 are depicted in Figure 1.8. Suppose that the hospital wants to impose an update policy that
authorizes each doctor to update only the details of the treatments she has done. For instance,
the doctor Imine could update the data of treatment1, treatment2, and treatment4 (e.g. add
new diagnosis results into diagnosis4, i.e. insert new Dresult sub-tree under diagnosis4; change
the result of treatment4, i.e. update the text content of Tresult4). However, the treatment3 is
done by another doctor (Michael) and thus cannot be updated by him. �

We show that the few proposed update access control models are not expressive enough to
specify and enforce some update policies. Using the model proposed by Damiani et al. [DFGM08],
an update policy is de�ned by annotating the XML schema with security attributes. For in-
stance, assigning the attribute @insert=[type="Blood Analysis"] into element type treatment
of the Hospital DTD of Figure 1.5 speci�es that new elements can be inserted into treatment
nodes having �Blood Analysis� as type. However, only local annotations18 can be de�ned which
makes the proposed model restricted to non-recursive schemas only. To show this limitation,
we consider the update policy de�ned in Example 1.4. Using the discussed model, one cannot
prevent the doctor Imine to update the third treatment (i.e. treatment3). Speci�cally, assign-
ing the attribute @insert=[parent ::intervention[doctor/dname="Imine"]] into the treatment el-
ement type makes only the nodes treatment1 and treatment4 of Figure 1.8 updatable by Imine
while discarding the authorized update of treatment2. Moreover, the update annotation @in-
sert=[ancestor ::intervention[doctor/dname="Imine"]] over the treatment element type makes
all treatment nodes of Figure 1.8 updatable by Imine, including treatment3. The adequate up-
date annotation remains to de�ne the paths that refer to all the treatment nodes created under
an intervention whose responsible doctor is Imine. As the Hospital DTD is recursive, these paths

18The update annotation concerns only the node and not its descendants.
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Figure 1.8: The interventions done for the patient �Henry� of Figure 1.6.

are in�nite. Using the transitive closure operator �*�, this update annotation would be de�ned
by assigning the following attribute into element type treatment :

@insert=[(parent ::implies/parent ::diagnosis/parent ::treatment)*/
parent ::investigation[doctor/dname=$dname]]

Here $dname is treated as a constant parameter; e.g. if the concrete value Imine is substituted
for $dname, then the previous annotation speci�es the update right for doctor Imine. This
update annotation ensures that a doctor with name $dname could update all and only the data
of treatments she has done. However, the transitive closure operator cannot be expressed in the
standard XPath as outlined in [tC06]. Thus, the update policy de�ned in Example 1.4 cannot
be speci�ed by using the model of [DFGM08].

Fundulaki et al. [FM07] propose an XPath-based access control model, called the XACU, for
controlling the update primitives of the W3C XQuery Update Facility [RCD+11]. An update
policy is de�ned by a set of XACU rules, each one refers to some parts of the XML document that
the user is allowed/forbidden to update by using some update operation. Speci�cally, an XACU

rule has the form 〈object, action, e�ect〉 where: 1) object is an XPath expression that returns
the XML nodes concerned by the update; 2) action is an XQuery update operation; and 3) e�ect
takes the value '+/-' to specify whether the rule grants or denies (case of positive and negative
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rule resp.) the execution of action on the nodes referred to by object. The XACU policies are
enforced by �xing: 1) a default semantics and 2) an override policy. The �rst one says that
for a given update operation and a given node that is not explicitly concerned by an XACU rule,
the user is either by default allowed or by default forbidden to perform this operation at this
node. In the case when a given node is in the scope of both a positive and a negative XACU rules,
the override policy speci�es that either a positive rule overrides a con�icting negative one (grant
overrides principle) or the other way around (denies overrides principle). We give the following
example to show some limits of the XACU language.

Example 1.5. Consider the update policy of Example 1.4 and the XML tree of Figure 1.8. We
de�ne a positive and a negative XACU rules as follows:

(1) 〈descendant ::intervention[doctor/dname=$dname]/descendant ::treatment, insert, +〉,
(2) 〈descendant ::intervention[doctor/dname 6=$dname]/descendant::treatment, insert, -〉.

By substituting $dname with �Imine�, the �rst positive rule indicates that the doctor Imine
can insert new data into the treatments that he has done (i.e. treatment1, treatment2, and
treatment4). However, since the DTD is recursive, the rule could be applied for the treatments
data of another doctors, i.e. the treatment3 of Figure 1.8 can be updated by Imine. We try to
avoid this violation by de�ning the second negative rule that forbids each doctor to add new data
into treatments done by another doctor. Observe that, treatment3 and treatment4 of Figure
1.8 are in the scope of both the �rst and the second rules. By de�ning the grant overrides as
con�ict resolution policy, the node treatment3, done by Michael becomes updatable by Imine.
In addition, applying the deny overrides principle makes the doctor Imine unable to update
some of his data (i.e. the node treatment4). Notice that in the two cases, the update policy of
Example 1.4 is not enforced. �

Duong et al. [DZ08b] present a �ne-grained access control model, named SecureX, which
supports read and write privileges. Along the same lines as [DFGM08], the read and update
rights are de�ned by annotating the XML schema with security attributes. More detail of
SecureX is reported to Chapter 2. In conclusion, the model su�ers from the same limit discussed
above: only non recursive schemas are supported.

Given the above, the problem of securing XML updates deserves more attention. To the
best of our knowledge, no model exists for specifying and enforcing XML update policies over
recursive schemas.

1.3 Contributions

With the widespread use of XML, there has been a substantial amount of work that deal with
the di�erent problems related to the manipulation of XML data (e.g. con�dentiality, integrity,
consistency, containment). We have been mainly interested in the security aspect. We proposed
formal models for specifying XML access control policies, and e�cient algorithms to enforce
such policies. Our solutions are based on the query rewriting approach over virtual XML views.
We remark a gap between the real-life use of XML data and the results found around securing
XML content. While administrators and users are familiarized with some well-known languages
to manipulate XML data (e.g. XPath, XQuery, SQL/XML), some interesting results remain
impractical, or costly to implement and to integrate within existing systems since they are
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based on non-standard languages (e.g. Regular XPath, XUpdate). We believe that standard-
based models provide practical solutions due to the fact that most of the commercial database
systems feature supports for XML standards (especially XPath and XQuery). Our results are
implemented and provided as a W3C standard-based XML access control system and therefore
easy to integrate within some of widely used database systems.

An e�cient approach for coping with recursive XML security views While, in case of
recursive security views, the query rewriting is not always possible over the downward fragment
of XPath 19 [FGJK07] (class of queries with child -axis, descendant-axis, and complex predicates),
we show that the expressive power of the standard XPath is su�cient to overcome this rewrit-
ing limitation. We extend the access speci�cation language of Fan et al. [FCG04a] with new
annotation types in order to de�ne compact and more expressive XML access control policies.
Then, we show that by extending the downward fragment of XPath with some axes and oper-
ators, the query rewriting becomes possible under arbitrary security views (recursive or non).
Our rewriting approach can deal with a larger class of XPath queries that includes downward-
axes (child, descendant), upward-axes (parent, ancestor), and can be easily extended to rewrite
horizontal-axes (preceding, following). We propose �nally an e�cient algorithm to rewrite XPath
queries over arbitrary security views. Compared with the one presented in [FGJK06,FGJK07],
our algorithm uses only the access speci�cation (i.e. the read-access annotations) to rewrite any
user query rather than using an auxiliary structure, like automatons, which can be costly or even
impracticable in some cases. Moreover, our algorithm runs in linear time in the size of the query.

An expressive XML update access control model We study the XML access control by
considering the operations of the XQuery Update Facility [RCD+11]. Firstly, a �ne-grained
speci�cation language is proposed to de�ne XML update policies and which aims to overcome
expressiveness limits of existing models. Our update speci�cation language is an extension of
the access speci�cation language presented in [FCG04a]. In a nutshell, we annotate element
types of the DTD grammar with update attributes to specify which update operations the user
is (conditionally) allowed/forbidden to perform and over which parts of the XML document. To
enforce our update policies, we propose a linear time algorithm that translates each user update
operation op into another one op

′
such that the execution of op

′
over any instance of the DTD

grammar makes changes only over data the user is authorized to update.

SVMAX prototype has been implemented to show the practicality and e�ciency of our results.
To our knowledge, SVMAX (Secure and Valid MAnipulation of XML) is the �rst system that
supports speci�cation and enforcement of both read and update access policies over arbitrary
XML views (recursive or non). SVMAX features a visual tool that allows:

1. The administrators to specify read and update policies, and to extract views (both of data
and schema) that are provided to the users.

2. The users to query and update the original data through the use of virtual view, signi�cant
class of XPath queries and a complete set of update operations.

Furthermore, SVMAX features an additional module enabling e�cient validation of XML doc-
uments after execution of W3C XQuery primitives update. The wide use of W3C standards in
practice makes of SVMAX a useful system that can be easily integrated, as an API, within
commercial database systems as we should show.

19This fragment is more used both in practice and in theory, and several theoretical results have been found
around this fragment [Woo03,NS06].
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Publications Our results have been published in /submitted to the following conference papers:

� Our model of read-access control has been presented in [MI12e].

� We presented our update access control in [MI12b] and [MI12c].

� The interaction between read and update privileges (formal solution and algorithm) was
�rst introduced in [MI12d]. A journal paper is under preparation.

� The paper presenting our system SVMAX has been published in [MIR13].

1.4 Outline of Dissertation

The remainder of this thesis is organized as follows. Chapter 3 provides essentially background
about XML access control. We survey more recent models and algorithms for speci�cation and
enforcement of XML access policies, approaches for validation of XML data, as well as some
other related problems (e.g. consistency of policies, view update translation). Chapter 2 reviews
some basic de�nitions and notions that are tackled throughout this manuscript. In Chapter 4,
we introduce our model of security view together with our algorithm for rewriting XPath queries
over virtual XML views. Chapter 5 explains how the security view notion can be extended to
handle update operations. It provides a formal model for speci�cation of XML update policies
and an e�cient algorithm for enforcing such policies. Chapter 6.3 presents an overview of the
basic features of our system, followed by an extensive experimental study based on real-world
DTDs. Chapter 6.4 concludes the thesis and draws research perspectives.

19



Chapter 1. Introduction

20



2

State of the Art

Contents

2.1 Basic Models . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 21

2.2 XML Access Control Models . . . . . . . . . . . . . . . . . . . . . . . 23

2.2.1 Instance-based Models . . . . . . . . . . . . . . . . . . . . . . . . . . . . 23

2.2.2 Security views . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 24

2.2.3 Schema-based security views . . . . . . . . . . . . . . . . . . . . . . . . 24

2.3 Securing XML Updates . . . . . . . . . . . . . . . . . . . . . . . . . . . 24

Although access control for traditional databases has been studied for a long time (e.g. re-
lational databases [ST90, LDS+90, BJS99], object-oriented databases [BJS93, BCCGY93]), the
nature of XML data (i.e. hierarchical structure, nodes dependency, schema recursion) make the
proposed approaches di�cult to adapt for XML databases. The problem of protecting XML
content is relatively new compared with traditional databases problems that have been widely
studied for more than two decades. In addition, some problems related to the manipulation of
XML data are still in their early stages (or in active study) such as XML update policies spec-
i�cation [BCFS12], XML queries optimization [HL13a,WTWS13], updating compressed XML
data [BHJ13], querying encrypted XML data [CRK+13].

A substantial part of this chapter is dedicated to the main XML access control models
proposed during the last years. Firstly, we interested ourselves with the use of XML views, models
and algorithms to derive and query such views. We put emphasis on the strategy established to
query the original data through a request that has been expressed on the view, and in which case
this strategy is challenging. We investigate after the issues that arise when controlling access
to XML data by considering XML updates. Finally, we discuss solutions provided to preserve
validity of XML documents after updates, a constraint that is required by many systems and
applications.

2.1 Basic Models

Originally, numerous models have been proposed to specify and enforce security policies that
protect access to di�erent kinds of data. The ACL (Access Control List) and XACML (eXtensible
Access Control Markup Language) belong to the �rst e�orts done in this context. Since the ACL-
based security model is used in di�erent domains (e.g. networking, �le systems, databases), we
discuss such security concept as supported by the Oracle 11g database system. An ACL is a
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list of access control entries (ACEs). Each ACE is an XML element that either grants or denies
access to some data by a particular principle (user or role). The order in which the ACEs of
an ACL are stored is relevant. Before a principal accesses to some data that is protected by
one or more ACLs, the evaluation of these ACLs is done �rst according to their order. For each
ACL, the ACEs in it that apply to the principal are examined, in order. If one ACE grants a
certain privilege to the current user and another ACE denies that privilege to the user, then a
con�ict arises. Di�erent con�icts resolution strategies can be applied: 1) only the �rst matched
ACE is considered; 2) grant takes precedence over deny; or 3) deny takes precedence over grant.
Although the ACL model is currently used in many database systems such as Oracle 11g, its
enforcement strategy is rather brute-force in the sens that it grants/denies access to the entire
resource. Consider case of XML data, in practice one often wants the query to return the parts
of the document that the user is authorized to access, instead of reject the access.

The XACML [XACa] is an OASIS standard, now at version 3.0, that de�nes a language for the
de�nition of policies, access requests, and a work-�ow to achieve policy enforcement. These tasks
are accomplished through di�erent components, principally: the Policy Administration Point
(PAP), the Policy Decision Point (PDP), and the Policy Enforcement Point (PEP). XACML
policies are de�ned as XML documents expressing the privileges a user needs to have for accessing
the resource. Each resource can be controlled with one or more policies. A policy is a set of
rules where each one de�nes a Target and an Effect. The Effect speci�es whether the user
request is "Permitted" or "Denied", while the Target is composed of the sub-elements Subject
(i.e. the user that wishes to perform some action over the resource), Action (e.g. read, update),
Resource, and Environment (e.g. time, date). Each sub-element is accompanied with a matching
function: used to check whether the policy rule is applicable to a given request, speci�cally, it
matches the value of the sub-element of the rule with the value of the same sub-element of the
user request. A policy also speci�es an algorithm that de�nes what is the �nal decision for a
request when there are (permit/deny) con�icts in the rule decisions. Upon receiving a request,
the policies are retrieved from the PAP by the PDP. The PDP checks the matching between all
values of the request and those of the retrieved rules, in order to permit or deny access to the
resource. In addition to Permit and Deny, the PDP decision can also be not-applicable if no
policy rule applies to the request; or indeterminate if the PDP fails to evaluate the access request
(e.g. missing of request attributes, network errors). The authorization decision is enforced by the
PEP which can have many di�erent forms, e.g. part of a remote-access gateway, a Web server.

XACML is now the de facto standard for enforcing access control policies in service-oriented
architectures. Many database systems provide implementation of XACML such as eXist-db.
However, designing XACML access control policies is a di�cult and error-prone task. For this
reason several tools have been proposed to make easy edition of XACML policies [XACb,UMU].

The above discussed standards are more suitable for some domains like �le systems, networks,
and (traditional) database systems. However, they still remain slightly limited when considering
hierarchical data like XML. A few works exist that have to extend the XACML standard in order
to take into account hierarchical data [KA08,Xia12]. More speci�c access control models have
been proposed during the two decades that are aware of the XML data structure and e�ciently
secure access to such data. As we shall explain in the following, each model has its relevant use
case where it may ensure good performances.
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2.2 XML Access Control Models

2.2.1 Instance-based Models

These models transmit access permissions from policy-level into node-level. A policy consists of
a set of access control rules, each rule is composed of di�erent sub-elements de�ning: a subject
(a user ID, a role, or a group name); an object de�ned with an XPath expression and that
speci�es the XML nodes to control; an action that can be read/update (we consider only read
actions as supported by existing models); a permission (grant/deny) that speci�es if the subject
is (not) allowed to execute the action on the object nodes; and a propagation that speci�es if
the rule is local (applied only on object nodes) or recursive (applied on object nodes together
with their descendants). A con�ict can arise when two or more rules de�ne di�erent access
permissions for the same XML node (e.g. a node concerned by a local and a recursive rules that
have di�erent permissions). Di�erent con�ict resolution strategies can be applied (e.g. denial
permission overrides any grant permission, recursive rules take precedence over local rules). The
enforcement of such policies is done by annotating the XML document with the di�erent access
permissions. More speci�cally, for each user u, each rule r, and each node n concerned by r
(i.e. n is referred to by the r XPath expression), n is annotated by adding an attribute @access
that has value '+' (if r permission is grant) or '-' (if r permission is deny). If n is already
annotated then the con�ict is resolved using underlying strategy. The annotation is propagated
then along with n descendants if r is recursive. Finally, when all the rules that concerns the
user u are parsed, the remaining unlabeled nodes are annotated with '-' par default. Each
user XPath expression is rewritten in order to return only accessible nodes (those annotated
by '+') and without any disclosure of sensitive information. In [MTKH06], authors impose
the denial downward consistency requirement that denies access to a node if only one of its
ancestors is inaccessible. In this case, rewriting of XPath expressions is quite simple and done
by adding a predicate [@access='+'] to the end of each user XPath expression. In the other
case however, where the aforementioned requirement is not applied, the enforcement mechanism
is not discussed. In our view, this can be simply done as follows: for a user XPath expression,
each sub-expression descendant ::label is rewritten into descendant ::label [@access='+'], while each
sub-expression child ::label is rewritten into descendant ::label [@access='+'][position()=1].

Regretfully, the annotation process is repeated for every user, every action a user takes, and
each time the policy and/or the data are changed. This is time consuming and requires a lot
of resources for XML data parsing and labeling. Additionally, instance-based approaches lead
to poor performances in case of huge XML documents since user queries are evaluated over the
whole XML document while, in practice, accessible data is more smaller that the original data.
Authors of [MTKH06] proposed a static analysis which is in duty to determine statically whether
the user request does not select any accessible nodes, and then reject it without any evaluation.
However, this static analysis fails in di�erent cases and the query must be evaluated over the
whole original data.

Authors of [DZ08a] proposed a dynamic labeling scheme that avoids re-calculation of la-
bels when the XML data is updated. Their algorithm can generate unique codes for every new
node without re-labeling existing nodes. The approach is used by the same authors to propose
a �ne-grained access control model, named SecureX, which supports read and write privileges,
introduces various access types, and outperforms naive labeling approaches by eliminating repeti-
tive labeling when updating data. In case of dynamic policies however, the whole XML document
may be re-labeled and then SecureX may lead almost to the same performances as naive labeling
approaches.
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2.2.2 Security views

The scenario for this group of proposals is to extract an authorized XML view which includes data
relevant to the user's clearance: access control rules applicable to the user are used to partially
type the XML tree with Y (+) and N (-) labels. After that, partial annotation is extended to
full one. Finally, fully annotated label is sanitized, i.e., N labeled elements are either deleted
completely [BBC+00,WKD04] or modi�ed [DdVPS02]. A di�erent approach to XML security
views was shown in [SF02b] where there was an attempt to de�ne a security view by a single
XPath expression. In a nutshell, XML elements matching non-asterisk location steps of XPath
are added to a view, while asterisks represent forbidden parts of the XML.

2.2.3 Schema-based security views

Stoica and Farkas [MSW05] proposed to produce single-level views of XML when conforming
DTD is annotated by labels of di�erent con�dentiality levels. The key idea lies in analyzing
semantic correlation between element types, modi�cation of initial structure of DTD and using
cover stories. Altered DTD then undergoes ��ltering� when only element types of the con�-
dentiality level, that is no higher than the level of the requester, are extracted. However, the
proposal requires expert's analysis of semantic meaning of production rules, and this can be
unacceptable if database contains a large amount of schemas which are changed occasionally.
Another view-based approach is proposed by Fan et al. [FCG04b]. We summarize this proposal
as follows. The process of an access control policies enforcement can be described as follows: (1)
de�ne access speci�cation for each class of users, (2) derive a sound and complete DTD security
view for a particular access speci�cation, (3) supply the user with a corresponding security DTD
view, (4) user issues a query in terms of kept DTD view, (5) a query over the view schema is
rewritten to a query over the initial schema and optimized, (6) the optimized query is evaluated
over the XML and the result is returned to the requester. The latest approach to schema-based
security views was presented in Mohan et al. [GB01]. The solution allows a complete restructur-
ing of a DTD and relies on a command-like speci�cation language. However, it was mentioned
in Mohan et al. [GB01] that many operations are not commutative and have restrictions that
means a possibility of errors while designing access control policies.

2.3 Securing XML Updates

Among most of existing update access control models, for each update operation, an XPath
expression is de�ned to specify the XML data at which the update is applied. To enforce
an update policy, the query rewriting principle can be applied where each update operation
(i.e., its XPath expression) is rewritten according to the update constraints into a safe one in
order to be performed only over parts of the XML data that can be updated by the user who
submitted the operation. However, this rewriting step is already challenging for a small class
of XPath. Consider the downward fragment of XPath which supports child and descendant-
or-self axes, union and complex predicates. We will show that, in case of recursive DTDs, an
update operation de�ned in this fragment cannot be rewritten safely. More speci�cally, a safe
rewriting of the XPath expression of an update operation can stand for an in�nite set of paths
which cannot be expressed in the downward fragment of XPath (even by using the upward-axes:
parent, ancestor, and ancestor-or-self).

To overcome this rewriting limitation, one can use the 'Regular XPath' language [Mar04],
which includes the transitive closure operator and allows to express recursive paths. Note that
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this language has been used in [FGJK07,GSC+09] for the rewriting of read-access queries. How-
ever, it remains a theoretical achievement since no tool exists to evaluate Regular XPath queries.
Thus, no practical solution exists for enforcing update policies in the presence of recursive DTDs.

In the same work [FM07], Fundulaki et al. present another version of their language XACU,
called the XACUannot, in order to specify update policies in the presence of DTD grammar. The
XACUannot is based on the notion of schema annotation presented in [FCG04a]. An XACUannot

annotation is of the form ann(gpath, op)=Y |N |[Q] where: (1) gpath is a full XPath expression
de�ned from the root of the DTD into the node concerned by the update, (2) op is an update
operation, and (3) the values Y |N |[Q] specify that the user can (Y ) | cannot(N) | can if the
XPath expression Q is true, perform operation op at nodes returned by gpath. This model can
be applied only for non-recursive DTDs. For instance, the update policy of Example 5.4 cannot
be de�ned by the XACUannot language. Speci�cally, the XPath expressions denoting treatments
data done by a given doctor stand for an in�nite set of paths. For any update operation op, the
adequate annotation could be:

ann(//intervention[doctor/dname =$dname]/
(treatment/diagnosis/implies)∗/treatment, op)= Y

However, the transitive closure operator '∗' is outside the expressive power of the standard
XPath [tC06].
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We consider the problem of securing XML data protected using arbitrary security views.
These views are de�ned by associating some security attributes to the schemas that correspond
to the underlying XML documents (Stoica and Farkas [SF02a]). The user can query the data
views through any XML query language. The XML views that we consider are de�ned using
DTD grammars (thus, de�nition of XML schema [XML] is omitted here) while the XPath query
language [BBC+10] is used to query such views. The current chapter presents some basic notions
and de�nitions that are used throughout this manuscript. We de�ne some key problems that
have motivated our contributions.

3.1 Document Type De�nitions

De�nition 3.1 (DTD [RCD+08]). A Document Type De�nition (DTD) D is a triple (Σ, P ,
Root), where Σ is a �nite set of element types; Root is a distinguished type in Σ called the root
type; and P is a function de�ning element types such that for any A in Σ, P (A) is a regular
expression α, called the content model of A, and de�ned as follows:

α := str | ε | B | α','α | α'|'α | α* | α+ | α?

where str denotes the text type PCDATA, ε is the empty word, B is an element type in Σ, α','α
denotes concatenation, and α'|'α denotes disjunction. We refer to A → P(A) as the production
rule of A. For each element type B occurring in P (A), we refer to B as a child type of A and to
A as a parent type of B. Moreover, P (A) can be de�ned using the operators '*' (set with zero or
more elements), '+' (set with one or more elements), and '?' (optional set of elements). A DTD
D is recursive if some element type A is de�ned in terms of itself directly or indirectly.
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This DTD de�nition allows complex contents (i.e. contents with both �,� and �|�), as well as
mixed contents that are mixture of text and elements. Examples of these types are given in the
following.

Example 3.1. We consider the department DTD (Σ, P , dept) where Σ={ dept, course,
project, cname, takenBy, givenBy, students, scholarship, student, sname, mark, professor,
pname, grade, type, private, public, descp, results, result, members, member, name, qualif ,
theoretical, experimental, sub-project }. The production rules of this DTD are de�ned as
follows:

dept → (course+, project*)
course → (cname, takenBy, givenBy)
takenBy → (students)
students → (scholarship?, student+)
scholarship → (student+)
student → (sname, mark)
givenBy → (professor+)
professor → (pname, grade)
project → (type, descp, results, members, sub-project)
type → (private | public)
results → (str | result)*
members → (member+)
member → (name, qualif , (theoretical | experimental)*)
sub-project → (project*)

The element types private and public are empty, while the remaining element types (e.g. mark,
result) are text elements. A department element has a list of course elements as well as one
or more project elements. A course consists of cname (course name), and lists of students and
professor elements de�ned via the relations takenBy and givenBy respectively. A student who
has registered for the course has a name (sname), a mark and may hold a scholarship. A
professor is de�ned by his name (pname) and grade. A project is presented by its type (that can
be either private or public), a description (descp), some results, and may be composed by one or
more sub-project. A member of a given project is presented by his name, a quali�cation (denoted
qualif that can be professor, student, external researcher etc.), and a list of his contributions
(that can be either theoretical or experimental). Notice that results element type has mixed
content (combination of text values that serve as comments, and result elements). Moreover,
member element type has complex content, i.e. a sequence container that has the choice container
(theoretical | experimental)*. �

Authors of [FCG04a] use DTDs in normal form that do not contain mixed containers (i.e. the
content of any element type must be either conjunction or disjunction of subelement types). For
instance, the element type member of the previous example is de�ned with a mixed container,
thus the department DTD is not in normal form. A normalization of the department DTD can
be done by changing only the content of member element type as follows:

member → (name, qualif , contribution)
contribution → (theoretical | experimental)*
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with this new content type the department DTD becomes in normal form. Authors of [FCG04a]
claim that any DTD may be normalized in the purpose to easily derive its view with respect
to some access rights. To keep DTDs in normal form, some additional element types may be
added as we have done with the content of element type member. Note that in case of policy
enforcement, the additional element types may re�ect the structure of some sensitive data that
should be hidden with the DTD view.

3.1.1 DTD Graphs

It is well-known that non-recursive DTDs may be modeled as a DAG. However, arbitrary DTDs
deserve the introduction of a special structure in order to model order between elements and
their dependencies (de�ned with operators ∗, +, etc.), cycles and all DTDs information. To the
best of our knowledge, no formal de�nition of such structure exists in the literature. Kuper et
al. [KMR09] have informally introduced an expressive graph representation to model all DTDs.
We re�ne here their structure, called DTD graph, and give a formal de�nition of it.

Based on the de�nitions of multigraph and edge-ordered graph [GY03, JB99,TKCW09], we
de�ne �rst our graph structure as follows:

De�nition 3.2 (Graph structure). A rooted vertex-labeled edge-ordered directed multigraph
is a structure G=(Σ, V, E, λV , vrt, Order), where Σ is a set of labels, V is a set of vertices,
E = {(vi, vj) | vi, vj ∈ V } is a multiset of edges, λV : V → Σ assigns a label to each vertex,
vrt ∈ V is a distinguished root vertex, Order: N × V → V de�nes a unique order between
children of any vertex v of V such that: Order(i, v) denotes the ith child of v. �

Given a graph G = (Σ, V, E, λV , vrt, Order); arity(v) = |{(v, v′) | (v, v′) ∈ E}| is a function
that, for a given vertex v ∈ V , computes the number of its children in G. Based on the graph
structure de�ned above, we formalize our notion of DTD graph as follows:

De�nition 3.3 (DTD graph). A DTD graph is a graph G = (Σ, V, E, λV , vrt, Order) which
satis�es the following conditions:

1. Σ = Σ1 ] {·, |, ∗,+, ?, str} (where Σ1 represents the element types of D);

2. λV (vrt) ∈ Σ1;

3. For any A in Σ1, there exists exactly one vertex v in V such that: λV (v) = A;

For each v in V we have:

4. arity(v) = 0 if λV (v) = str or λV (v) corresponds to an element type with empty content;

5. arity(v) ≥ 2 if λV (v) ∈ {·, |};

6. arity(v) = 1 if λV (v) ∈ {∗,+, ?};

7. arity(v) ≤ 1 if λV (v) ∈ Σ1;

8. If λV (v) ∈ {·, |}, then Order(i, v) must be de�ned for any 1 ≤ i ≤ arity(v). �
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Given a DTD D, its DTD graph is denoted by GD where each vertex v represents either an
element type of D, if λV (v) ∈ Σ1, a text node if λV (v) = str, or an operator otherwise. For each
element type A of D, there is exactly one node in GD that is labeled with A. However, there
is a node labeled with �·�, �|�, �str�, �∗�, �+�, or �?� for each occurrence of sequence container,
choice container, str de�nition, operators ∗, +, or ? in the production rules of D. A DTD
graph is cyclic if its corresponding DTD is recursive. According to our DTD de�nition 3.1, a B
subelement type of an A element type may appear more than once in P (A) (e.g. A → B,C,B).
Thus, there may be in GD more than one edge connecting the same ordered pair of vertices.
These edges are called multiple edges (i.e. edges with the same source and target vertices) and
are represented by the multiset E. A DTD graph is simple if it does not contain multiple edges,
otherwise, it is called multigraph [GY03].

Since we consider ordered XML trees, for a given production rule A→ α1, . . . , αk in a DTD D
(resp. A→ α1 + . . .+αk), order de�ned between element types and operators of each αi must be
preserved in the DTD graph GD of D. An expression α1, . . . , αk (resp. α1+ . . .+αk) is presented
in GD by a subgraph rooted at vertex v with label �·� (resp. �|�). This vertex has k children
vα1 , . . . , vαk where each vertex vαi represents the structure of the sub-expression αi. In order to
preserve the order de�ned between sub-expressions αi in D, the edges (v, vα1), . . . , (v, vαk) must
be uniquely ordered. For this reason, the function Order of De�nition 3.2 must be explicitly
de�ned for each vertex of GD with label �·� or �|� (condition (8) of De�nition 3.3). In a nutshell,
consider the production rule A → α and let vA be the vertex representing element type A in
a given DTD graph GD. The vertex vA has no child if α = ε; otherwise, it has a child vα
representing the structure α of A. If the vertex vα has no children then either λV (vα)=str (i.e.
A → str); or, λV (vα)=B (i.e. A → B). If the vertex vα has children v1, . . . , vk (k ≥ 1), then a
unique order is de�ned, using the function Order, between the edges (vα, v1), . . . , (vα, vk), and
this according to the occurrence of element types and/or operators λV (v1), . . . , λV (vk) from left
to right in the expression α. Due to this order, we de�ne our DTD graphs as edge-ordered graphs.

Example 3.2. Figure 3.1 depicts the DTD graph Gdepartment of the department DTD of
Example 3.1 (the nodes are depicted by their labels). We omit the complete de�nition
(Σ, V, E, λV , vr, Order) of Gdepartment since it can be easily de�ned according to De�nition 3.3.
In the remainder of this example, names in parentheses are abbreviations of vertices. Consider
the simple case of element type givenBy, Gdepartment contains a vertex labeled with givenBy
(vgivenBy). Since P (givenBy) is enclosed by +, vertex vgivenBy has a child labeled with ⊕ (v⊕),
v⊕ points to a vertex labeled professor (vprofessor) that represents the element type professor.
Moreover, since P (professor) is a sequence container, vertex vprofessor has a child labeled with
� (v�), v� has two vertices labeled with pname and grade (vpname and vgrade resp.) rep-
resenting element types pname and grade respectively, each of these latter vertices has text
node. The order between vertices vpname and vgrade is preserved by the function Order de-
�ned over vertex v� with: Order(1, v�)=vpname and Order(2, v�)=vgrade. We remark �rst that
Gdepartment is a simple graph since there are no multiple edges. Moreover, Gdepartment is cyclic
due to the existence of the cycle de�ned over the element types project and sub-project (i.e.
a cycle vproject, v�, vsub−project, v∗, vproject composed by some vertices labeled with project, �,
sub-project, ∗, and project resp.). �
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Figure 3.1: The department DTD graph.

Note.

Note that our de�nition of DTD graph di�ers from the ones de�ned in [BS03, LSAF05]
which are su�cient to describe only some kind of DTDs. Moreover, the notion of depen-
dency graph used in [FM07] represents only parent-child relationship between types of the
DTD and not other constraints. We have proposed a formal de�nition of DTD graph since
such structure is essential, as we will see later, for derivation of DTD views in case of
read-access policies enforcement. The di�erent steps of our DTD graphs construction, as
well as the details and complexity of the corresponding algorithm are given in Annex B.

3.1.2 Extended DTDs

Papakonstantinou and Vianu [PV00] extended the expressive power of DTDs by adding types as
in XML Schema [XML]. Given a DTD D=(Σ, P, root), instead of having only one content model
P (A) for each element type A in Σ, they proposed to de�ne on or more types (e.g. A1, . . . , An)
to represent di�erent content models of element type A (e.g. P (A1), . . . , P (An)). Types are from
a �nite set and each one is assigned to only one element type of the DTD. The root element type
has only one possible type. The term specialized DTDs is used in [PV00] to refer to the resulted
grammars (i.e. DTDs plus types). However, we prefer the term extended DTDs, as introduced
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students → (student*)
student → (sname, degree1)
degree1 → (year, title, degree2)
degree2 → (year, title, degree3)
degree3 → (year, title)
sname → (str)
year → (str)
title → (str)

(a) EDTD E1

students → (student*)
student → (sname, degree1)
degree1 → (year, title, degree2)
degree2 → (year, title, degree3)
degree3 → (year, title, (degree3)?)
sname → (str)
year → (str)
title → (str)

(b) EDTD E2

students → (student*)
student → (sname, (degree1)?)
degree1 → (year, title, (degree2)?)
degree2 → (year, title, (degree3)?)
degree3 → (year, title)
sname → (str)
year → (str)
title → (str)

(c) EDTD E3

Figure 3.2: Production rules of three di�erent EDTDs.

in [MNSB06], to express clearly that the power of the DTDs is ampli�ed.

De�nition 3.4 (EDTD). An extended DTD (EDTD) is a tuple E=(Σ,∆, root, P, µ) where Σ is
a �nite set of element types, ∆ is a �nite set of types, (∆, root, P ) is a DTD and µ is a mapping
from ∆ to Σ assigns an element type to each type. �

Standard DTDs (i.e. nonextended DTDs) correspond to those EDTDs (Σ,∆, root, P, µ) where
∆=Σ and µ is the identity mapping. The following simple example shows some content models
that are not de�nable using standard DTDs.

Example 3.3. Consider the EDTD E1=(Σ,∆, students, P, µ) where Σ={ students, student,
sname, degree, year, title }, ∆={ students, student, sname, degree1, degree2, degree3, year,
title }, µ(degreei)=degree (1 ≤ i ≤ 3) and µ(t) = t (t ∈ ∆�{degree1, degree2, degree3}). The
production rules of the DTD D1=(∆, students, P ) are given in Figure 3.2 (a). Intuitively, EDTD
E1 consists of a list of students, each student is represented by his name (sname) and some of
his degrees, each degree is de�ned with a year and a title. Notice that only three (latter) degrees
of each student are represented. Thus, in any XML document satisfying the EDTD E1, the
nesting depth of degree elements is exactly 3. EDTDs E2 and E3 (whose production rules are
depicted in Figures 3.2 (b) and (c) resp.) di�er from E1 in the sense that each student element
is de�ned with at least 3 degree elements for the former and at most 3 for the latter. The three
di�erent content models of student element type, presented by EDTDs E1, E2 and E3, can not
be captured using standard DTDs. �
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Figure 3.3: The EDTD graph of EDTD E2 of Example 3.3.

De�nition 3.5 (EDTD graph). Given an EDTD E=(Σ,∆, root, P, µ), the DTD graph corre-
sponding to its DTD (∆, root, P ) is called EDTD graph. �

For instance, the EDTD E2 of Example 3.3 is represented by the EDTD graph depicted
in Figure 3.3. Finally, we note that there is a more generalized extension of DTDs de�ned by
allowing use of context-free grammars in place of regular expressions.

De�nition 3.6 (GDTD [GSC+09]). A generalized DTD (GDTD) is a tuple H=(Σ, root,Π)
where Σ and root are the set of element types and the root type respectively; while Π is a
function that maps Σ to context-free grammars over Σ ∪ {str}. �

3.2 XML Documents

We model an XML document with a �nite node-labeled sibling-ordered unranked tree. Let Σ
be a �nite set of node labels (with a special label str) and C an in�nite set of text values. We
represent our XML documents with a structure, called XML Tree, de�ned as follows:

De�nition 3.7 (XML Tree). An XML tree T over Σ is a structure de�ned as:
T=(N, root, R↓, R→, λ, ν), where N is a set of nodes, root ∈ N is a distinguished root node,
R↓ ⊆ N × N is the parent-child relation, R→ ⊆ N × N is a successor relation on (ordered)
siblings, λ : N → Σ is a function assigning to every node its label, and ν : N → C is a function
that assigns a text value to each node with label str. �
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The relations R↓∗ and R→∗ represent the re�exive transitive closure of R↓ and R→ respec-
tively. We use R↑ and R← to denote the converse of R↓ and R→ respectively. In addition,
R↑∗ and R←∗ denote respectively the converse of R↓∗ and R→∗ . Contrary to the model de-
�ned in [Mar04], we de�ne the function ν to associate data values with nodes since data value
comparison is supported by our XPath fragments de�ned subsequently.

De�nition 3.8 (Validation of XML trees w.r.t DTD/GDTD [Mar04]). An XML tree T =
(N, r,R↓, R→, λ, ν), de�ned over the set Σ of node labels, conforms to a DTD D=(Ele, P, root)
(resp. a GDTD G=(Ele, root,Π)) if the following conditions hold:

1. The root of T is mapped to root (i.e. λ(r)=root);

2. Each node in T is labeled either with an element type A in Ele, called an A element, or
with str, called a text node, therefore Σ = Ele ∪ {str};

3. For each A element with k ordered children n1, ..., nk, the word λ(n1), ..., λ(nk) belongs to
the regular language de�ned by P(A) (resp. the context-free language given by Π(A));

4. Each text node n (i.e. with λ(n) = str) carries a string value ν(n) (i.e. PCDATA) and is
the leaf of the tree. �

Note that elements of T are a set of nodes of N that are labeled with Ele, while nodes
represent both elements and text nodes (i.e. nodes labeled with str). Subsequently, we use the
terms of node and element interchangeably. We give in the following the necessary conditions
for an XML tree to be valid w.r.t an EDTD.

De�nition 3.9 (Validation of XML trees w.r.t EDTD [Mar04]). An XML tree T =
(N, r,R↓, R→, λ, ν) conforms to an EDTD E=(Ele,∆, root, P, µ) if there is a function L

′
: N → ∆

such that:

1. For each node n of N with λ(n) 6= str, L
′
(n) = t where t ∈ ∆ and µ(t) ∈ Ele. The tree

T
′
resulting from the application of L

′
is called witness for T [MNSB06].

2. The witness tree T
′
conforms to the DTD (∆, root, P ) of E. �

We call T an instance of a DTD (resp. EDTD and/or GDTD) D if T conforms to D. We denote
by T (D) the set of all XML trees that conform to D. For instance, Figure 3.4 depicts20 an XML
document that conforms to the department DTD of Figure 3.1.

3.3 XPath Queries

We de�ne here the di�erent fragments of XPath [BBC+10] that are used throughout this
manuscript. Firstly, we consider a simple class of XPath queries that supports downward axes
(self, child, descendant, descendant-or-self ), union of queries and complex predicates. This class
of XPath queries is commonly used in practice and many interesting results are found around
this class. We introduce after some expressive classes of XPath used essentially to overcome the
query rewriting limitation discussed latter in Section 4.1.2.

20We recall that indices in our examples of XML trees are used to distinguish between elements of the same
type, e.g. course1 and course2. Moreover, because of space limitation we focus only on some nodes while

a

denotes the remaining ones.
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Figure 3.4: Example of department XML document.

De�nition 3.10 (XPath Downward fragment). We denote by X the downward fragment of
XPath [Jia07] that is de�ned as follows:

p := α::η | p [q ]· · ·[q ] | p /p | p ∪ p

q := p | p =c | q ∧ q | q ∨ q | ¬ (q )

α := ε | ↓ | ↓+ | ↓∗

where p denotes an XPath query and it is the start of the production, η is a node test that can
be an element type, ∗ (that matches all types), or function text() (that tests whether a node is
a text node), c is a string constant, and ∪, ∧, ∨, ¬ denote union, conjunction, disjunction, and
negation respectively; α stands for XPath axis relations and can be one of ε, ↓, ↓+, or ↓∗ which
denote self, child, descendant, and descendant-or-self axis respectively. Finally the expression q
is called a quali�er, �lter or predicate. �

A quali�er q is said valid at a node n, denoted by n � q, if and only if one of the following
conditions holds: (i) q is an atomic predicate that, when evaluated over n, returns at least one
node (i.e. there are some nodes reachable from n via q); (ii) q is given by α::text()=c and there
is at least one node, reachable according to axis α from n, that has a text node with value c; (iii)
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q is a boolean expression and it is evaluated to true at n (e.g. n � ¬(q) if and only if the query
q evaluates to empty set over n). See Section 3.3.1 for more semantics of our XPath queries.

Example 3.4. We consider the XML tree of Figure 3.4 and we de�ne the following XPath query:

↓∗::course[↓::givenBy/↓::professor/↓::pname='Wenfei ']

This query returns all course elements given by the professor Wenfei, i.e. the
node course1. In the o�cial XPath notation [BBC+10], this query is written as
//course[givenBy/professor/pname='Wenfei ']. �

We de�ne in the following more expressive fragments of XPath that are the core of the access
control approaches proposed in this dissertation.

De�nition 3.11 (Extended fragment). We consider an extended fragment of X , denoted by
X ⇑[n,=], and de�ned as follows:

p := α::η | p [q ]· · ·[q ] | p /p | p ∪ p | p [1 ]
q := p | p =c | q ∧ q | q ∨ q | ¬ (q ) | p = ε::∗
α := ε | ↓ | ↓+ | ↓∗ | ↑ | ↑+ | ↑∗

We enrich then X by the three upward-axes parent (↑), ancestor (↑+), and ancestor -or -self (↑∗),
as well as the position and the node comparison predicates [BBC+10]. �

In general [BBC+10], the position predicate, de�ned with [k](k ∈ N), is used to return the kth

node from an ordered set of nodes. For instance, since we model XML documents as ordered
trees, the query ↓::∗[2] at a node n returns its second child node. The node comparison is used
to check the identity of two nodes. Speci�cally, the predicate [p1=p2] is valid at a node n only if
the evaluation of the right and left XPath queries at n results in exactly the same single node.
Note that if p1 and/or p2 refer to more than one single node then a dynamic error is raised.
The original XPath notation of the predicate [p = ε::∗] is given by [p is ε::∗]. However, we use
�=� instead �is� for simpli�cation. As an example, the predicate [↑∗::∗[1]=ε::∗] is valid at any
node n since the queries ↑∗::∗[1] and ε::∗ are equivalent and return the same single node over
any context node.

Note.

Contrary to the global de�nitions of position predicate (i.e. [k] with k ∈ N) and node
comparison predicate (i.e. [p1=p2]) [BBC+10], for our purpose we need only the forms [1 ]
and [p=ε::∗] respectively. We de�ne both restrictions since the resulting predicates are
su�cient to overcome the limitation of XPath query (resp. XQuery update operations)
rewriting as we shall show later. Furthermore, based on these restrictions our fragment
of De�nition 3.11 requires less evaluation time compared to the global fragment (de�ned
with the global position and node comparison predicates).

We summarize our extensions of fragment X by the following subsets: X ⇑ (X with upward-
axes), X ⇑[n] (X

⇑ with position predicate), and X ⇑[n,=] (X
⇑
[n] with node comparison predicate). It

should be noted that we use fragment X to specify only security policies as well as to formulate
user requests (i.e. access queries and update operations). We will explain later how the aug-
mented fragments of X de�ned above can be used to preserve con�dentiality and integrity of
XML data.
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SJα::ηK(N) = α(N) ∩ T (η)

SJp1/p2K(N) = SJp2K(SJp1K(N))

SJp1 ∪ p2K(N) = SJp1K(N) ∪ SJp2K(N)

SJ(p1 ∪ p2)/pK(N) = SJpK(SJp1 ∪ p2K(N))

SJp[q]K(N) = SJpK(N) ∩ ξJqK

ξJpK = {n ∈ T | SJpK({n}) 6= φ}

ξJq1 ∧ q2K = ξJq1K ∩ ξJq2K

ξJq1 ∨ q2K = ξJq1K ∪ ξJq2K

ξJ¬ (q)K = {n ∈ T} \ ξJqK

ξJp = cK = {n ∈ T | ϕJcK(SJpK({n})) 6= φ}

ϕJcK(N) = {n ∈ N | ν(n) = c}

ξJp[i]K = (ξJpK)[i]

ξJp1 = p2K = {n ∈ T | ∃! m ∈ T , SJp1K({n})=SJp2K({n})= {m}}

Table 3.1: Semantics of X ⇑[n,=] queries.

Example 3.5. Consider the department DTD of Example 3.1. We assume that the student
subelement types of each course element are sorted according to the mark values, i.e. for
a given course element, the �rst student gets the top mark and so on. We de�ne the two
following X ⇑[n,=] queries:

Q1=↓+::course[↓+::student[1]/↓::sname=�toto�]
Q2=↓+::course[↓+::student[1]=↑+::dept/↓+::student[↓::sname=�toto�]]

The �rst query returns all the course where the best student is named toto, i.e. when evaluated
over the XML tree of Figure 3.4, Q1 returns the element course1. Let us take a look at the
second query. Given �rst the element course2. The predicate of Q2 is valid at course2 if the
evaluation of the queries ↓+::student[1] and ↑+::dept/↓+::student[↓::sname='toto'] return the
same single node. The query ↓+::student[1] over course2 returns the element student2 who is
the best student of DB systems course. The query ↑+::dept/↓+::student[↓::sname='toto'] over
course2 returns the element student1. It is clear that the predicate of query Q2 is not valid at
element course2 since the two sub-queries refer to two di�erent elements student2 and student1.
However, it is easy to see that the predicate of query Q2 is valid at element course1 and thus,
the query Q2 over the XML tree of Figure 3.4 returns the element course1. Notice �nally that
the two queries Q1 and Q2 are equivalent. �

3.3.1 Semantics and Equivalences of our XPath Queries

Since we use ordered XML trees, each query evaluated over a tree T returns a set of nodes ordered
using document order [CD99]. Given an ordered set of nodes N , N [i] returns the ith node in
N . In all what follows, we use for simplicity node set instead ordered set of nodes. Along the

37



Chapter 3. XML Background

same lines as [GKP02,KMR09], we de�ne the semantic functions S and ξ for the evaluation of
XPath queries and XPath predicates respectively. Intuitively, given a node set N of T , SJpK(N)
gives all the nodes of T that are reachable from a node of N using the XPath query p. The ξJqK
function evaluates the quali�er q over T and returns all nodes that satisfy q. By ϕJcK(N) we
denote the function that returns all nodes of N whose text value is equal to c.

Given an XPath axis α, we use n α m to say that the node m is reachable according to α
from the node n. We refer by α(N) to all the nodes that are reachable according to α from a
node in N . In other words, α(N)={m ∈ T | n α m for n ∈ N}. By T (η) we refer to all nodes
of T that correspond to node test η. More speci�cally, T (η) is de�ned as follows:

T (η) =


{m ∈ T} if η = ∗
{m ∈ T | λ(m) = A} if η is an element type A

{m | λ(m) = str } if η is the text() function

The complete semantics of X ⇑[n,=] queries are given in Table 3.1 (inspired from [GKP05,KMR09]).

De�nition 3.12 (XPath equivalence). Two X ↑[n,=] queries q1 and q2 are equivalent, denoted

by q1 ≡ q2, if and only if: for any XML tree T : SJq1K(T )=SJq2K(T ). Moreover, if two X ↑[n,=]
predicates f1 and f2 are equivalent then: for any node n of T , n � f1 if and only if n � f2. In
other words, ξJf1K({n})=ξJf2K({n}). �

Let α be an axis of the fragment X ⇑[n,=] that can be ε, ↓, ↓+, ↓∗, ↑, ↑+, ↑∗. We de�ne the

inverse axis of α, denoted α−1, for the previous cases respectively by: ε, ↑, ↑+, ↑∗, ↓, ↓+, ↓∗. We
de�ne in the following some properties that we use in the rest of this manuscript (the proof is
given in Annex A.1).

Property 3.1. Let T be an XML tree with root node. We de�ne some equivalences between
X ⇑[n,=] queries as follows:

1. If q1 ≡ q2 then q1[f ] ≡ q2[f ].

2. α::η[f1][ε::∗[f2]] ≡ α::∗[f1][ε::η[f2]] ≡ α::η[f1 ∧ f2].

3. For any X ⇑ predicates f1 and f2: ↓∗::η1[f1][α::η2[f2]] ≡ ↓∗::η2[f2]/α−1::η1[f1].

4. α1::η1/. . ./αk::ηk ≡ ↓∗::ηk[α−1k ::ηk−1/. . ./α
−1
2 ::η1/α

−1
1 ::root].

5. m ∈ SJ↓∗::η[f ]K(T ) if and only if ξJε::η[f ]K({m})={m}. �

The proof of this property is given in Section A.1 of Appendix A.

3.4 Regular XPath Queries

We talk about the extension of XPath queries with the transitive closure operator �*�. For
instance, the re�exive transitive closure of the XPath query ↓::A, denoted by (↓::A)*, is the
in�nite union (where ε denotes the empty query):

ε ∪ ↓::A ∪ ↓::A/↓::A ∪ ↓::A/↓::A/↓::A ∪ . . .
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Transitive closure is a natural and useful operation that allows de�nition of recursive paths,
and many languages for semistructured data support it (e.g. recursive SQL queries [FYL+09,
KCKN04]). The major concern here is that XPath 1.0 [CD99] and XPath 2.0 [BBC+10] do
not support transitive closure, and thus arbitrary recursive paths are not expressible in these
languages [tC06]. An attempt was done with the SAXON processor (version 6.5.5, released on
2005) to implement the transitive closure operator, however, all next versions21 do not support
this extension.

In spite of its clear practical bene�ts, no XML engine supports the transitive closure operator.
This has led researchers to de�ne some extensions of the XPath language in order to enable
de�nition of recursive path expressions. A useful study is given in [Mar04] to know more about
the theoretical properties of XPath 1.0 extended with transitive closure and conditional axis.
Conditional axis for instance can have the form do step while test is valid at the resulted node.
The conducted study is based on the Core XPath fragment [GKPS05b], four di�erent extensions
of this fragment are de�ned by restricting use of axes relations and �lters, as well as by introducing
conditional axes and regular path expressions. Based on the de�nitions done in [Mar04], our class
of Regular XPath queries, denoted by Xreg, is de�ned as follows:

p := α::ntst | p* | p [q ]· · ·[q ] | p /p | p ∪ p

q := p | p =c | q ∧ q | q ∨ q | ¬ (q )

α := ε | ↓ | ↓+ | ↓∗

where p* denotes an in�nite repetition of the query p as explained above with example of the
query (↓::A)*.

Authors of [FGJK06,FGJK07] were the �rst to propose an e�cient tool for the evaluation of
Regular XPath queries. They have shown �rst that Xreg queries can be captured by a special class
of MFAs (Mixed Finite state Automatas), namely, MFAs with the split property. Two algorithms
rewrite and HyPE are proposed respectively for translating any Xreg query Q into its equivalent
MFA M , and for the evaluation of the resulting automaton M over a given XML tree T . The
translation and evaluation steps are done in the presence of a security view V=(Dv, σ), therefore
the founded theoretical results [FGJK07] are based on the size of σ and Dv. We try in the
following to compute the complexity of evaluating Xreg queries independently to security views.
For any access speci�cation S=(D, ann ), we consider the security view V=(Dv, σ) where Dv=D,
and for any production rule A→ P (A) and any B in P (A), σ(A,B)=B (i.e. instances of D are
entirely accessible). Given the above assumption and based on the complexities in [FGJK07], we
get the following results:

Proposition 3.1. Given an Xreg query Q de�ned over a DTD D, Q can be translated into an
equivalent MFA M of size at most O(|Q|.|D|) in at most O(|Q|2.|D|2) time. Moreover, M can
be evaluated over any instance T of D in at most O(|Q|2.|D|2 + |Q|.|D|.|T |) time and space. �

Note.

Unfortunately, the system SMOQE, proposed in [FGJK06] for translation and evaluation of
Xreg queries, is under improvements for additional research and no working version exists
in the web. To the best of our knowledge, no practical tool exists today for evaluation of
Regular XPath queries over XML data.

21The latest version of Saxon is version 9.5, available at http://saxon.sourceforge.net/.
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3.5 XML Update Operations

We review here some update operations of the W3C XQuery Update Facility recommendation
[BCFF+10]. We consider the following operations: insert, delete, replace, and rename. For each
update operation, an XPath target expression is used to specify the set of XML nodes on which
the update is applied. For delete operations, target speci�es the XML nodes (denoted target-
nodes) to be deleted. For the remaining operations however, target must specify a single XML
node (denoted target-node), otherwise a dynamic error is raised. An additional argument, called
source is required for insert, replace and rename operations which speci�es, depending on the
type of the operation, either a text value or a sequence of XML nodes.

In the following, names in brackets are abbreviations of operations. The update operations
that we consider throughout this manuscript are detailed as follows22:

Insert For insert operations, the order de�ned between nodes of source must be preserved during
the insertion. We distinguish di�erent types of insert operations depending on the position of
the insertion:

• insert source as �rst/last into target [insertAsFirst /insertAsLast ]: Here target-node
must evaluate to a single element node; otherwise a dynamic error is raised. This operation
inserts the nodes in source as �rst/last children of target-node respectively.

• insert source before/after target [insertBefore /insertAfter ]: Inserts the nodes in source
as preceding/following sibling nodes of target-node respectively. In this case, target-node must
have a parent node; otherwise a dynamic error is raised.

• insert source into target [insertInto ]: Inserts the nodes in source as children of
the single element node target-node (otherwise a dynamic error is raised). Note that
the positions of the inserted nodes among the children of target-node are implementation-
dependent 23. Thus, the e�ect of executing an insertInto operation on target-
node can be that of insertAsFirst /insertAsLast executed on target-node, or that of
insertBefore /insertAfter executed at children of target-node.

Delete The operation �delete target� [delete ] deletes all nodes in target-nodes along with
their descendant nodes.

Rename The operation �rename target as source� [rename ] replaces the label of the single
element node target-node (otherwise a dynamic error is raised) with the string value represented
by string-value.

Replace We distinguish three types of replace operations:

• replace target with source [replaceNode ]: Replaces target-node with the nodes in source.
Here target-node must have a parent node; otherwise a dynamic error is raised. If target-node is
an element or text node, then source must be a sequence of elements or text nodes respectively.
The target-node is deleted along with its descendants and replaced by the nodes in source
together with their descendants, and by preserving their order.

• replace value of target with string-value [replaceValue ]: target-node must evaluate to a
single text node. This operation replaces the string value of target-node with string-value.

22We omit description that concerns attribute nodes (e.g. insertion of attribute nodes) since we do not consider
attributes in our approach.

23For instance, in the DataDirect XQuery implementation, available at http://www.cs.washington.edu/

research/xmldatasets/, insertInto operation has the same e�ect as insertAsLast.
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• replace element-content of target with source [replaceElementContent ]: This operation
replaces all children of the single element node target-node (otherwise a dynamic error is raised),
together with its descendants, by the optional text node source. This operation will not be used
in this work.

Example 3.6. Consider the XML tree of Figure 3.4 and assume that the missing children of
nodes project1, project2, project3 and project4 (abbreviated by

a
) are all the same. We de�ne

the following update operations:

1. delete ↓+::course[¬ (↓+::professor[↓::pname='Wenfei '])]

2. delete ↓+::scholarship

3. insert <student><sname>toto</sname><mark>16</mark></student> as �rst into

↓+::students

4. delete ↓::dept/↓::project/↓::sub-project/↓::project/↓::sub-project/↓+::∗

5. replace value of ↓+::member[1]/↓::name/text() with 'Wenfei '

6. replace ↓+::sub-project/↓+::private with <public/>

7. replace ↓+::sub-project/↓+::name with <name>Gabriel</name>

The �rst delete operation deletes information of any course that is not partially given by professor
Wenfei, i.e. the subtree rooted at course2 is deleted. The second one deletes all scholarship
information, i.e. the subtree rooted at scholarship1. After these two updates, dept1 has only
course1 as child node which has only one student element. Given this element, i.e. student2, the
third operation inserts a new student element, with name 'toto' and mark '16 ', in the preceding
sibling of student2. Consequently, students1 is composed now by two children nodes student1
and student2 with names toto and bono respectively. The fourth operation deletes all descendants
of the element sub-project2. The resulting dept1 element has only two project elements (elements
project1 and project2 resp.). The �fth operation replaces the text value of the node name1 (i.e.
'Marteen') with 'Wenfei '. The two last operations replace respectively the node private2 with
the new one public, and the node name2 with another name element by changing its text value
with 'Gabriel '. �

We denote by op(T ) the XML tree resulted by performing an update operation op over an
XML tree T . Our set of update operations is more general than the one used in [BCF07] while
only atomic updates are used 24. To simplify our proposals, however, we refer with source
throughout this manuscript to a sequence of XML nodes with only the same type.

24I.e. the argument source of insert and replace operations must represent only a single XML node.
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Most state-of-the art approaches for securing XML documents allow users to access data only
through authorized views de�ned by annotating an XML grammar (e.g. DTD) with a collection
of XPath expressions. To prevent improper disclosure of con�dential information, user queries
posed on these views need to be rewritten into equivalent queries on the underlying documents.
This rewriting enables us to avoid the overhead of view materialization and maintenance. A
major concern here is that query rewriting for recursive XML views is still an open problem.
To overcome this problem, some works have proposed to translate XPath queries into non-
standard ones, called Regular XPath queries. However, query rewriting under Regular XPath
can be of exponential size as it relies on automaton model. Most importantly, Regular XPath
remains a theoretical achievement. Indeed, it is not commonly used in practice as translation
and evaluation tools are not available. In this chapter, we show that query rewriting is always
possible for recursive XML views using only the expressive power of the standard XPath. We
investigate the extension of the downward class of XPath, composed only by child and descendant
axes, with some axes and operators and we propose a general approach to rewrite queries under
recursive XML views. Unlike Regular XPath-based works, we provide a rewriting algorithm
which processes the query only over the annotated DTD grammar and which can run in linear
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time in the size of the query. An experimental evaluation demonstrates that our algorithm is
e�cient and scales well.

4.1 Problem Statement

We present in this section the basic problem we tackle, namely answering XML queries over
recursive security views. Firstly, we give some de�nitions of security views and access speci�ca-
tions, as well as a formulation of the problem. A sketch of our solution is given at the end of
this section.

4.1.1 XML Security Views

The notion of security view, introduced �rst by [SF02a], consists on de�ning for each group of
users a view of the underlying XML document that displays all and only parts of the document
these users are allowed to access. [FCG04a] re�ned this notion by introducing �rst a language
to specify �ne-grained access control policies and a rewriting algorithm to enforce such policies.
Security views are now the basic of most existing XML access control models [FCG04a,FGJK06,
FGJK07,Ras06,DFGM08,DZ08b,KMR09,GSC+09,LLLL11,TTL13].

Let T be an XML document that conforms to a DTD D. This document may be queried
simultaneously by di�erent users having di�erent access privileges. An access control policy, as
de�ned in [FCG04a], is an extension of the document DTD D associating accessibility conditions
to element types of D. These conditions specify elements of T the users are granted access to.
More speci�cally, an access speci�cation is de�ned as follows:

De�nition 4.1 (Access Speci�cation [FCG04a]). An access speci�cation S is a pair (D, ann )
consisting of a DTD D and a partial mapping ann such that, for each production rule A→ P (A)
and each element type B in P (A), ann (A, B), if explicitly de�ned, is an annotation of the form:

ann (A, B) := Y | N | [Q]

where [Q] is an XPath predicate. The root type of D is annotated Y by default. �

Intuitively, the speci�cation values Y , N , and [Q] indicate that the B children of A elements
in an instantiation of D are accessible, inaccessible, or conditionally accessible respectively. If
ann (A, B) is not explicitly de�ned, then B inherits the accessibility of A. On the other hand, if
ann (A, B) is explicitly de�ned then B may override the accessibility inherited from A.

Example 4.1. We consider the department DTD of Example 3.1 and we de�ne some access
privileges for professors. Assume that a professor, identi�ed by his name $pname, can access to
all his courses information except the information denoting whether or not a given student holds
a scholarship. The access speci�cation, S=(dept, ann ), corresponding to these privileges can be
speci�ed as follows:

ann (dept, course) = [↓::givenBy/↓::professor/↓::pname = $pname︸ ︷︷ ︸
Q1

]

ann (students, scholarship) = N

ann (scholarship, student) = [↑+::course[Q1]]
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Here $pname is treated as a constant parameter, i.e. when a concrete value, e.g., Eichten,
is substituted for $pname, the speci�cation de�nes the access control policy for the professor
Eichten. Observe that ann (course, takenBy) is not explicitly de�ned, which means that in
an instantiation of the department DTD, an takenBy element inherits its accessibility from
its parent element course, this accessibility is either Y or N according to the evaluation of
the predicate [Q1] at this course element. Similarly for cname, students, givenBy and his
descendant types. The annotation ann (students, scholarship)=N over a scholarship element
overrides the accessibility inherited from its ancestor course to make this scholarship element
inaccessible. Moreover, the annotation ann (scholarship, student)=[↑+::course[Q1]] overrides
the accessibility N , inherited from scholarship element, and indicates that student children
of scholarship elements are conditionally accessible (i.e. they are accessible if the professor is
granted to access to their ancestor element course). �

Access control policies based on the speci�cation of De�nition 4.1 are enforced through the
derivation of a security view [FCG04a]. A security view is an extension of the original XML
document and the DTD that: 1 ) may be automatically derived from an access speci�cation, 2 )
displays to the user all and only accessible parts of the XML document, 3 ) provides the user
with a schema of all his accessible data so he can formulate and optimize his queries, and 4 )
allows a safe translation of user queries to prevent access to sensitive data25. More formally, an
XML security view is de�ned as follows:

De�nition 4.2. Given an access speci�cation S=(D, ann ) de�ned over a non-recursive DTD
D, a security view V is a pair (Dv, σ) where Dv is the DTD view of D that presents the schema
of all and only data the user is granted access to, and σ is a function de�ned as follows: for any
element type A and its child type B in Dv, σ(A, B) is a set of XPath expressions that when
evaluated over an A element of an XML tree T of D, returns all its accessible children B. In
other words, σ maps each instance of D to an instance of Dv that contains only accessible data.
�

The DTD view Dv is given to the user for formulation and optimization of queries. However,
the set of XPath expressions de�ned by σ are hidden from the user and used to extract for any
XML tree T ∈ T (D), a view Tv of T that contains all and only accessible nodes of T .

Example 4.2. Consider the access speci�cation S=(dept, ann ) of Example 4.1. Firstly, the
DTD view deptv=(Σv, dept, Pv) of the department DTD can be computed easily by eliminating
the scholarship element type, i.e. Σv := Σ \ {scholarship}, and by changing the de�nition of
dept and students element types as follows:

Pv(dept) := (course*, project*)
Pv(students) := (student+)
Pv(A) := P (A), for all remaining element types A in Σv

The function σ is de�ned over the production rules of deptv as follows: (refer to Example 4.1 for
the de�nition of [Q1])

25This translation is necessary only if the views of the data are virtual, i.e. not materialized.
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Figure 4.1: The view of the dept XML document w.r.t the policy of Example 4.1.

dept → Pv(dept):
σ(dept, course) = ↓::course[Q1]
σ(dept, project) = ↓::project

students → Pv(students):
σ(students, student) = ↓::student ∪ ↓::scholarship/↓::student[↑+::course[Q1]

A → Pv(A): (for each remaining element type A in Σv)
σ(A,B) = ↓::B (for each child type B in Pv(A))

Using the resulting security view V=(deptv, σ), the view of the XML document of Figure 3.4
is derived and depicted in Figure 4.1, this view shows all and only parts of the original XML
document that are accessible w.r.t the speci�cation S=(dept, ann ). Note that all descendants of
the element project1 are still unchanged. �

Given a security view V=(Dv, σ) de�ned for an access speci�cation S=(D, ann ), then, for
each instance T of D and its view Tv computed using the σ function, one can either materialize
Tv and evaluate user queries directly over it [KMR09,Feg11], or keep Tv virtual for some reasons
[FGJK07,DFGM08,GSC+09,LLLL11]. In case of virtual views, the query rewriting principle is
used to translate each user query Q de�ned in Dv over the virtual view Tv, into a safe one Qt

de�ned in D over the original document T such that: evaluating Q over Tv returns the same set
of nodes as the evaluation of the rewritten query Qt over T .

Example 4.3. Consider the query ↓::dept/↓::course of the professor Wenfei de�ned over the
view of Figure 4.1. This query can be rewritten, using the security view of Example 4.2, as
follows:

↓::dept/σ(dept, course) = ↓::dept/↓::course[↓::givenBy/↓::professor/↓::pname=�Wenfei�]

The evaluation of this query over the original XML document of Figure 3.4 returns only accessible
course elements, i.e. course1. �

Since most existing approaches for securing XML data are based on the security view prin-
ciple, we discuss thereafter the major limits of this principle.
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4.1.2 Security View's Drawbacks

Recall that security views should provide each group of users with a schema of all accessible
data, extract virtual and/or materialized views 26 of the underlying XML data, and rewrite user
queries over virtual views (if exist) to be evaluated over the original data. For non-recursive
DTDs, several e�cient solutions have been proposed in response to these needs. However, only
few work has studied the use of security views in case of recursion. A security view is recursive
if it is de�ned over a recursive DTD. This case deserves more attention since the emergence of
the XML standard has spawned more complex data that, in di�erent real-life scenarios, conform
to recursive schemas [Cho02].

We study only the case of querying virtual XML data, then problems related to manipulation
of materialized XML views [KMR09,Feg11] are outside the topic of interest of this work. More
precisely, we discuss subsequently obstacles encountered when manipulating recursive DTDs and
this at the stage of query rewriting. When the rewriting of XPath queries is quite straightforward
for non-recursive XML security views, some obstacles may arise in the presence of recursive views
that make this rewriting process impossible for some class of XPath queries. More precisely, the
rewriting process is based on the de�nition of the function σ. In case of recursive DTDs however,
this function can not be de�ned in XPath as we show by the following example.

Example 4.4. We consider the department DTD of Example 3.1 and we assume that a personal
of some department, identi�ed by his name $pname, can access to information of any project
in which he is a member, as well as information of all public projects. The access speci�cation,
S=(dept, ann ), corresponding to these privileges is de�ned with:

ann (dept, project) = ann (sub-project, project) =
[↓:: type/↓::public ∨ ↓::members/↓::member[↓::name = $pname]︸ ︷︷ ︸

Q2

]

Note that if the predicate [Q2] is valid at a given project element then all its descendant elements
inherit this accessibility except sub-project elements that may override it (that depends to the
evaluation of [Q2]). Consider the case of the professor �Wenfei�, the view of the XML document
of Figure 3.4 is derived and depicted in Figure 4.2. Given an accessible dept element, there is
an in�nite set of paths that connect this element to its accessible children of type project. More
precisely, σ(dept, project) can be de�ned using the transitive closure operator �*� as follows:

σ(dept, project) = (↓::project[¬(Q2)]/↓::sub-project)*/↓::project[Q2]

The recursive path (↓::project[¬(Q2)]/↓::sub-project)* is de�ned over only inaccessible elements.
Thus, the expression σ(dept, project) has to extract, over each accessible element of type dept
in the original data, the accessible descendants of type project that appear in the view of the
data as immediate children of this dept element. In other words, an element m of type project
is shown in the view of Figure 4.2 as an immediate child of some dept element n if and only: m
and n are both accessible in the original tree of Figure 3.4, and either m is an immediate child
of n or separated from n with only inaccessible elements. Take the case of the elements dept1
and project2 of the tree of Figure 3.4. After hiding the inaccessible element project1, project2
appears in the view of Figure 4.2 as immediate child of dept1. The same principle is applied for
the elements project2 and project4. �

26 [TTL13] proposed hybrid approach that de�nes both virtual and materialized views of the same XML
document.
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[Mar04] showed that the kleen star operator �*� can not be expressed in XPath. For this
reason, the function σ of Example 4.4 can not be de�ned in the standard XPath which makes the
query rewriting process more challenging. We are principally motivated by studding the closure
of a signi�cant class of XPath queries (denoted by X ) under query rewriting, i.e. whether all
queries of this class can be rewritten over arbitrary security views (recursive or not). Contrary
to [FGJK07], we de�ne formally the closure property as follows:

De�nition 4.3. An XML query language L is closed under query rewriting if there exists a
function R: L → L that, for any access speci�cation S=(D,ann ) and any DTD view Dv of D,
translates each query Q of L de�ned over Dv into another one R(Q) de�ned in L over D such
that: for any T ∈ T (D) and its virtual view Tv, SJR(Q)K(T )=SJQK(Tv). �

The de�nition given by [FGJK07] is not precise where the closure property of XPath is checked
over security views. As we have shown however, security views can not be always derived, i.e.
problem for de�ning DTD views and the function σ. Moreover, given an access speci�cation
S=(D, ann ) and its security view V=(Dv, σ). Since they impose no restriction for the de�nition
of the σ function, this latter may be de�ned in a language that is more expressive than XPath (e.g.
Regular XPath). Thus, it is clear that by using this view V some complex rewritten queries may
not be presented in XPath. For this reason we re�ne the de�nition of closure property [FGJK07]
to be checked over access speci�cations.

Note that [FCG04a] shown that the fragment X (de�ned in Section 3.10) is closed under
query rewriting in case of non-recursive security views. However, in case of recursion, that is no
longer the case as shows the following theorem:

Theorem 4.1 ( [FGJK07,Jia07]). In case of recursive XML security views, the XPath fragment
X is not closed under query rewriting. �

Proof 4.1. Assume by contradiction that the fragment X is closed under query rewriting, i.e. for
any access speci�cation, any query of the fragment X can be safely rewritten in X . We consider
the access speci�cation of Example 4.4 and we de�ne the XPath query Q=↓::dept/↓::project.
According to the speci�cation of this example, the query Q over the data view of Figure 4.2
must return only the element project2 that is accessible to the professor Wenfei and appears as
immediate child of element dept1. Using the function σ as de�ned in Example 4.4, Q is translated
into ↓::dept/σ(dept, project) where σ(dept, project) must represent all the paths that connect
accessible elements project with accessible element dept1. Each of these paths must have the
form n1, . . . , nk (k ≥ 2) where n1 is dept1, nk is an accessible element of type project, and the
remaining elements are all inaccessible, in this way nk (i.e. project2) appears in the data view
as immediate child of dept1 after hiding inaccessible elements that are between n1 and nk. Due
to the cycle project → sub-project → project presented in the department DTD of Figure 3.1,
we have seen that σ(dept, project) must be de�ned in Regular XPath in order to capture the
in�nite set of paths that connect accessible project elements into dept1 element. The query Q is
translated into:

↓::dept/(↓::project[¬(Q2)]/↓::sub-project)*/↓::project[Q2]

The resulting query Q
′
over the data view of Figure 4.2 returns only the element project2.

According to [ [Tho84,Mar04], a query of the form (q1/q2)* is not expressible in XPath. Thus,
Q
′
cannot be expressed in XPath which contradicts our assumption. We conclude that the XPath

fragment X is not closed under query rewriting. �
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Figure 4.2: The view of the dept XML document w.r.t the policy of Example 4.4.

Note.

The proof of Theorem 4.1 given in [Jia07] is based on the de�nition of some security view
for which the fragment X is not closed. However, the proof remains incomplete since
no access speci�cation can be assigned to the security view considered. In other words,
as we have done, the proof must show that there exists an access speci�cation (i.e. an
access policy de�ned via the principle of schema annotation, De�nition 4.1) for which
query rewriting is not always possible in X . While in [Jia07], the policy given as counter
example cannot be speci�ed using DTD annotation principle.

Finally, we should emphasize that no practical solution exists to respond to XML queries
over recursive security views. Some theoretical results exist that are based on Regular XPath
language which allows de�nition of recursive queries. According to [FGJK07, GSC+09], the
fragment Xreg of Section 3.4 is closed under query rewriting. However, some major drawbacks
are to be noted: no standard solution exist to evaluate regular queries, Regular XPath evaluation
is more costly than standard XPath in general, and since contemporary database systems provide
support for XPath only as XML query language, the results found around Regular XPath are
still impractical.

4.1.3 Sketch of our Proposal

The major contribution of this work is a solution that makes possible querying of XML data
using arbitrary security views (recursive or not). We make a brief comparison of our solution
with some Regular XPath based solution that is still ine�cient and impractical in general.

Several commercial database systems (e.g. Oracle 11g, Microsoft SQL Server, eXist-db,
Sedna) are aware of the XML data structure and o�er supports to e�ciently manage business
application data in XML format. They provide use of most W3C standards and particularly
the XPath language [BBC+10]. This has motivated us to �nd an XPath-based solution for the
query rewriting problem and that could be easily and e�ciently integrated within such systems.
In a nutshell, our solution consists in de�ning a rewriting function Rewrite : X → X ⇑[n,=] that,
for any access speci�cation S=(D, ann ) and any XML tree T ∈ T (D), translates any X query
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Figure 4.3: Comparing our solution with that of [FGJK07].

Q de�ned over the virtual view Tv of T into another one Rewrite (Q) de�ned in the extended
fragment X ⇑[n,=] such that: SJRewrite (Q)K(T )=SJQK(Tv).

Note that one can use Regular XPath [Mar04] to overcome the query rewriting limitation as
has been shown �rst by [FGJK07] and re�ned later by [GSC+09]. However, these approaches are
costly to implement as we show subsequently. Figure 4.3 compares our solution, based on the
XPath standard, with that of [FGJK07] that is based on Regular XPath. We consider the same
access speci�cation, the same XML tree, and we show how an X query Q over this tree can be
answered using both our solution and that of [FGJK07]. The comparison is done according to
each step an XML access control model must follow:

1. Access policies speci�cation. Along the same lines as [FCG04a], we present a general
and expressive access speci�cation language (see Section XX) that combines advantages of the
languages presented in [FGJK07,KMR09] and overcomes their limits.

2. Security view derivation. This step consists in de�ning a security view V=(Dv, σ) for
some access speci�cation S=(D, ann ). As we have shown, the σ function can not be de�ned in
XPath if D is recursive. For this reason, we omit the de�nition and the use of such function in
our approach. [FGJK07] claimed that the σ function they use is de�ned in Regular XPath and
this is the basic idea of their solution. Moreover, all their theoretical results [FGJK07, Jia07]
are based on the size of such function (i.e. |σ|). However, no algorithm is proposed for
its construction which makes hard the comparison of their �nal results with those of recent
solutions. We note �nally that the derivation of the view Dv is problematical, thus we discuss
only the use of some classical solutions for this problem.
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3. Query rewriting. [FGJK07] translate an X query Q in input into a mixed �nite state
automata (MFA)M. This translation requires O(|Q|.|σ|.|Dv|) space and O(|Q|2.|σ|.|Dv|2) time.
On the other hand, we leverage the expressive power of the standard XPath to translate Q into
another one Qt, de�ned in the fragment X ⇑[n,=], and this in O(|Q|.|ann |) time. Note that the

size of Qt is bounded by O(|Q|.|ann |).

4. Query evaluation. According to the Theorem 4.4 of Section 3, any X ⇑[n,=] query can be eval-
uated in a linear time w.r.t the size of the XML data and the XPath query. Thus, our rewritten
query Qt can be evaluated over the XML tree T in O(|Qt|.|T |) time. On the other hand, since
no algorithm has been proposed to evaluated Regular XPath queries, [FGJK07] proposed an al-
gorithm, called HyPE, that evaluates an MFAM over an XML tree T in at most O(|M|.|T |) time.

Summing up. Given an access speci�cation S=(D, ann ), an XML tree T ∈ T (D), and consider
an X query Q posed over the virtual view Tv of T . Whatever the type of D (recursive or not),
we make possible the answering of Q over T in at most O(|Q|.|ann |.|T |) time, while [FGJK07] do
this in O(|Q|.|σ|.|Dv|) space and O(|Q|2.|σ|.|Dv|2 + |Q|.|σ|.|Dv|.|T |) time. We should emphasize
that |ann | is bounded by O(|D|2) (i.e. we can de�ne at most |D|2 annotations). However, the
size of the function σ is more larger in general than O(|D|2). In other words, the number of the
paths presented by the function σ may be exponential on the size of the DTD as we show by the
following example.

Example 4.5. Consider the DTD D=({Root,A1, . . . , An}, P , Root) where n ∈ N and the
production rules are given as follows:

P (Root) := (A1| · · · |An)
P (Ai) := (A1| · · · |Ai−1|Ai+1| · · · |An), i ≤ n

We de�ne now the access speci�cation S=(D, ann ) where ann contains only the default anno-
tation ann (Root)=Y , i.e. all element types of D are accessible. It is clear that for any element
types Ai, Aj (i ≤ n and j ≤ n), the number of paths presented by σ(Ai, Aj) may be bounded

by: Σ1≤i≤n−2
(n−2)!

(n−2−i)! . �

Finally, we conclude that our rewriting approach is more e�cient in practice than that of
[FGJK07] and requires an answering time that is linear on the size of the input query, the number
of annotations, and the size of the XML data. This would lead for an e�cient integration of our
solution within some existing database systems as we shall verify through an empirical study
based on real-life DTDs. Moreover, by working with the XPath standard, we make possible
the use of a bulk of interesting results found around the XPath language (e.g. XPath queries
optimization [MN10b,GCV11] and e�cient evaluation [HL13b]).

4.2 Access Control with Arbitrary DTDs

Figure 4.4 presents our XML access control framework. It is designed particularly for native
XML databases [Bou10] where XML data is stored in its native format. The data our system is
supposed to protect consists of a collection of XML documents and their corresponding DTDs.
The module Policy Speci�er allows the administrator to specify, for each group of users, the
document they can query and an access control policy to handle this querying. According to this
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Figure 4.4: XML Access Control Framework.

policy, the module View Generator computes a virtual view of their related document as well
as a view (or an approximated view) of its corresponding DTD. This DTD view is used by the
users to formulate their queries and query the virtual data view that is provided to them. Recall
that the fragment X is used for user queries formulation. Each X query is rewritten into a safe
one, de�ned in the fragment X ⇑[n,=], and evaluated over the original document. The results of
this evaluation are given to the user as a set of sub-trees where each one presents an accessible
XML node referred to by the query in input. The role of the optimization module is discussed
later.

We present in the following the hospital DTD that corresponds to a real-life patient medical
data [Sha12] and which is used throughout the rest of this manuscript.

Example 4.6. To facilitate comprehension, we recall here the hospital DTD and the hospital
data presented at the beginning of this manuscript. A hospital DTD document consists of a list of
departments, each department (de�ned by its name) has a list of patients currently residing in the
hospital. For each patient, the hospital maintains her name (pname), a ward number (wardNo),
a family medical history by means of the recursively de�ned parent and sibling relations, as well
as a list of symptoms. The hospitalization is marked by the intervention of one or many doctors
depending on their specialty and the patient care requirement. For each intervention, the hospital
also maintains the intervention date, the responsible doctor (represented by its name dname and
specialty), and the treatment applied. A treatment is described by its type, a list of result
(Tresult), and it is followed by a diagnosis phase. According to the diagnosis results (Dresult),
either another treatment is planned or the intervention of another doctor/specialist/expert is
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Figure 4.5: The hospital DTD.

solicited27. The DTD graph of our hospital DTD is depicted in Figure 4.5. An instance of this
hospital DTD is given in Figure 4.6 (some text contents are abbreviated by '...'). �

4.2.1 Access Speci�cation

[FCG04a] proposed the �rst language for the speci�cation of XML access control policies through
annotation of DTD grammars. Moreover, [KMR09] studied the classi�cation of such policies
w.r.t the default annotation, the inheritance and the overriding of annotations. In this work we
consider only the case of top-down access control policies where the root node of the XML tree is
accessible by default and each intermediate node can either inherit the annotation of its parent
node or override it (see De�nition 4.1). Although both access speci�cation languages de�ned
in [FCG04a,KMR09] are based on the same principle, i.e. annotating element types of DTDs
with Y , N and [Q], there is a signi�cant di�erence in the use of conditional annotations (i.e.
annotations of the form [Q]). We consider the following example for more details:

27According to [Sha12], this may happen when the required treatment is outside the area of expertise of the
current responsible doctor.
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Figure 4.6: Example of Hospital data.

Example 4.7. We suppose that there are two annotations ann (A, B)=[¬ (↓::D)] and ann (C,
D)=Y de�ned over a simple XML tree composed by only one path:

R→ A→ B → C → D

Note that the predicate [¬ (↓::D)] is invalid at the element node B. According to [FCG04a], all
the subtree rooted at this B element is inaccessible and thus the second annotation that concerns
the element node D does not take e�ect. According to [KMR09] however, the element node D
overrides the value N inherited from its ancestor element B and becomes accessible. �

In general, let n be an element node that is concerned by an annotation of the form [Q]. For the
former work, if n 2 Q then all the subtree rooted at n is inaccessible and no annotation de�ned
over descendants of n can take e�ect. For the second work however, even if n 2 Q, descendants
of n can override this annotation to become accessible.

We assume that the two de�nitions are useful and in practice applications may require the
application of both kinds of annotations, even within the same scenario as we show later. For
this reason, we present a re�ned and more expressive access speci�cation language whose access
speci�cations are de�ned as follows:

De�nition 4.4 (Extended Access Speci�cation). We de�ne an access speci�cation S as a
pair (D, ann ) consisting of a DTD D and a partial mapping ann such that, for each production
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Access policies

Required speci�cation
values

Remark
Y N Nh [Q] [Q]h

[FCG04a,FGJK06,FGJK07] X X X

[KMR09] X X X
case of top-down poli-
cies

[GSC+09] X X X
[DFGM08] X X X
[LLLL11] X X

[FM04] X X X

deny overwrites as the
con�ict resolution pol-
icy

[MTKH06] X X X
with denial downwards
consistency requirement

Table 4.1: Current approaches' policies speci�ed with our language.

rule A → P (A) and each element type B in P (A), ann (A, B), if explicitly de�ned, is an
annotation of the form:

ann (A, B) := Y | N | [Q] | Nh | [Q]h

where [Q] is an XPath predicate. Annotations of the formNh and [Q]h are called downward-closed
annotations. The root type of D is annotated Y by default. �

Recall from De�nition 4.1 that annotations of the form Y , N , and [Q] indicate that an B
element, child of an A element, is accessible, inaccessible, or conditionally accessible respectively.
We allow overriding between annotations of the three previous forms. In other words, each
element concerned by an annotation of the form Y , N , or [Q] overrides its inherited annotation
if it is de�ned with one of these three forms. The special speci�cation values Nh and [Q]h indicate
that overriding is denied or conditionally allowed respectively. More speci�cally, let n1, . . . , nl
(l ≥ 2) be element nodes of types A1, . . . , Al respectively where each ni (1 ≤ i < l) is parent
node of ni+1. The annotation ann (A1, A2)=Nh indicates that all the subtree rooted at n2 is
inaccessible and no element under n2 can override this annotation. Thus, if some annotation
ann (Ai, Ai+1)=Y |[Q] is explicitly de�ned then the element node ni+1 remains inaccessible even
if ni+1 � Q. However, the annotation ann (A1, A2)=[Q2]h indicates that annotations de�ned
over descendant types of A2 take e�ect only if Q2 is valid. In other words, given the annotation
ann (Ai, Ai+1)=Y (resp. [Qi+1]), the element node ni+1 is accessible if and only if: n2 � Q2

(resp. n2 � Q2 ∧ ni+1 � Qi+1).

Note.

Our access speci�cation language is more expressive than existing ones in the sens that
the access policies of many current approaches can be speci�ed in our language using only
few annotation values as shown in Table 4.1.

Example 4.8. Suppose that the hospital wants to impose some restrictions that allow some nurse
to access only information of patients who are being treated in the critical care department and
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Figure 4.7: View of the tree of Figure 4.6 computed w.r.t the speci�cation of Example 4.8.

residing at the ward 421. In addition, all sibling data should be inaccessible. This policy can be
speci�ed using our speci�cation language with an access speci�cation S=(D, ann ) where D is
the hospital DTD and the function ann de�nes the three following annotations:

R1: ann (hospital, department)=[↓::name = “critical care′′︸ ︷︷ ︸
Q1

]h

R2: ann (department, patient)=ann (parent, patient)=[↓::wardNo = “421′′︸ ︷︷ ︸
Q2

]

R3: ann (patient, sibling)=Nh

According to this speci�cation, the view of the data of Figure 4.6 is extracted and depicted in
Figure 4.7. This view displays all and only the data the nurse is granted access to. All the data of
the ENT department is hidden, i.e. the subtree rooted at the departement2 element. Since R1 is
downward-closed and departement2 2 Q1, then the annotation R2 can not be applied at patient6
element which remains inaccessible even with patient6 � Q2. Notice that departement1 �
Q1 which means that the departement1 element is accessible and overriding of annotations is
allowed for its descendants. Thus, the elements patient1 and patient3 are accessible along with
their immediate children since Q2 is valid at these elements, while the element patient2 (with
patient2 2 Q2) overrides the annotation Y inherited from patient1 and becomes inaccessible along
with all its immediate children. In this way, patient3 element appears at the view of Figure 4.7
as immediate child of parent1. Finally, since sibling2 element is concerned by the downward-
closed annotation R3 with value Nh, then all the subtree rooted at sibling2 is inaccessible and
annotation R2 can not take e�ect over the elements patient4 and patient5. �

We emphasize that the policy of Example 4.8 can not be speci�ed in the fragment X using
the speci�cation languages presented in [FCG04a, KMR09]. This can be done using a more
expressive fragment, like X ⇑, but the annotations may be more verbose and di�cult to manage.

The completeness and consistency of access control policies have been de�ned in [SdV00] as
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follows. Let P be an access control policy and T be an XML tree. If a node n in T is not
concerned by any access rule of P then P is incomplete. Moreover, if there are both a negative
and a positive access rule for the same node n (i.e. n is both accessible and inaccessible) then
P is inconsistent. Consider our access speci�cations of De�nition 4.4, we de�ne the notions of
completeness and consistency, along the same lines as [FCG04a,KMR09], as follows:

De�nition 4.5. Given an access speci�cation S=(D, ann ) and an XML tree T ∈ T (D), then,
we say that S is complete and consistent if and only if the accessibility of each node in T is
uniquely de�ned, i.e. it is either accessible or inaccessible. �

Proposition 4.1. The access control policies based on De�nition 4.4 are complete and consistent.
�

Proof 4.2. Authors of [KMR09] have proved that access policies de�ned with speci�cation
values of the form Y , N and [Q] are complete and consistent. The case of downward-closed
annotations is straightforward and the proof of the latter work can be easily extended to handle
this kind of annotations. �

4.2.2 Accessibility

The enforcement of our access control policies relies principally on the de�nition of node acces-
sibility. Inspired from [FM04,GSC+09], we de�ne a single XPath �lter, that can be constructed
for any access speci�cation, which checks whether a given XML node is accessible or not w.r.t
this speci�cation.

De�nition 4.6. Let n be an B element that is child of an A element. A given annotation ann (A,
B) is valid at n if and only if ann (A, B)=Y |[Q]|[Q]h with n � Q. Otherwise, it is invalid, i.e.
ann (A, B)=N |Nh|[Q]|[Q]h with n 2 Q. �

If ann (A, B)=[Q]h with n � Q (resp. ann (A, B)=Nh|[Q]h with n 2 Q) then we talk about valid
(resp. invalid) downward-closed annotation. Given the above, we de�ne the node accessibility
as follows:

De�nition 4.7. Let S=(D, ann ) be an access speci�cation, T be an instance of D, and n be
an element node in T of type B having parent node of type A. The element node n is accessible
w.r.t S if and only if the following conditions hold:

i) Either there exists an explicitly de�ned annotation ann (A, B) that is valid at n; or the
�rst annotation explicitly de�ned over ancestors of n is valid.

ii) There is no invalid downward-closed annotation de�ned over ancestors of n. �

More speci�cally, consider the element nodes n1, . . . , nk (k ≥ 2) of element types A1, . . . , Ak
respectively where n1 is the root node. Take the case of the element node nk, the condition (i)
of De�nition 4.7 refers to one of the following three cases:

a) Only the default annotation ann (A1)=Y is de�ned over the types A1, . . . , Ak. Thus, nk
inherits its accessibility from the root node n1.
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b) The annotation ann (Ak−1, Ak) is explicitly de�ned and valid at nk.

c) The annotation ann (Ai−1, Ai) is explicitly de�ned and valid at the element ni (1 < i < k),
and no annotation is de�ned over the types Ai+1, . . . , Ak. Thus, nk inherits its accessibility
from its ancestor node ni.

The condition (ii) of De�nition 4.7 implies that for any downward-closed annotation ann (Ai−1,
Ai) de�ned over ancestor ni of nk (with 1 < i < k), either ann (Ai−1, Ai)6= Nh or ann (Ai−1,
Ai)=[Q]h with ni � Q. Finally, note that a text node is accessible if and only if its parent element
is accessible.

De�nition 4.8. Given an access speci�cation S=(D, ann ), we de�ne two X ⇑[n] predicates A
acc
1

and Aacc2 as follows:

Aacc1 := ↑∗::*[allAnn][1][validAnn], where:
allAnn := ε::root ∨ann(A′,A)∈ann ε::A/↑::A′
validAnn := ε::root ∨(ann (A′,A)=Y )∈ann ε::A/↑::A′ ∨(ann (A′,A)=[Q]|[Q]h)∈ann ε::A[Q]/↑::A

′

Aacc2 := ∧(ann (A′,A)=[Q]h)∈ann ¬ (↑+::A[¬ (Q)]/↑::A′) ∧(ann (A′,A)=Nh)∈ann ¬ (↑+::A/↑::A′)

The predicates Aacc1 and Aacc2 satisfy the conditions (i) and (ii) of De�nition 4.7 respectively.�

The �rst predicate checks whether the node n is explicitly concerned by a valid annotation
(case b) or inherits its accessibility from a valid annotation de�ned over its ancestors (cases a
and c). While the second predicate checks whether the node n is not in the scope of an invalid
downward-closed annotation. The predicate [allAnn] consists of a disjunction of all annotations,
while [validAnn] presents disjunction of only valid annotations. More precisely, the evaluation of
the predicate ↑∗::*[allAnn] at a node n returns an ordered set of nodes N that contains the node
n and/or some of its ancestors such that each one is �explicitly� concerned by an annotation
of S, i.e. N ⊆ {n} ∪ ancestors (n)28, and ∀m ∈ N , m is of type B and has a parent node
of type A where ann (A,B) is explicitly de�ned in S. The predicate ↑∗::*[allAnn][1] (i.e. N [1])
returns the �rst node in N , i.e. either the node n (if it is explicitly concerned by an annotation),
the �rst ancestor of n that is explicitly concerned by an annotation, or the root node (if only
the default annotation is de�ned). The last predicate [validAnn] checks whether the annotation
de�ned over the node N [1] is valid: this means that either the node n is explicitly concerned by
a valid annotation or it inherits its accessibility from one of its ancestors that is concerned by
a valid annotation (condition (i)). The use of the second predicate Aacc2 is obvious: if n � Aacc2

then all the downward-closed annotations de�ned over ancestors (n) are valid (condition (ii)).

Lemma 4.1. Given an access speci�cation S=(D, ann ), we de�ne the accessibility predicate
Aacc:=Aacc1 ∧ Aacc2 such that: for any XML tree T ∈ T (D), a node n of T is accessible if and
only if n � Aacc. �

The proof of Lemma 4.1 is given in Annex. According to this lemma, for any access speci�-
cation S=(D, ann ) and any XML tree T ∈ T (D), the query ↓∗::∗[Aacc] over T returns the set
of all accessible nodes of T where Aacc is computed w.r.t S.

28We use ancestors (n) to refer to all ancestors of the node n.
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Example 4.9. Consider the access policy of nurses de�ned in Example 4.8 with the following
annotations:

ann (hospital, department)=[↓::name = “critical care′′︸ ︷︷ ︸
Q1

]h

ann (department, patient)=ann (parent, patient)=[↓::wardNo = “421′′︸ ︷︷ ︸
Q2

]

ann (patient, sibling)=Nh

According to these annotations, the predicates Aacc1 and Aacc2 , that compose Aacc, are de�ned as
follows:

Aacc1 := ↑∗::*[allAnn][1][validAnn], where:
allAnn := ε::root ∨ ε::department/↑::hospital ∨ ε::patient/↑::department ∨
ε::patient/↑::parent ∨ ε::sibling/↑::patient

validAnn := ε::root ∨ ε::department[Q1]/↑::hospital ∨ ε::patient[Q2]/↑::department ∨
ε::patient[Q2]/↑::parent

Aacc2 := ¬ (↑+::departement[¬ (Q1)]/↑::hospital) ¬ (↑+::sibling/↑::patient)

Consider the case of the element patient1 of Figure 4.6. The predicate ↑∗::*[allAnn] at patient1
returns the set N={patient1, departement1, hospital1} (each element is concerned by an explicit
annotation). We have N [1]= {patient1} and the predicate [validAnn] is valid at patient1 (since
patient1 � Q2). Thus, the predicate Aacc1 is valid at patient1. It is clear to see that Aacc2 is
also valid at patient1. We conclude that patient1 � (Aacc1 ∧Aacc2 ) which means that the element
patient1 is accessible. Consider now the element patient2, ↑∗::*[allAnn] at patient2 returns the
set N

′
={patient2, patient1, departement1, hospital1}, N

′
[1]={patient2}, however, the predicate

[validAnn] is not valid at patient2 (since patient2 2 Q2). Thus, patient2 2 Aacc1 and then the
element patient2 is not accessible. For the element patient4, although patient4 � Aacc1 , patient4
is inaccessible since patient4 2 Aacc2 (i.e. patient4 is descendant of sibling2 element that is
concerned by an invalid downward-closed annotation). Finally, the query ↓∗::∗[Aacc] over the
Figure 4.6 returns all the accessible elements that compose the view of Figure 4.7. �

4.3 Query Rewriting

We discuss in this section the basic principle of our XML access control approach. We recall that
the fragment X (see De�nition 3.10) is used in our approach for speci�cation of access control
policies as well as for formulation of user queries. However, we use more larger fragments of
XPath to overcome the query answering problem presented in Section 4.1.2. More precisely,
the access control policies based on De�nition 4.4 are enforced through a rewriting technique.
Let S=(D, ann ) be an access speci�cation, T be an instance of D, Tv be the virtual view of T
computed w.r.t S, and Q be a query de�ned in X . Our goal is to de�ne a rewriting function
Rewrite such that:

X −→ X ⇑[n,=]

Q 7−→ Rewrite (Q) such that SJRewrite (Q)K(T )=SJQK(Tv)
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Fundulaki et al. [FM04] proposed an XML access control approach where access policies are
speci�ed through a set of XPath expressions. The rewriting technique they proposed ensures
that only accessible data can be returned by user queries. This is not su�cient since there
approach allows disclosure of sensitive information as we show by the following example.

Example 4.10. We consider the access control policy of nurses presented in Example 4.8 and
we de�ne the following XPath query:

↓∗::patient[↓::pname=�Henry�][↓::parent/↓::patient[(↓::pname=�Laurent�) ∧
(↓::wardNo=�318 �)]]

This query is accepted by the approach proposed in [FM04] since when evaluated over the XML
tree of Figure 4.6 returns only the accessible element patient1. However, this discloses some
sensitive information that is not shown at the view of Figure 4.7: the nurse deducts that the
patient Laurent, whose information is not accessible for her, is residing at the ward 318. �

For this reason, we make sure �rst that our rewriting function Rewrite ensures that only
accessible data is returned by any user query. Moreover, contrary to Fundulaki et al. [FM04], we
safely examine all intermediate parts of the query to overcome disclosure of sensitive data. For
instance, the query of the previous example should be rejected.

4.3.1 Queries without predicates

Let us now consider queries without predicates, postponing rewriting of predicates to the next
subsection. We consider the case of X queries of the form α1::η1/· · · /αk::ηk (k ≥ 1) where
αi ∈ {ε, ↓, ↓∗, ↓+} and ηi can be any element type, *-label, or text() function. The union of
queries is discussed later. We show �rst that the rewriting limitation for this kind of queries is
encountered when manipulating the ↓ axis, however, the remaining axes can be rewritten in a
simple manner using only the accessibility predicate.

Example 4.11. Consider the XML document of Figure 4.6 and its view depicted in Figure
4.7 that is computed w.r.t the access policy of Example 4.8. We suppose the the nurse for-
mulates the query ↓+::departement/↓+::patient over its data view which returns the nodes
patient1 and patient3. It is easy to see that this query can be rewritten over the original
data into ↓+::departement[Aacc]/↓+::patient[Aacc] where the predicate Aacc is given in Example
4.9. Obviously, this rewritten query selects �rst accessible departement elements of Figure 4.6,
i.e. departement1 element, and then returns all its accessible descendants of type patient, i.e.
patient1 and patient3. The accessibility of these nodes are checked using Aacc. Consider now
another query over the data view of nurses de�ned by ↓∗::parent/↓::∗ and which must return
only the node patient3. Since there is a cycle between the patient and parent element types
of the hospital DTD, this latter query cannot be rewritten using only the accessibility predi-
cate. More precisely, ↓∗::parent[Aacc]/↓::∗[Aacc] over the original document returns no element
since it selects �rst the accessible element parent1, while its immediate child patient2 is not
accessible. Moreover, a cycle cannot be captured by replacing ↓ axes with ↓∗ axes. The query
↓∗::parent[Aacc]/↓::∗[Aacc] over the original document returns both the node patient3 as well as
other additional elements: pname3, symptoms3, symptom3, etc. �

We show in the following how that the upward axes and the position predicate of the XPath
fragment X ⇑[n] can be used to overcome the rewriting limitation encountered when considering X
queries without predicates.
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De�nition 4.9. Given an access speci�cation S=(D, ann ) and an element type B, then we
de�ne two X ⇑[n] predicates A

+ and AB as follows:

A+ := ↑+::∗[Aacc]
AB := ↑+::∗[Aacc][1]/ε::B

For any element node n, the evaluation SJA+K({n}) returns all the accessible ancestors of n,
while SJABK({n}) returns the �rst accessible ancestor of n whose type is B. �

Finally, we give the details of our rewriting function. Given an access speci�cation S=(D,
ann ), we de�ne the function Rewrite : X −→ X ⇑[n] that rewrites any X query Q, of the form

α1::η1/· · · /αk::ηk (k ≥ 1), into another one de�ned in the fragment X ⇑[n] as follows:

Rewrite (Q) := ↓∗::ηn[Aacc][prefix−1(α1::η1/· · · /αk::ηk)]

The quali�er prefix−1(α1::η1/· · · /αk::ηk) presents a recursive rewriting in a descendant manner
where each subquery αi::ηi is rewritten over all the subqueries that precede it in the query Q.
In other words, for each subquery αi::ηi (1 ≤ i ≤ k), prefix−1(α1::η1/· · · /αi−1::ηi−1) is already
computed and used to compute prefix−1(α1::η1/· · · /αi::ηi) as follows: 29

� αi = ↓:
prefix−1(α1::η1/· · · /αi::ηi) := Aηi−1 [prefix−1(α1::η1/· · · /αi−1::ηi−1)]

� αi ∈ {↓+, ↓∗}:
prefix−1(α1::η1/· · · /αi::ηi) := α−1i ::ηi−1[Aacc][prefix−1(α1::η1/· · · /αi−1::ηi−1)]

� αi = ε:
prefix−1(α1::η1/· · · /αi::ηi) := ε::ηi−1[prefix−1(α1::η1/· · · /αi−1::ηi−1)]

As a special case, the �rst subquery is rewritten over the root type. Thus, we have
prefix−1(↓::η1)=Aroot, prefix−1(↓+::η1)=↑+::root, while for the remaining axes, α1 ∈ {ε, ↓∗},
prefix−1(α1::η1) is empty.

Example 4.12. Let us consider the query Q=↓∗::parent/↓::∗ of Example 4.11 posed over the
data view of Figure 4.7. By considering the access speci�cation of Example 4.8, this query
can be rewritten as follows: Rewrite (Q)=↓∗::∗[Aacc][Aparent]. By replacing Aparent with its
value, Rewrite (Q) is given by: ↓∗::∗[Aacc][↑+::∗[Aacc][1]/ε::parent]. Recall that the de�nition
of the predicate Aacc w.r.t the access speci�cation of Example 4.8 is given in Example 4.9. The
evaluation of the query ↓∗::∗[Aacc] over the original document of Figure 4.6 returns a node set
N composed by all the accessible nodes depicted in Figure 4.7. The evaluation of [Aparent]
over the set N returns only those elements having as the �rst accessible ancestor, an element of
type parent, thus the query ↓∗::∗[Aacc][Aparent] over the original document returns the element
patient3 that is the only element that satis�es the predicate [Aparent]: SJAparentK({patient3})
returns the element parent1, i.e. patient3 � Aparent. Therefore, the query Rewrite (Q) over the
original document of Figure 4.6 returns only the element patient3 as does the query Q over the
data view of Figure 4.7. �

29For αi ∈ {↓+, ↓∗}, α−1
i =↑+ if αi=↓+ and ↑∗ otherwise.
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4.3.2 Rewriting predicates

We discuss in this section the rewriting of predicates of the fragment X to complete the de-
scription of our rewriting approach. Given an access speci�cation S=(D, ann ), we de�ne the
function RW_Pred : X → X ⇑[n,=] that rewrites any X predicate P , of the form α1::η1/· · · /αk::ηk
(k ≥ 1), into another one de�ned in the fragment X ⇑[n,=]. In a descendant manner, RW_Pred (P )
is recursively de�ned over sub-predicates of P as follows:

� αi =↓:
RW_Pred(αi::ηi/· · · /αk::ηk):= ↓+::ηi[Aacc][RW_Pred(αi+1::ηi+1/· · · /αk::ηk)]/A+[1]=ε::∗

� αi ∈ {↓+, ↓∗}:
RW_Pred(αi::ηi/· · · /αk::ηk) := αi::ηi[Aacc][RW_Pred(αi+1::ηi+1/· · · /αk::ηk)]

� αi = ε:
RW_Pred(αi::ηi/· · · /αk::ηk) := ε::ηi[RW_Pred(αi+1::ηi+1/· · · /αk::ηk)]

As a special case, the predicate α::η/text()='c' (text-content comparison) is rewritten, according
to the axis α, as follows:

� RW_Pred(↓::η/text()='c') := ↓+::η[Aacc][self ::∗/text()='c']/A+[1] = ε::∗

� For α ∈ {↓+, ↓∗}, RW_Pred(α::η/text()='c') := α::η[Aacc]/text()='c'

� RW_Pred(ε::η/text()='c') := ε::η/text()='c'

Example 4.13. Consider the access speci�cation of Example 4.8 and the data view of Figure
4.7. It is clear that the predicate [↓:: patient/ ↓:: wardNo = “421′′︸ ︷︷ ︸

P

] is satis�ed only over the

element node parent1. This predicate is rewritten into [RW_Pred (P )] as follows:

� [RW_Pred (P )] = [↓+::patient[Aacc][RW_Pred (↓::wardNo=�421 �)]/A+[1]=ε::∗]

� [RW_Pred (↓::wardNo=�421 �)] = [↓+::wardNo[Aacc][ε::∗/text()=�421 �]/A+[1]=ε::∗]

Consider the XML document of Figure 4.6, it is easy to check that the predicate [RW_Pred (P )]
is satis�ed only over the element node parent1. �

Finally, we generalize the de�nition of the function Rewrite to take into account all queries
of the fragment X . Given an access speci�cation S=(D, ann ), the function Rewrite : X −→
X ⇑[n,=] is rede�ned to rewrite any X query Q, of the form α1::η1[p1]/· · · /αk::ηk[pk] (k ≥ 1), into

another one de�ned in the fragment X ⇑[n,=] as follows (where p
t
i=RW_Pred (pi) for 1 ≤ i ≤ k):

Rewrite (Q) := ↓∗::ηk[Aacc][ptk][prefix−1(Q)]

The quali�er prefix−1(Q) is recursively de�ned as follows:
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� αi = ↓:
prefix−1(α1::η1[p1]/· · · /αi::ηi[pi]) :=Aηi−1 [pti−1][prefix

−1(α1::η1[p1]/· · · /αi−1::ηi−1[pi−1])]

� αi ∈ {↓+, ↓∗}:
prefix−1(α1::η1[p1]/· · · /αi::ηi[pi]) :=

α−1i ::ηi−1[pti−1][Aacc][prefix−1(α1::η1[p1]/· · · /αi−1::ηi−1[pi−1])]

� αi = ε:
prefix−1(α1::η1[p1]/· · · /αi::ηi[pi]) := ε::ηi−1[pti−1][prefix

−1(α1::η1[p1]/· · · /αi−1::ηi−1[pi−1])]

As a special case, query of X of the form Q1 ∪ · · · ∪ Qk (k ≥ 1) is rewritten into Rewrite (Q1)
∪ · · · ∪ Rewrite (Qk).

Example 4.14. Consider the access speci�cation of Example 4.8, the query
Q=↓+::parent/↓::patient[↓:: pname = “Martin′′︸ ︷︷ ︸

P

] over the data view of Figure 4.7 is rewritten

over the original data of Figure 4.6 as follows:

Rewrite (Q)=↓∗::patient[Aacc][RW_Pred (P )][↑+::∗[Aacc][1]/ε::parent]

RW_Pred (P ) = [↓∗::pname[Aacc][ε::∗/text()=�Martin�]/A+[1]=ε::∗]

The evaluation of the query Rewrite (Q) over the original data returns the element node patient3
as does the query Q over the data view. �

We emphasize that the generalization of the function RW_Pred to handle complex predicates
is quite straightforward. For instance, RW_Pred (P1∨P2) is given by RW_Pred (P1) ∨ RW_Pred (P2).
Moreover, RW_Pred (P1[P2]) is given by RW_Pred (P1[RW_Pred (P2)]).

4.3.3 Coping with X ⇑ queries

We show how our rewriting function Rewrite can be extended to rewrite the upward axes
{↑, ↑+, ↑∗}. Let S=(D, ann ) be an access speci�cation. Firstly, the function Rewrite : X ⇑ −→
X ⇑[n,=] is rede�ned to rewrite any X ⇑ query Q, of the form α1::η1[p1]/· · · /αk::ηk[pk] (k ≥ 1),

into another one de�ned in the fragment X ⇑[n,=] as follows (we consider only the case where

αi ∈ {↑, ↑+, ↑∗} since the case of the remaining axes is already studied):

Rewrite (Q) := ↓∗::ηk[Aacc][ptk][prefix−1(Q)]

The quali�er prefix−1(Q) is recursively de�ned as follows:

� αi = ↑:
prefix−1(α1::η1[p1]/· · · /αi::ηi[pi]) :=
↓+::ηi−1[Aacc][pti−1][prefix−1(α1::η1[p1]/· · · /αi−1::ηi−1[pi−1])]/A+[1]=ε::ηi

� αi ∈ {↑+, ↑∗}: (α−1i =↓+ if αi=↑+ and ↓∗ otherwise)
prefix−1(α1::η1[p1]/· · · /αi::ηi[pi]) :=
α−1i ::ηi−1[Aacc][pti−1][prefix−1(α1::η1[p1]/· · · /αi−1::ηi−1[pi−1])]
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The function RW_Pred : X ⇑ −→ X ⇑[n,=] is rede�ned to rewrite any X ⇑ predicate P , of the form

α1::η1/· · · /αk::ηk (k ≥ 1), into another one de�ned in the fragment X ⇑[n,=] as follows (only the
case of upward axes is considered):

� αi =↑:
RW_Pred(αi::ηi/· · · /αk::ηk) := Aηi [RW_Pred(αi+1::ηi+1/· · · /αk::ηk)]

� αi ∈ {↑+, ↑∗}:
RW_Pred(αi::ηi/· · · /αk::ηk) := αi::ηi[Aacc][RW_Pred(αi+1::ηi+1/· · · /αk::ηk)]

4.4 Rewriting Algorithm

Figure 4.8 presents our algorithm �Rewrite � for X queries rewriting. Given an access speci�-
cation S=(D, ann ) de�ned over arbitrary DTD (recursive or not), for any instance T of D, we
extract the virtual view Tv of T that contains all the accessible nodes of T . For any query Q
de�ned in X over Tv, our algorithm �Rewrite � translates it into an equivalent one Qt de�ned
in X ⇑[n,=] over the original document T such that, the evaluation of Q on Tv yields the same
result as the evaluation of Qt on T . We compute �rst the predicate Aacc w.r.t S as well as
A+ whose de�nition is based on Aacc. These predicates are constructed only one time after the
de�nition of the access speci�cation, then their construction time is negligible. Given an X query
Q=α1::η1[P1]/.../αk::ηk[Pk] (k ≥ 1), we compute the descending list of subqueries of Q. After,
we parse these subqueries to de�ne prefix−1(Q) where each subquery Qi=αi::ηi[Pi] is rewritten
over Qi−1=αi−1::ηi−1[Pi−1] to ensure that only accessible nodes can be referred to by Qi as well
as to preserve the relationship de�ned between ηi and ηi−1 (the �rst subquery Q1 is rewritten
over the root type of the DTD). It is clear to see in Figure 4.8 that each subquery Qi is rewritten
is a constant by manipulating the predicates Aacc and A+ already computed. For instance, the
query Q=↓:: ∗︸︷︷︸

Q1

/↓+:: B︸ ︷︷ ︸
Q2

is rewritten in three steps as follows:

↓∗:: B[Aacc][↑+:: ∗[Aacc]︸ ︷︷ ︸
Q2,1

[A+[1]/ε :: root︸ ︷︷ ︸
Q1,root

]]

︸ ︷︷ ︸
rewriting of Q

We conclude that the rewriting of a query Q without predicates depends only on the parsing
of all subqueries of Q. Note that the predicates Pi of the query Q in input are optional. The
predicate Pi of each subquery Qi, if exists, is rewritten using our predicate rewriting algorithm
�RW_Pred � presented in Figure 4.9. In general, given the predicate f of the subquery α::η[f ],
we rewrite f to make tests over only accessible elements as well as to preserve the relationship
de�ned between element types of f and the element type η. More precisely, let the predicate
Pi be p1/.../pm (where pi=αi::ηi), we compute �rst the descending list of sub-predicates of
Pi, after we parse this list and rewrite each sub-predicate in order to construct RW_Pred (Pi).
Note that the �rst sub-predicate p1 is rewritten according to the axis α1 of p1 and w.r.t the
element type ηi of the subquery Qi. However, for an intermediate sub-predicate pi/.../pm, pi
is rewritten according to the axis αi of pi and w.r.t the element type of pi−1. The predi-
cate RW_Pred (pi/.../pm) is given by ↓+::ηi[Aacc][RW_Pred (pi+1/.../pm)]/A+[1]=ε::∗, if αi=↓, or
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Algorithm: Rewrite
input : An access speci�cation S=(D, ann ) and a query Q de�ned in X .
output: Rewriting of Q w.r.t S.

1 compute the accessibility predicate Aacc w.r.t S;
2 if Q = Q1∪...∪Qn then

3 return ∪≤i≤n Rewrite (Qi);

4 compute the descending list L of the subqueries Q1, · · · , Qk of Q (k ≥ 1);
5 each subquery Qi = αi::ηi[Pi];
6 prefix−1 := ε; // presents prefix−1(Q)

7 foreach Qi in the order of L do

8 case (αi =↓) :
9 if (prefix−1 = ε) then // case of Q1

10 prefix−1 := Aroot;
11 else

12 prefix−1 := Aηi−1 [prefix−1];

13 case (αi ∈ {↓+, ↓∗}) :
14 if (prefix−1 = ε) then // case of Q1

15 prefix−1 := α−1
i ::root;

16 else

17 prefix−1 := α−1
i ::ηi−1[Aacc][prefix−1];

18 case (αi = ε) :
19 if (prefix−1 = ε) then // case of Q1

20 prefix−1 := αi::root;
21 else

22 prefix−1 := αi::ηi−1[prefix
−1];

23 if (Pi−1 exists) then

24 prefix−1 := prefix−1[P ti−1];

/* rewriting of predicate Pi */

25 P ti := RW_Pred (Pi);

/* rewritten query Qt of Q */

26 if (Pk exists) then

27 Qt := ↓∗::ηk[Aacc][P tk][prefix−1];
28 else

29 Qt := ↓∗::ηk[Aacc][prefix−1]

30 return Qt;

Figure 4.8: X Queries Rewriting Algorithm.

by αi::ηi[Aacc][RW_Pred (pi+1/.../pm)], in case of αi ∈ {ε, ↓+, ↓∗}. For instance, the predicate
[↓::A/↓::B] is rewritten in X ⇑[n,=] into [↓+::A[Aacc][↓+::B[Aacc]/A+[1]=ε::∗]/A+[1]=ε::∗]. Recall
that the predicates Aacc and A+ are added in a constant time. Thus, the rewriting of each
sub-predicate Pi of a subquery Qi depends only on the parsing of all sub-predicates of Pi.

As a conclusion, if we denote by |Q| the size of all subqueries and sub-predicates of the query
Q (e.g. | ↓:: ∗[↓+:: ∗/ε :: ∗]|=3), then we deduct the following result:

Lemma 4.2. For any access speci�cation S=(D, ann ) and any X query Q de�ned over some
virtual data view, our algorithm Rewrite translates Q into an equivalent one, de�ned over the
original data, at most in time O(|Q|). �
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Algorithm: RW_Pred
input : An access speci�cation S=(D, ann ) and a predicate P de�ned in X .
output: A rewritten predicate Pt of P .

/* text-comparaison is optional, if it does not exists then [ε::∗/text()='c'] below is omitted
*/

1 Pt := false;
2 if (P is a single predicate α::η[F ]/text()='c') then
3 F t := RW_Pred (F );
4 if (α =↓) then
5 Pt := ↓+::η[Aacc][F t][ε::∗/text()='c']/A+[1]=ε::∗;
6 else if (α ∈ {↓+, ↓∗}) then
7 Pt := α::η[Aacc][F t][ε::∗/text()='c'];
8 else // α = ε
9 Pt := α::η[F t][ε::∗/text()='c'];

10 else if (P is P1/Pr where P1 = α1::η1[F1] and Pr is the remaining part) then
11 F t1 := RW_Pred (F1);
12 if (α1 =↓) then
13 Pt := ↓+::η1[Aacc][F t1 ][RW_Pred (Pr)]/A+[1]=ε::∗;
14 else if (α1 ∈ {↓+, ↓∗}) then
15 Pt := α1::η1[Aacc][F t1 ][RW_Pred (Pr)];
16 else // α = ε
17 Pt := α1::η1[F

t
1 ][RW_Pred (Pr)];

18 else if (P is P1∧...∧Pn) then
19 Pt :=

∧
iRW_Pred (Pi);

20 else if (P is P1∨...∨Pn or P1∪...∪Pn) then
21 Pt :=

∨
iRW_Pred (Pi);

22 else if case of not (P ) then
23 Pt := not (RW_Pred (P ));

24 return Pt;

Figure 4.9: X Predicates Rewriting Algorithm.

4.5 Theoretical Results

We present in this section some results that concern the evaluation of the overall answering time
of our rewriting algorithm as well as the correctness of our approach.

An interesting study [GKP02] has shown that contemporary XPath processors are ine�cient
and can have running times that are exponential in the size of the query and the XML data. Based
on dynamic programming, authors proposed e�cient algorithms for processing XPath queries
that have polynomial time and space complexity. Their results have been improved noticeably
in [GKP05] to evaluate arbitrary XPath queries in time O(|T |4.|Q|2) and space O(|T |2.|Q|2),
where |T | and |Q| are the size of the XML document and the size of the XPath query respectively.
Another idea for evaluating XPath queries, as used in e.g. [BP08] and improved in [BP11], is
to compile the query into �nite-state tree automaton that can be evaluated on the XML tree
in linear time. Using the algorithms proposed in [BP08] XPath queries can be evaluated in
O(|Q|3|T |) time, moreover, queries including Kleene star can be evaluated in O(2O(|Q|).|T |) time
or in O(|Q|3.|T |log|T |) time.

A practical useful fragment of XPath, Core XPath, has been introduced �rst in [GKP02] that
can be evaluated in O(|D|.|Q|) time with respect the size of the data (|D|) and that of the query
(|Q|). This fragment is de�ned as follows:
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Figure 4.10: Sample XML document.

De�nition 4.10. [Core XPath [GKP03,GKPS05c]] We denote by CX the Core XPath fragment
de�ned as follows:

cxpath := path | /path | path ∪ path

path := step | step /step
path := α::ntst | α::ntst [pred ]· · ·[pred ]
pred := cxpath | pred ∧ pred | pred ∨ pred | ¬ (pred )

α := ε | ↓ | ↓+ | ↓∗ | ← | → | ←∗ | →∗

where cxpath denotes an Core XPath query and it is the start of the production, path is a relative
path, /path is an absolute path (evaluates starting from the root node), pred represents Core
XPath predicates, and ←, →, ←∗, →∗ represent horizontal axes and stand for preceding-sibling,
following-sibling, preceding and following axis respectively. �

The semantics of relative CX queries are the same as those of X ⇑[n,=] queries presented in

Table 3.1 (horizontal axes have the same semantics as X ⇑[n,=] axes). However, the semantics of
absolute CX queries are de�ned as follows:

SJ/α :: ηK(N) =

α({root}) ∩ T (η) if {root} ∈ N
∅ otherwise

Note.

Note that the CX fragment, as de�ned in [GKP02,GKP05], does not allow union of queries.
We consider the union operator in De�nition 4.10 instead since the complexity time is still
not changed [GKP03,GKPS05c,KMR09] (i.e. the query Q1 ∪Q2 is evaluated over a tree
T in O(|Q1 +Q2|.|T |) time).

We conduct thereafter a complexity analysis of the XPath fragment X ⇑[n,=] de�ned in Section
.

Compared to the fragment X ⇑ of De�nition 3.10, CX does not allow text comparison inside
predicates. We denote by X ⇑noTest queries of X ⇑ whose predicates do not contain text compar-
ison, i.e. predicates of the form p = c are not allowed. Since XPath axes have all the same
evaluation time [GKP05], any sub-fragment resulted by eliminating some axes from CX has the
same complexity of this latter. It is clear that X ⇑noTest is a subset of CX , i.e. CX extends X ⇑noTest
with the axes ←, →, ←∗, and →∗. Thus, any X ⇑noTest query Q can be evaluated over an XML
tree T in O(|Q|.|T |) time.
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Lemma 4.3. Every X ⇑ query Q can be evaluated over an XML document T in time O(|Q|.|T |).
�

We emphasize a signi�cant di�erence between the predicates α::η=c and α::η/text()=c. The
former indicates that each node selected must have a single child node that is a text node having
value c. However, the latter indicates that each node selected must have at least one text node
with value c.

Example 4.15. Consider the XML tree of Figure 4.10 that contains three text nodes with the
respective values 'Text1 ', 'Text2 ', and 'Text1 '. The XPath query ↓+::∗[ε::∗='Text1 '] over this
tree returns the node labeled B, the query ↓+::∗[ε::∗/text()='Text1 '] returns the nodes labeled
A and B, while the query ↓+::∗[ε::∗='Text2 '] returns only the node A. �

Proof 4.3. We should show that X ⇑noTest queries augmented with predicates of the form p = c
can be evaluated in linear time with respect to the size of the data and the size of the query.
Consider an XML tree T and an X ⇑noTest query Q. By |T | we denote the number of all element
nodes and text nodes in T . Let τ be the largest text value in T . Let |N | and |S| be the size of
element nodes and text nodes in T respectively. Each subquery q of Q, with the form α::η, can
be evaluated in O(|T |) time [GKP02] and returns a set of XML nodes bounded with O(|N |). Let
n1, . . . , nl (1 ≤ l ≤ N) be the node set returned, each ni may have m1, . . . ,msi text nodes where
Σ1≤i≤lsi ≤ |S|. By adding a text-comparison into the subquery q, i.e. q becomes q/text()=c,
the value of each text node mj of ni is compared w.r.t the value c in O(|τ |) time. Thus, for |S|
text nodes we get at most |S|.|τ | comparison. Therefore, each subquery of Q augmented with
text-comparison predicate can be evaluated in O(|T | + |S|.|τ |) time, i.e. O(|T |.|τ |) time (since
|S| is bounded by |T |). We conclude that a naive evaluation of a query Q, with text-comparison
predicates, over an XML tree T can be done in O(|Q|.|T |.|τ |). This result can be signi�cantly
improved by classifying nodes with string values as done in [BP11]. We simplify the structure
introduced in this latter work since we do not consider inequalities between text values. For
each element node we parse its text nodes and we create a list that contains all string values
of these text nodes. Each list is indexed w.r.t the text values, so it can be checked in constant
time whether an element node n has a text node with value c. It is obvious to show that the
resulted structure can be constructed in O(|T |) time and space. Given an element node n, using
the auxiliary structure the following tests can be done in a constant time:

1. n is selected by a query of the form α::η/text()=c: this can be done by checking whether
the value c appears in the list of n.

2. n is selected by a query of the form α::η=c: this can be done by checking whether the
value c appears in the list of n, as well as whether n has only one child node.

We conclude that predicate of the form p = c can be evaluated in linear time w.r.t the size
of the data and the size of the predicate. Therefore, any X ⇑ query Q over an XML tree T can
be evaluated in O(|Q|.|T |) time. �

We show in the following that extending the fragment X ⇑ with position predicates of the
form [1 ] and node comparison predicate of the form p=ε::∗ does not lead to additional costs.

Lemma 4.4. Every X ⇑[n,=] query Q can be evaluated over an XML document T in time
O(|Q|.|T |). �
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Proof 4.4. We use the data model of [GKP05] to present our XML trees. The document order
is used to present order between all the nodes of a given XML tree, as well as the nodes returned
by evaluating a given XPath expression. According to the W3C XPath speci�cation [BBC+10],
the document order is the order in which nodes appear in the XML serialization of a document.
We use < to denote the document order relation where n < m, for two nodes n and m of an
XML tree T , if and only if the opening tag of n precedes the opening tag of m in the serialization
of T . Within an XML tree T=(N, root,R↓, R→, λ, ν), the relation < must satisfy the following
conditions:

� root < n for any node n of N [the root node occurs �rst].

� If {(n, n1), . . . , (n, nk)} ∈ R↓ then n < ni for each node ni of n (1 ≤ i ≤ k) [each node
occurs before all its children].

� If {(n1, n2), . . . , (nk−1, nk)} ∈ R→ then n1 < . . . < nk [sibling order is maintained].

� If {(n1, n2), . . . , (nk−1, nk)} ∈ R↓ then n1 < . . . < nk [each node occurs before all its
descendants].

� If {(n,m1), (m1,m2), . . . , (mk−1,mk), (n, p1), (p1, p2), . . . , (pl−1, pl)} ∈ R↓ and {(m1, p1)} ∈
R→, then mi < . . . < pj (1 ≤ i ≤ k and 1 ≤ j ≤ l) [descendants occurs before sibling
nodes].

Note that using the forward axes ↓, ↓+, ↓∗, the returned nodes are ordered using the document
order, while for the upward axes ↑, ↑+, ↑∗, the returned nodes are ordered using the reverse
document order <−1 (n <−1 m if and only if m < n). For instance, the query ↓∗::∗ over the root
node R of Figure 4.10 returns the node set {R,A,′ Text1′, C,′ Text2′, B,′ Text1′}, notice that
R < A <′ Text1′ < C <′ Text2′ < B <′ Text1′. However, the query ↑∗::∗ over the text node
′Text1′ of the A element returns the node set {A,R}, notice that A <−1 R.

It is shown in [GKP05] that CX queries augmented with position predicates (e.g.
↓::A/↓::B[position() < k]) lead to quadratic time. However, our position predicates (of the
form [1 ]) are simple and can be evaluated in a constant time as we show below. We have shown
that each X ⇑ query Q over an XML tree T returns a set of nodes, ordered w.r.t document order,
in O(|Q|.|T |). Consequently, for an X ⇑ predicate p of Q, ξJpK is bounded by O(|Q|.|T |). Let
N=ξJpK, then the �rst node in N (i.e. N [1]) can be returned in a constant time. Since ξJp[1]K
= (ξJpK)[1], then the evaluation of p[1] is bounded by O(|Q|.|T |). We conclude that each X ⇑[n]
query Q can be evaluated over an XML tree T in O(|Q|.|T |) time. Finally, the predicate p=ε::∗
checks whether the right and left expressions refer to the same single node. This can be done in
a constant time using the relation <: a) if ξJpK returns more than one node then the predicate
p=ε::∗ is not satis�ed; b) if ξJpK returns only one node, then this node must have the same
document order as the node returned by ε::∗, which can be checked in a constant time. Note
that two node n and m are identical, i.e. have the same document order, if and only if n ≮ m
and m ≮ n. Since the fragment X ⇑[n,=] extends the fragment X ⇑ with position predicates (of the

form p[1]) and node comparison predicates (of the form p=ε::∗), then we conclude that X ⇑[n,=]

and X ⇑ have the same time complexity evaluation. �

Theorem 4.2. Given an access speci�cation S=(D, ann ), an XML tree T ∈ T (D) and its
virtual view Tv computed w.r.t S, then, any X query Q over Tv can be rewritten using the
algorithm Rewrite and evaluated over T at most in time O(|Q|.|ann |.|T |). �

69



Chapter 4. Secure XML Data with Security Views

Proof 4.5. From the De�nition 4.8, it is clear to see that for any access speci�cation S=(D,
ann ), the size of the accessibility predicate Aacc is bounded by O(|ann |). Moreover, the predicate
A+ of De�nition 4.9 is based on Aacc and then also bounded by O(|ann |). We have seen in
Section 4.4 that each subquery of the query Q is rewritten in a constant time by adding either
the predicate Aacc and/or A+. Thus, the size of the rewritten query Rewrite (Q) is bounded by
O(|Q|.|ann |). Summing up, according to Lemma 4.2 the query Q is rewritten in time O(|Q|),
and the rewritten query Rewrite (Q), of size |Q|.|ann |, can be evaluated over the document T
in time O(|Rewrite (Q)|.|T |) as shows Lemma 4.4. Since the rewriting time is negligible w.r.t
the evaluation time, then we conclude that the query Q can be answered over the document T
at most in time O(|Q|.|ann |.|T |). �

Theorem 4.3. The query rewriting algorithm Rewrite is correct for any query of the fragment
X . �

Theorem 4.3 shows the correctness of our query rewriting approach. More speci�cally, for any
access speci�cation S=(D,ann ), any XML tree T ∈ T (D) and its virtual view Tv, our rewriting
algorithm Rewrite translates any X query Q over Tv into a safe one Qt de�ned over T such
that: SJQK(Tv)=SJQtK(T ). The correctness of Theorem 4.3 is given in Annex.

4.6 Conclusions

The proposed approach yields the �rst practical solution to rewrite XPath queries over recur-
sive XML views using only the expressive power of the standard XPath. The extension of the
downward class of XPath queries with some axes and operators has been investigated in order
to make queries rewriting possible under recursion. The conducted experimentation shows the
e�ciency of our approach by comparison with the materialization approach. Most importantly,
the translation of queries from X to X ⇑[n,=] does not impact the performance of the queries an-
swering. We have discussed how our approach can be extended to deal with the upward-axes
without additional cost. Lastly, a revision of the access speci�cation language is presented to go
beyond some limitations in the de�nition of some access privileges.
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The XQuery Update Facility language [BCFF+10] is a recommendation of W3C that provides
a facility to modify some parts of an XML document and leave the rest unchanged, and this
through di�erent update operations. This includes rename, insert, replace and delete operations
at the node level. The security requirement is the main problem when manipulating XML
documents. An XML document may be queried and/or updated simultaneously by di�erent
users. For each class of users some rules can be de�ned to specify parts of the document which
are accessible to the users and/or updatable by them. A bulk of work has been published in
the last decade to secure the XML content, but only read-access rights has been considered over
non-recursive DTDs [FCG04a,KMR09,DFGM08,Ras06]. Moreover, a few works have considered
update rights [DFGM08,FM07,DZ08b].

In this chapter, we investigate a general approach for securing XML update operations of
the XQuery Update Facility language. Abstractly, for any update operation posed over an XML
document, we ensure that the operation is performed only on XML nodes updatable by the user.
Addressing such concerns requires �rst a speci�cation model to de�ne update constraints and a
�exible mechanism to enforce these constraints at update time.

For more comprehension, we recall in Figures 5.1 and 5.2 our examples of hospital DTD and
hospital document that we consider in this manuscript.

5.1 Update Speci�cations

We follow the idea of security annotations presented in [FCG04a] and the update access types
notion introduced in [BCF07] to de�ne a language for specifying expressive and �ne-grained XML
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Figure 5.1: Example of Hospital DTD.

update policies in the presence of DTDs. An update speci�cation Sup expressed in the language
is a simple extension of the document DTD D associating element types with update annotations
(XPath quali�ers), which specify for any XML tree T that conforms to D, the parts of T that
can be updated by the user through a speci�c update operation.

De�nition 5.1. Given a document DTD D, an update type (ut) de�ned over D is
of the form insertInto[Bi], insertAsFirst[Bi], insertAsLast[Bi], insertBefore[Bi,Bj],
insertAfter[Bi,Bj], delete[Bi], replaceNode[Bi,Bj], replaceValue[Bi], and rename[Bi,Bj],
where Bi and Bj are element types of D. �

Intuitively, each update type ut represents an update operation that is restricted to be applied
only for speci�c element types. More speci�cally, each update type represents a set of update
operations as follows:

72



5.1. Update Speci�cations

Annotation Semantic

annup(A,insertInto [Bi]) = Y |N |[Q] for a node n of type A, one can (Y )/cannot (N)/can if
n � Q, insert nodes of type Bi in an arbitrary position
children of n.

annup(A,insertAsFirst [Bi]) =

Y |N |[Q]
for a node n of type A, one can (Y )/cannot (N)/can if
n � Q, insert nodes of type Bi as �rst children of n.

annup(A,insertBefore [Bi,Bj]) =

Y |N |[Q]
for a node n of type A, one can (Y )/cannot (N)/can if
n � Q, insert nodes of type Bj as preceding sibling nodes
of any child node of n whose type is Bi.

annup(A,delete [Bi]) = Y |N |[Q] for a node n of type A, one can (Y )/cannot (N)/can if
n � Q, delete children of n whose type is Bi.

annup(A,replaceNode [Bi,Bj]) =

Y |N |[Q]
for a node n of type A, one can (Y )/cannot (N)/can if
n � Q, replace children of n of type Bi by a sequence of
nodes of type Bj .

annup(A,replaceValue [Bi]) =

Y |N |[Q]
for a node n of type A, one can (Y )/cannot (N)/can if
n � Q, change text-content of children of n whose type is
Bi.

annup(A,rename [Bi,Bj]) = Y |N |[Q] for a node n of type A, one can (Y )/cannot (N)/can if
n � Q, rename children of n whose type is Bi with the new
label �Bj�.

Table 5.1: Semantics of the update annotations Y , N , and [Q].

insertInto [Bi] = {insert source into target \ source ⊂ N (Bi)}
insertBefore [Bi,Bj ] = {insert source before target \ target-node ∈ N (Bi)

and source ⊂ N (Bj)}
delete [Bi] = {delete target \ target-nodes ⊂ N (Bi)}
replaceNode [Bi,Bj ] = {replace target with source \ target-node ∈ N (Bi)

and source ⊂ N (Bj)}
replaceValue [Bi] = {replace value of target with string-value \ target-node ∈ N (Bi)}
rename [Bi,Bj ] = {rename target with �Bj� \ target-node ∈ N (Bi)}

The semantics of the update types insertAsFirst [Bi] (resp. insertAsLast [Bi]) and
insertAfter [Bi] are de�ned in a similar way as insertInto [Bi] and insertBefore [Bi,Bj ]
respectively. Consider for instance the hospital DTD of Figure 5.1, the update type
replaceValue [Tresult] represents the set of update operations that consist in changing the
text-content of elements Tresult.

Based on this notion of update type, we de�ne our update speci�cations as follows:

De�nition 5.2. An update speci�cation Sup is a pair (D, annup) where D is a DTD and annup
is a partial mapping such that, for each element type A in D and each update type ut de�ned
over element types of D, annup(A, ut), if explicitly de�ned, is an annotation of the form:

annup(A,ut) ::= Y | N | [Q] | Nh | [Q]h

where Q is a quali�er in our XPath fragment X . �

An update speci�cation Sup is an extension of a DTD D associating update annotations with
element types of D. In a nutshell, a value of Y , N , or [Q] for annup(A,ut) indicates that, for A
elements in an instantiation of D, the user is authorized, unauthorized, or conditionally authorized
respectively, to perform update operations of type ut at A (case of insertInto, insertAsFirst, or
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Figure 5.2: Example of Hospital data.

insertAsLast operations) or at children of A (case of the remaining operations). Table 5.1 presents
more speci�cally the semantics of the update annotations Y , N , and [Q] 30.

Our model supports inheritance and overriding of update annotations. If annup(A,ut) is not
explicitly de�ned, then an A element inherits from its parent node the update authorization that
concerns the same update type ut. On the other hand, if annup(A,ut) is explicitly de�ned it may
override the inherited authorization of A that concerns the same update type ut. All update
operations are not permitted by default.

Example 5.1. We consider the hospital DTD of Figure 5.1, the XML tree of Figure 5.2, and
we de�ne the following update annotations for nurses:

R1: annup(department,insertInto [patient]) = Y
R2: annup(sibling,insertInto [patient]) = N

These annotations allow nurses to insert some data that concerns patients and their parents,
while they deny insertion of sibling data. Speci�cally, the annotation R1 allows insertion of
new patients into departments of the hospital; i.e. new patient nodes can be inserted into the
nodes department1 and department2. By inheritance, a nurse can perform updates of type

30The semantics of annotations with the update types annup(A,insertAslast [Bi]) and
annup(A,insertAfter [Bi,Bj]) are de�ned in a similar way as annup(A,insertAsFirst [Bi]) and
annup(A,insertBefore [Bi,Bj]) respectively.
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insertInto [patient] at the nodes parent1, parent2, and parent3. The annotation R2 denies
insertion of new patient data under sibling subtrees. Accordingly, the node sibling2 overrides
the insertion authorization (Y ) inherited from department1 and makes insertion forbidden under
it, such as insertion of new patient nodes into the node parent4. �

We should emphasize that di�erent semantics are de�ned for security quali�ers. In [KMR09],
the evaluation of a quali�er [Q] at a node n is mapped to either Y or N ; and thus this security
value can be overridden by another annotation at descendants of n (as we have shown with the
two annotations of Example 5.1). We follow this semantic by using quali�ers of the form [Q]. In
[FCG04a], however, a false evaluation of a quali�er [Q] at a node nmakes all the subtree rooted at
n inaccessible (resp. not updatable) even if some annotations with value Y (resp. a valid quali�er
[Q′]) are de�ned under n. This principle is called Denial Downward Consistency Requirement, it
de�ned �rst in [MTKH03] for read-access rights, and used in [DFGM08,FM04,FM07,LLLL11]
31. We rede�ne this requirement for update rights as follows:
�For an XML tree/fragment T rooted at a node n, whenever an update policy denies the execution
of an update operation at n, it must also deny the excecution of this operation at descendants of
n. In other words, whenever an update operation is authorized at a node n′ of T , execution of
this update must be authorized as well at all ancestors of n′ in T �.

The advantage of the denial downward consistency is that it makes security policy enforce-
ment easier even over recursive DTDs. Moreover, the security view derivation (see [GSC+09] for
this problem) becomes always possible. For this reason, we de�ne the new speci�cation values
Nh and [Q]h to make possible the application of this requirement for the security administrator.

The semantics of the speci�cation values Nh and [Q]h are given in Table 5.2. The annotation
annup(A,ut)=Nh indicates that, for a node n of type A, update operations of type ut cannot
be performed at any node of the subtree rooted at n, and no overriding of this authorization
value is permitted for descendants of n. For instance, if n has a descendant n′ whose type is
A′, then an update operation with the same type ut cannot be performed at n′ even though
the annotation annup(A′,ut)=Y is explicitly de�ned (resp. annup(A′,ut)=[Q′] with n′ � Q′).
As for the annotation annup(A,ut)=[Q]h, quali�er Q must be valid at A elements, otherwise no
annotation with update type ut can override the false evaluation of Q. For instance, let n and
n′ be two nodes of type A and A′ respectively, and let n′ be a descendant of n. The annotation
annup(A′,ut)=[Q′] indicates that an update operation of type ut can be performed at (children
of) n′ i�: n′ � Q′. Moreover, if the annotation annup(A,ut)=[Q]h is explicitly de�ned then the
annotation annup(A′,ut)=[Q′] takes e�ect at descendant n′ of n only if n � Q. This means that
an update operation of type ut can be performed at (children of) n′ i�: (n � Q ∧ n′ � Q′). We
call annotation with value Nh or [Q]h as downward-closed annotation.

Example 5.2. Suppose that each nurse is attached to only one department and only one ward
within this department (denoted $nurseDept and $nurseWardNo resp.). Now, the hospital
wants to impose an update policy that allows a nurse to update data of only patients having
the same ward number as her (Rule1 ) and which are being treated at her department (Rule2 ).
Moreover, all sibling data cannot be updated (Rule3 ). This policy can be speci�ed by the
following update annotations (ut denotes a general update type):

R1: annup(department,ut)=[↓::name=$nurseDept]h
R2: annup(patient,ut)=[↓::wardNo=$nurseWardNo]
31In [FM04,FM07], the denial downward consistency requirement is applied by de�ning the deny overrides as

con�ict resolution policy. While in [LLLL11], it is applied by using the DEEP-EXCEPT operator.
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Downward-closed Annotation Semantic

annup(A,ut) = Nh

where ut can be any update type
Same principle as annup(A,ut) = N of Table 5.1. More-
over, for a node n of type A, all annotations of type ut
de�ned over descendant types of A are discarded regardless
their truth values.

annup(A,ut) = [Q]h
where ut can be any update type

Same principle as annup(A,ut) = [Q] of Table 5.1. More-
over, for a node n of type A, if n 2 Q then all annotations
of type ut de�ned over descendant types of A are discarded
regardless their truth values.

Table 5.2: Semantics of the update annotations Nh and [Q]h.

R3: annup(sibling,ut)=Nh

Consider the case of the nurse having the ward number 421 and working at Critical care depart-
ment, and let ut be replaceValue [symptom]. This nurse can update the values of all symptoms
of Figure 5.2 except those of nodes: symptom2 (since patient2 has ward number 318 ), symptom4

and symptom5 (representing sibling data), and symptom6 (although patient6 has ward number
421, he is attached to ENT department). Notice that the annotations R1 and R3 must be de-
�ned as downward-closed to enforce the imposed policy, otherwise annotation R2 may override a
negative authorization inherited from R1 or R3 which may allow some updates that are forbidden
by the imposed policy. Consider the following update annotations:

R
′
1: annup(department,ut)=[↓::name=$nurseDept]

R
′
2: annup(patient,ut)=[↓::wardNo=$nurseWardNo]

R
′
3: annup(sibling,ut)=N

Since R
′
1 and R

′
3 are not downward-closed, the node patient4 overrides the negative authorization

inherited from sibling1, using the annotation R
′
2, and makes the update of some sibling data

possible (the node symptom4). With the same principle, the node patient5 overrides the negative
authorization inherited from department2, and allows the nurse to update some data of ENT
department (the node symptom5). Thus, using the XPath fragment X , our update policy can
be enforced only if the denial downward consistency requirement is enforced for Rule1 and Rule3
(which may be done using the downward-closed annotations R1 and R3). �

Example 5.3. Suppose that the hospital wants to impose a security policy that authorizes
each doctor to update only the information of treatments that she has done. For instance, the
doctor Imine could update the data of treatment1, treatment2, and treatment4 (like insert new
Dresult sub-tree into diagnosis4 node) but not treatment3. We show in the following that this
update policy cannot be enforced by using the existing update speci�cation languages. �

5.1.1 Compactness and Expressiveness

We show in this section that in some cases, our model can be more expressive than the existing
ones and generates compact update policies.

The principle of denial downward consistency can be de�ned using only the annotation values
{Y , N , [Q]} but through a fragment of XPath larger than X . For instance, the update policy of
Example 5.2 (i.e. Rule1, Rule2, and Rule3) can be de�ned in the fragment X ⇑ of Section 4.5
as follows:

R
′′
1 : annup(department,ut)=[↓::name=$nurseDept]

76



5.1. Update Speci�cations

Figure 5.3: The interventions done for the patient �Henry� of Figure 5.2.

R
′′
2 : annup(patient,ut)=[(↓::wardNo=$nurseWardNo)

∧ (↑+::department[↓::name=$nurseDept])
∧ ¬(↑+::sibling)]

R
′′
3 : annup(sibling,ut)=N

Here the denial downward consistency requirement must be applied for annotations R
′′
1 and R

′′
3

to enforce the update policy. For this reason, the annotation R2 of Example 5.2 is rede�ned
into R

′′
2 by including the values of R

′′
1 and R

′′
3 . The rede�ned annotation R

′′
2 depends on R

′′
1 and

R
′′
3 and must be rede�ned each time a modi�cation is made on R

′′
1 and/or R

′′
3 . Observe that,

without the use of the annotations values {Nh, [Q]h}, de�ning an annotation annup(A, ut) = val
as downward-closed amounts to rede�ne all the annotations of type ut de�ned over descendant
types of A in order to take into account the value val. This can lead to verbose annotations,
like annotation R

′′
2 . Moreover, changing one annotation may require the modi�cation of some

annotations de�ned under it32 which can make the policy administration complicated and time
consuming in case of large DTDs.

The principle of inheritance and overriding of update annotations (de�ned �rst in [FCG04a]
for read-access rights) allows our update access control model to be more expressive than the

32This is not recommended for some systems like collaborative editing where the update policies are dynamic
and each change is propagated to all the users across the network [CIR11].
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existing ones. We show by the following example how that our model can overcome the limitations
of existing models [DFGM08,FM07].

Example 5.4. Suppose that the hospital imposes a policy that allows each doctor to update
only his intervention data. In our case, this policy can be speci�ed by de�ning only the following
update annotation:

annup(intervention, ut) = [↓::doctor/↓::dname=$doctorName]
Where $doctorName is a constant parameter representing doctor's name, and ut can be any
update type relevant to the update rules of Example 5.4. Consider the case of the update
type insertAfter [Tresult,Tresult] which allows a doctor to add new treatment results. The
predicate [↓::doctor/↓::dname='Imine'] is valid at node intervention1 of Figure 5.3; thus, the
nodes Tresult1 and Tresult2 inherit this positive authorization which allows doctor Imine to
insert new Tresult nodes as following siblings of these nodes. At node intervention11, the
predicate becomes invalid which forbids doctor Imine to insert new Tresult nodes as following
sibling of node Tresult3. Finally, the node intervention12 overrides the negative authorization
inherited from intervention11, and makes possible for doctor Imine the insertion of Tresult
nodes after the node Tresult4. �

5.1.2 Rewriting Problem

As will be seen shortly, in the case of recursive DTDs, update operations rewriting is already
challenging for the small fragment X of XPath.

Consider for instance the update policy of Example 5.4, with $doctorName=Imine
and ut=delete [Tresult]. Due to the hospital DTD recursion, the update operation delete

↓+::treatment[↓::type='Chemotherapy']/↓::Tresult cannot be rewritten in X to be safe. In-
deed, the Tresult nodes that doctor Imine is authorized to delete can be represented by an
in�nite set of paths. This set of paths can be captured in Regular XPath by rewriting the
previous update into the following one:

delete ↓+::intervention[↓::dname=$doctorName]/
(↓::treatment/↓::diagnosis/↓::implies)*/
↓::treatment[↓::type='Chemotherapy']/↓::Tresult

which, when evaluated on the XML tree of Figure 5.3, has to delete only the node Tresult2.
However, the Kleene star cannot be expressed in XPath [Mar04].

Along the same lines as [FGJK07], we say that an XPath query language L is closed under
update operations rewriting if there is a computable function F : L→ L that, given any update
speci�cation Sup = (D, annup) and any update operation of type ut with target expression
de�ned in L, computes another expression F(target) in L such that for any XML tree T ∈ T (D),
the evaluation of F(target) in T returns all and only the XML nodes that can be updated w.r.t.
Sup using ut operations. The following theorem states the central problem studied in the rest of
this chapter:

Theorem 5.1. For recursive DTDs, the fragment X is not closed under update operation rewrit-
ing. �

We study the closure property of XPath since it is preferable to rewrite update operations on
XPath rather the use of a richer language such as XQuery or Regular XPath. In other words, it is
more e�cient to evaluate XPath queries than queries in the aforementioned languages (Authors
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of [FGJK07] have shown that rewriting of XPath queries through a translation into Regular
XPath may lead queries of exponential size). We explain in the next section how the extended
fragment X ⇑[n], de�ned in Chapter 3, can be used to overcome this rewriting limitation of update
operations.

5.2 Securely Updating XML

In this section we focus only on update rights and we assume that every node is read-accessible
by all users. Given an update speci�cation Sup=(D, annup), we discuss the enforcement of such
update constraints where each update operation posed over an instance T ofD must be performed
only at the nodes of T that can be updated by the user w.r.t. Sup. We assume that the XML tree
T remains valid after the update operation is performed, otherwise the update is rejected (this
can be assumed using algorithms of [BPV04,BLS06]). In the following, we denote by Sut the set
of annotations de�ned in Sup with the update type ut and by |Sut| the size of this set. Moreover,
for an annotation function ann (such as annup of an update speci�cation Sup=(D, annup)), we
denote by {ann} the set of all annotations de�ned with ann, and by |ann| the size of this set.

5.2.1 Updatability

Here we want to specify when an update operation of type ut can be performed at a given node.
We consider the privileges of insert, delete, replace and rename. The semantics of these privileges
can be stated as follows:

• If the user holds the insertInto privilege on node n then she has the right to add new
sub-tree to node n (in an arbitrary children position).

• If the user holds the insertAsFirst /insertAsLast privilege on node n then she has the
right to add new sub-tree as �rst/last children of node n respectively.

• If the user holds the insertBefore /insertAfter privilege on node n then she has the
right to add new sub-tree as preceding/following sibling nodes of some children of node n
respectively.

• If the user holds the delete privilege on node n then she has the right to delete some
children of node n.

• If the user holds the replaceNode privilege on node n then she has the right to replace
some children of node n with a sequence of new sub-trees.

• If the user holds the replaceValue privilege on node n then she has the right to change
the text-content of some children of node n.

• If the user holds the rename privilege on node n then she has the right to rename some
children of node n.

According to these semantics and using our notion of update type (De�niton 5.1), we say that
a node n is updatable w.r.t. update type ut if the user has the ut privilege on node n. For
instance, if the user has the insertInto [B] privilege on node n (i.e. node n is updatable w.r.t.
insertInto [B]), then some nodes of type B can be inserted as children of n. Additionally, if a
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node n is updatable w.r.t. replaceNode [Bi,Bj ], then children of n with type Bi can be replaced
with some nodes of type Bj .

More formally, we de�ne the node updatability property as follows:

De�nition 5.3. Let Sup=(D, annup) be an update speci�cation and ut be an update type. A
node n in an instantiation of D is updatable w.r.t. ut if the following conditions hold:

i) The node n is concerned by a valid annotation with type ut; or, no annotation of type ut
is de�ned over element type of n and there is an ancestor node n′ of n such that: n′ is the
�rst ancestor node of n concerned by an annotation of type ut, and this annotation is valid
at n′ (called the inherited annotation).

ii) There is no ancestor node of n concerned by an invalid downward-closed annotation of type
ut. �

Note that an annotation annup(A, ut)=value is valid at a node n if this latter is of type A
and either value=Y ; or, value=[Q]/[Q]h and n � Q.

Example 5.5. We consider the following update annotation:

annup(intervention, delete [Tresult]) = [↓::doctor/↓::dname=$doctorName]
Accordingly, the update delete ↓+::treatment[↓::type='surgery']/↓::Tresult of doctor Imine has
no e�ect over the XML tree of Figure 5.3 since the node concerned by this update is Tresult3,
so his parent node treatment3 must be updatable w.r.t. delete [Tresult] which is no longer
the case: According to De�nition 5.3, no annotation of type delete [Tresult] is de�ned over
element type treatment; thus node treatment3 inherits his authorization from the �rst ancestor
node that is concerned by an annotation of type delete [Tresult]; i.e. the node intervention11.
However, the previous annotation is not valid at node intervention11. �

Given an update speci�cation Sup=(D, annup), we de�ne two predicates U1
ut and U2

ut (ex-
pressed in fragment X ⇑[n]) to satisfy the conditions (i) and (ii) of De�nition 5.3 with respect to
an update type ut:

U1
ut := ↑∗::∗[∨(annup(A,ut)=Y |N |[Q]|Nh|[Q]h)∈Sut ε::A][1]

[∨(annup(A,ut)=Y )∈Sut ε::A ∨(annup(A,ut)=[Q]|[Q]h)∈Sut ε::A[Q]]

U2
ut := ∧(annup(A,ut)=Nh)∈Sut not (↑

+::A)
∧(annup(A,ut)=[Q]h)∈Sut not (↑

+::A[not(Q)])

The predicate U1
ut has the form ↑∗::∗[qual1][1][qual2]. Applying ↑∗::∗[qual1] on a node n returns

an ordered set S of nodes (node n and/or some of its ancestor nodes) such that for each one
an annotation of type ut is de�ned over its element type. The predicate S[1] returns either
node n, if an annotation of type ut is de�ned over its element type; or the �rst ancestor node
of n concerned by an annotation of type ut. Thus, to satisfy condition (i) of De�nition 5.3, it
amounts to check that the node returned by S[1] is concerned by a valid annotation of type ut;
checked by the predicate S[1][qual2] (i.e., n � U1

ut). The second predicate is used to check that all
downward-closed annotations of type ut de�ned over ancestor nodes of n are valid (i.e., n � U2

ut).

De�nition 5.4. Let Sup=(D, annup), ut, and T be an update speci�cation, an update type and
an instance of DTD D respectively. We de�ne the updatability predicate Uut which refers to an
X ⇑[n] quali�er such that, a node n on T is updatable w.r.t. ut i� n � Uut, where Uut := U1

ut ∧ U2
ut.

�
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For example, the XPath expression ↓+::∗[Uut] stands for all nodes which are updatable w.r.t.
ut. As a special case, if Sut = φ then Uut = false.

Property 5.1. For an update speci�cation Sup=(D, annup) and an update type ut, the updata-
bility predicate Uut can be constructed in at most O(|annup|) time. Moreover, |Uut|=O(|annup|).
�

Proof 5.1. Given an update speci�cation Sup=(D, annup) and an update type ut, the updata-
bility predicate Uut of De�nition 5.4 is de�ned over the set Sut. Intuitively, the de�nition of the
set Sut depends on the parsing of all annotations of Sup (i.e., the set {annup}) in O(|annup|)
time. The construction of each predicate U1

ut and U2
ut over annotations of Sut takes O(|Sut|) time.

Thus, the updatability predicate Uut can be constructed in at most O(|Sut|+|annup|)=O(|annup|)
time (since |Sut| ≤ |annup|). It is clear that we can have in at most |U1

ut| = 2 ∗ |annup| and
U2
ut = |annup|. Thus, |Uut|=O(|annup|). �

Example 5.6. We de�ne the following update annotations according to the update rights of
nurses de�ned in Example 5.2:

R1: annup(department,replaceValue [symptom])=[↓::name=$nurseDept]h
R2: annup(patient,replaceValue [symptom])=[↓::wardNo=$nurseWardNo]
R3: annup(sibling,replaceValue [symptom])=Nh

According to this update policy, the predicate Uut := U1
ut ∧ U2

ut is de�ned with:

U1
replaceValue [symptom] := ↑

∗::∗[ε::department ∨ ε::patients ∨ ε::sibling][1]
[ε::department[↓::name=$nurseDept]
∨ ε::patient[↓::wardNo=$nurseWardNo]]

U2
replaceValue [symptom] := not (↑+::department[not (↓::name=$nurseDept)]) ∧

not (↑+::sibling)

Consider the case of the nurse having the ward number 421 and working at Critical care de-
partment. The predicate ↑∗::∗[ε::department ∨ ε::patients ∨ ε::sibling] over the node patient3
of Figure 5.2 returns the ordered set S={patient3, patient2, patient1, department1} of nodes
(each one is concerned by an annotation of type replaceValue [symptom]); S[1] returns patient3
and the predicate [ε::department[↓::name='Critical care'] ∨ ε::patient[↓::wardNo='421 ']] is
valid at node patient3 (i.e. patient3 � U1

replaceValue [symptom]). Also, we can see that

patient3 � U2
replaceValue [symptom]. Consequently, the node patient3 is updatable w.r.t.

replaceValue [symptom] (i.e., patient3 � UreplaceValue [symptom]). This means that the user is
granted to update text-content of symptom elements of patient3 (e.g. node symptom3). How-
ever, for node patient5 we can check that the predicate U1

replaceValue [symptom] is valid, while

it is no longer the case for the predicate U2
replaceValue [symptom] (patient5 has an ancestor node

department2 with name 6= 'Critical care'). Thus, no update of type replaceValue [symptom]
can be applied at node symptom5. �

Proposition 5.1. For any update speci�cation Sup = (D, annup), any update operation ut, and
any XML T ∈ T (D), the updatability of each node in T w.r.t. ut is uniquely de�ned, i.e., it is
either updatable or not updatable.
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5.2.2 Update Operations Rewriting

Finally, we detail here our approach for enforcing update policies based on the notion of query
rewriting. Let Sup=(D, annup) be an update speci�cation. For any update operation with
target de�ned in the XPath fragment X , we translate this operation into a safe one by rewriting
its target expression into another one target′ de�ned in the XPath fragment X ⇑[n], such that

evaluating target′ over any instance of D returns only nodes that can be updated by the user
w.r.t Sup. We describe in the following the rewriting of each kind of update operation considered
in this chapter. We refer to DTD D as a pair (Ele,Rg, root), and to source as a sequence of
nodes of type B.

Delete/Replace Operations. According to our model of update, if the user holds the
delete [A] right on a node n then he can delete children nodes of n of type A. Thus, given
the update operation �delete target�, for each node n of type Ai referred to by target, parent
node n′ of n must be updatable w.r.t delete [Ai] (i.e., n′ � Udelete[Ai]). To this end, the target
expression of delete operations can be rewritten into: target[

∨
Ai∈Ele ε::Ai[↑::∗[Udelete[Ai]]]].

Consider now the update operation �replace target with source�. A node n of type Ai referred
to by target can be replaced with nodes in source if its parent node n′ is updatable w.r.t
replace [Ai,B] (i.e., n′ � Ureplace[Ai,B]). Therefore, the target expression of the replace operation
can be rewritten into: target[

∨
Ai∈Ele ε::Ai[↑::∗[Ureplace[Ai,B]]]].

Insert as �rst into/as last into/before/after Operations. Consider the update operation
�insert target as �rst into source�. For any node n referred to by target, the user can insert
nodes in source at the �rst child position of n, regardless the type of n, provided that he holds
the insertAsFirst [B] right on this node (i.e., n � UinsertAsF irst[B]). To check this, the target
expression of the above update operation can be simply rewritten into: target[UinsertAsF irst[B]].
The same principle is applied for the operations insertAsLast, insertBefore, and insertAfter.

Insert into Operation. In the following we assume that: if a node n is concerned by an
annotation of type insertInto [B], then this annotation implies insertAsFirst [B] (resp.
insertAsLast [B]) rights for n, and insertBefore [B] (resp. insertAfter [B]) rights for
children nodes of n (inspired from [FM07]). In other words, if one can(not) insert children
nodes of types B at any child position of some node n as speci�ed by some annotations of type
insertInto [B], then one can(not) insert nodes of type B in the �rst and last child position of
n and in preceding and following sibling of children nodes of n (unless if there is some anno-
tations of type insertAsFirst [B], insertAsLast [B], insertBefore [B], or insertAfter [B]
respectively that specify otherwise). Thus, one can execute the update operation �insert
source into target� over an XML tree T i�: (i) one has the right to execute update operations
of type insertInto [B] on the node n (n ∈ TSJtargetK); and (ii) no annotation explicitly
prohibits update operations of type insertAsFirst [B]/insertAsLast [B] on node n (resp.
insertBefore [B]/insertAfter [B] on children nodes of n). When condition (ii) does not hold
(e.g. update operations of type insertAsFirst is explicitly denied), this leads to situation
where there is a con�ict between insertInto and other insert operations.

The �rst condition is checked using the updatability predicate UinsertInto[B] (whether or not
n � UinsertInto[B]). For the second condition, however, we de�ne the predicate U−1ut over an
update type ut such that: for a node n, if n � U−1ut then update operations of type ut are
explicitly forbidden on node n. An update operation of type ut is explicitly forbidden at node
n i� at least one of the following conditions holds: a) the node n is concerned by an invalid
annotation of type ut; b) no annotation of type ut is de�ned over element type of n and there is
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an ancestor node n′ of n such that: n′ is the �rst ancestor node of n concerned by an annotation
of type ut, and this annotation is invalid at n′; c) there is an ancestor node of n concerned by
an invalid downward-closed annotation of type ut.

More formally, for an update speci�cation Sup=(D, annup), we de�ne the predicate U−1ut :=
Cnda∨b

∨
Cndc over an update type ut with:33

Cnda∨b := ↑∗::∗[
∨

(annup(A,ut)=Y |N |[Q]|Nh|[Q]h)∈Sut ε::A][1]
[
∨

(annup(A,ut)=N |Nh)∈Sut ε::A
∨

(annup(A,ut)=[Q]|[Q]h)∈Sut ε::A[not(Q)]]

Cndc :=
∨

(annup(A,ut)=Nh)∈Sut ↑
+::A∨

(annup(A,ut)=[Q]h)∈Sut ↑
+::A[not(Q)]

To resolve the con�ict between insertInto operation and other insert types, we de�ne the
predicate CRPB (�Con�ict Resolution Predicate�) over an element type B as:

CRPB := U−1insertAsF irst[B]

∨
U−1insertAsLast[B]

∨
↓::∗[U−1insertBefore[B]]

∨
↓::∗[U−1insertAfter[B]]

For a node n, if n � CRPB then at least the update operation insertAsFirst [B] (resp.
insertAsLast [B]) is forbidden for node n or insertBefore [B] (resp. insertAfter [B]) is for-
bidden for some children nodes of n. Finally, given the update operation �insert source into
target� over an XML tree T , one can insert nodes of type B in source to the node n (n ∈
TSJtargetK) if and only if: n � UinsertInto[B]

∧
not(CRPB). Thus, the target of the insertInto

operation can be rewritten into: target[UinsertInto[B]

∧
not(CRPB)].

The overall complexity time of our rewriting approach of update operations can be stated as
follows:

Theorem 5.2. For any update speci�cation Sup=(D, annup) and any update operation op (de-
�ned in X ), there exists an algorithm �Rewrite Updates � that translates op into a safe one op′

(de�ned in X ⇑[n]) in at most O(|annup|) time. �

Proof. Our algorithm �Rewrite Updates � for XML update operations rewriting is given in
Figure 5.4. As explained in Section 5.2.2, for any update speci�cation Sup=(D, annup) with
DTD D=(Ele,Rg, root), the securing of an update operation op consists in the rewriting of its
target expression (de�ned in X ) into a safe one target′ (de�ned in X ⇑[n]) in order to refer only to

XML nodes that can be updated by the user w.r.t Sup. Proving that target′ can be de�ned in
O(|annup|) time is intuitive and based on the proof of Property 5.1:

• A delete operation can be rewritten by adding the following predicate [
∨
Ai∈Ele

ε::Ai[↑::∗[Udelete[Ai]]]] to its target expression. For each element type Ai in DTD D, Sdelete[Ai]
is a subset of {annup}, i.e.,

⋃
Ai∈Ele Sdelete[Ai] ⊆ {annup}. All these subsets can be computed

by parsing only one time the set {annup}, i.e., in O(|annup|) time. Next, each sub-predicate
Udelete[Ai] is de�ned over the subset Sdelete[Ai] in O(|Sdelete[Ai]|) time, and all sub-predicates used
in line 4 of Figure 5.4 can be de�ned in O(

∑
i |Sdelete[Ai]|)=O(|annup|) time. Therefore, the

predicate [
∨
Ai∈Ele ε::Ai[↑::∗[Udelete[Ai]]]] can be de�ned in at most O(|annup|) time, which is the

rewriting time of delete operations. The same principle is applied for replace operations.

• For an insertAsFirst operation (resp. insertAsLast , insertBefore , and insertAfter )
de�ned with source of nodes conform to type B, only one predicate is used to rewrite this
operation; the predicate [UinsertAsF irst[B]] is constructed in at most O(|annup|) time.

33As a special case, if Sut = φ then U−1
ut = false.
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Algorithm: Rewrite Updates

input : An update speci�cation Sup=(D, annup) and an update operation op.
output: a rewritten of op w.r.t Sup.

1 let D=(Ele,Rg, root);
2 let op be de�ned with target and optional sequence source of nodes which conform to type B;
3 case (delete operation) :
4 target′ := target[

∨
Ai∈Ele ε::Ai[↑::∗[Udelete[Ai]]]];

5 case (replace operation) :
6 target′ := target[

∨
Ai∈Ele ε::Ai[↑::∗[Ureplace[Ai,B]]]];

7 case (insertAsFirst operation) :
8 target′ := target[UinsertAsFirst[B]];

//same principle for insertAsLast, insertBefore, and insertAfter operations;

9 case (insertInto operation) :
10 CRPB := U−1

insertAsFirst[B]

∨
U−1
insertAsLast[B]∨

↓::∗[U−1
insertBefore[B]]

∨
↓::∗[U−1

insertAfter[B]];

11 target′ := target[UinsertInto[B]

∧
not(CRPB)];

12 replace target of op with target′;

13 return op;

Figure 5.4: XML Update Operations Rewriting Algorithm.

• An insertInto operation de�ned with source of nodes conform to type B is rewritten by
adding the predicate [UinsertInto[B]

∧
not(CRPB)] to its target expression (line 11 of Figure

5.4). The predicate UinsertInto[B] is constructed in at most O(|annup|) time, while the predi-
cate CRPB is based on the de�nition of some other predicates U−1ut for each update type ut
in {insertAsFirst [B], insertAsLast [B], insertBefore [B], insertAfter [B]}. Similarly
to the updatability predicate, the construction of each predicate U−1ut takes at most O(|annup|)
time (the same proof as Property 5.1). Thus, the overall complexity time of the rewriting of
insertInto operations is O(5 ∗ |annup|)=O(|annup|) time. �

5.3 Conclusion

We have proposed a general model for specifying XML update policies based on the primitives
of XQuery Update Facility. To enforce such policies, we have introduced a rewriting approach
to securely updating XML over arbitrary DTDs and for a signi�cant fragment of XPath. In the
future, we will investigate the secure of XML data in the presence of security views. We plan to
study the inference problem that can be caused by combining read and update privileges, and
we aim propose solution to deal with such a problem.

84



6

Implementation and Experimental

Study: The SVMAX framework

Contents

6.1 SVMAX Policies . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 86

6.1.1 Read-Access Policies . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 87

6.1.2 Update-Access Policies . . . . . . . . . . . . . . . . . . . . . . . . . . . . 88

6.1.3 Policies Enforcement . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 89

6.2 System Overview . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 90

6.2.1 Policy Speci�er . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 90

6.2.2 View Generator . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 91

6.2.3 Rewriters . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 91

6.2.4 Validator . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 93

6.2.5 Evaluation . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 93

6.3 Performance Study . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 94

6.3.1 Scalability . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 95

6.3.2 Policy Enforcement Performance . . . . . . . . . . . . . . . . . . . . . . 96

6.3.3 Integrating SVMAX within NXDs . . . . . . . . . . . . . . . . . . . . . 97

6.4 Conclusion . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 98

We study �rst the problem of rewriting XPath queries [BBC+10] over virtual views that
can be stated as follows: Given a DTD D, a (recursive) security view S=(Dv,ann), and an
XPath query Q over Dv. The rewriting problem consists in de�ning a rewriting function R that
computes another XPath query R(Q) over the original document D such that: for any instance
T of D and its view Tv computed w.r.t S, the evaluation of Q on Tv yields the same result as
the evaluation of R(Q) on T . Furthermore, we attempt to secure the update primitives of the
XQuery Update Facility [BCFF+10].

We have developed the SVMAX, a system that facilitates speci�cation and enforcement of
both read and update access rights for XML data. It provides general and expressive access
control models that overcome limitations of existing approaches (see [MI12e,MI12c] for more
details). Both of read and update rights of SVMAX (denoted in the following by annread
and annup resp.) are de�ned by annotating DTD grammars. In case of security view S=(Dv,
annread), the update rights annup (de�ned over the original DTD D) must be enforced by taking
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into account the read-access rights annread and this in order to preserve con�dentiality of sensitive
information that can be disclosed by performing update operations [MI12a]. The combination
problem of read and update rights, can be stated as follows: Given a DTD D, a (recursive)
security view S=(Dv,annread), some update privileges annup, and an update operation op de�ned
over Dv. A safe rewriting of the operation op consists in de�ning a rewriting function R that
translates op into another one R(op) de�ned over the original document D such that: for any
instance T of D and its view Tv computed w.r.t S, updating Tv with op yields the same result
as the update of T with R(op).

SVMAX provides a safe solution to thoroughly combine read and update privileges in order
to preserve con�dentiality and integrity of XML data. Our goal at the outset was to secure
XPath queries and the update operations of XQuery Update Facility. SVMAX is well-suited to
e�ciently rewrite such queries and updates, and to be integrated within database systems that
provide support for the previous W3C standards.
Contributions. To the best of our knowledge, SVMAX is the �rst system that provides
e�cient support for securing both access and update queries over arbitrary XML views. The
main features of SVMAX are the following:

• Along the same lines as [FCG04a], SVMAX supports the de�nition of read and update policies
by annotating a DTD grammar with some privileges de�ned as XPath expressions.

• SVMAX provides use of a signi�cant class of XPath queries (including descendant and upward
axes).

• A large set of W3C XQuery Update operations is supported by SVMAX.

• SVMAX is able to rewrite XPath queries (resp. update operations) posed on possibly recursive
XML views to be evaluated over original XML documents.

• Policies are de�ned through a visual tool (see Section 6.2) that helps users to annotate DTD
grammars and de�ne read and update privileges.

• A simple and e�cient validation approach is presented by SVMAX that has to eliminate any
auxiliary structure and then avoid maintenance and storage costs.

• Users can either perform static validation34 or choose to automatically execute our validation
checking each time an update is being performed.

• SVMAX implements a general algorithm for the de�nition of (approximated) DTD view.

• SVMAX can run either as a singleton or integrated as an API within some database systems.

For more comprehension, we recall in Figures 6.1 and 6.2 our examples of hospital DTD and
hospital document that we consider in this manuscript.

6.1 SVMAX Policies

An access control policy is a set of rules that determine whether a user is allowed to perform
some action on the data. SVMAX proposes general and expressive models to specify both read
and update access control policies. Our policies speci�cation is based on the notion of DTD
annotation where security labels are associated to production rules of the DTD specifying read
as well as update privileges. We use the XPath fragment X ⇑ (de�ned in Section 4.5) to specify
our policies as explained in the following.

34Validation from scratch of the whole XML document.
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Figure 6.1: Example of Hospital DTD.

6.1.1 Read-Access Policies

An access speci�cation Sread is de�ned as a pair (D, annread) consisting of a document DTD D
and a partial mapping annread such that, for each production rule A→ Rg(A) and each element
type B occurring in Rg(A), annread(A,B), if explicitly de�ned, is an annotation of the form:
annread(A,B) := value, where value de�nes the user access right on B children of A elements,
and can be Y , N , or [Q] (Q is an X ⇑ predicate). The speci�cation values Y , N , and [Q]
indicate that the B children of A elements in an instance of D are accessible, inaccessible, or
conditionally accessible respectively. If annread(A,B) is not explicitly de�ned, then B inherits
the accessibility of A. On the other hand, if annread(A,B) is explicitly de�ned it may override
the accessibility inherited from A. The root is accessible by default.

Other speci�cation values are proposed by SVMAX, denoted by Nh and [Q]h, and called
downward-closed annotations. In a nutshell, for a child B of an element A, if the annotation
annread(A,B)=Nh|[Q]h (where B 2 Q), then all the subtree rooted at B is inaccessible and no
annotation de�ned over children of B can override this forbidden access.

Example 6.1. We consider the hospital DTD of Figure 6.1 and de�ne the access rights of nurses
as follows:
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Figure 6.2: Example of Hospital data.

R1: annread(hospital, department)=[↓::name=$nurseDept]h
R2: annread(department, patient)=[↓::wardNo=$nurseWard]

R3: annread(parent, patient)=[↓::wardNo=$nurseWard]

R4: annread(patient, sibling)=Nh

These annotations specify that each nurse can only access the data of patients in a department
having a certain name (denoted by $nurseDept) and which are being treated in a ward with
a certain number (denoted $nurseWard). Moreover, nurses are not authorized to access to
sibling data. Consider now the XML document of Figure 6.2 and the case of nurse working
at critical care department and having the ward number 421. This nurse can access to only
data of patient1 and patient3. Note that the annotation R1 must be de�ned as downward-
closed, otherwise the negative authorization inherited from department2 will be overridden by
the annotation R2 allowing access to patient5 which does not belong to critical care department.
Moreover, the node sibling1 is inaccessible and the annotation R4 is de�ned as downward-closed
in order to avoid overriding of this forbidden access along the subtree rooted at sibling1. �

6.1.2 Update-Access Policies

We de�ne an update type (ut) as a restriction of an W3C update operation to be applied only
for a speci�c element type. Given a DTD D, we de�ne the following update types: insert-
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Into[Bi], insertAsFirst [Bi], insertAsLast [Bi], insertBefore[Bi,Bj ], insertAfter [Bi,Bj ], delete[Bi],
replaceNode[Bi,Bj ], replaceValue[Bi], and rename[Bi,Bj ], where Bi and Bj are element types of
D. For instance, the update type delete[Bi] refers to all operations that delete element nodes
of type Bi. Moreover, the update type replaceNode[Bi,Bj ] refers to all operations that replace
element nodes of type Bi with a sequence of nodes of type Bj .

An update speci�cation Sup is de�ned as as a pair (D, annup) where D is a DTD and annup
is a partial mapping such that, for each element type A in D and each update type ut de�ned
over D element types, annup(A, ut), if explicitly de�ned, is an annotation of the form: annup(A,
ut) ::= Y | N | [Q] | Nh | [Q]h. Table 5.1 presents the semantics of our update annotations
35. For instance, the values Y , N , and [Q] indicates that the user is authorized, unauthorized,
or conditionally authorized respectively, to perform update operations of type ut over subtrees
rooted at A elements.

Our model supports inheritance and overriding of update annotations. If annup(A,ut) is not
explicitly de�ned, then an A element inherits from its parent node the update authorization that
concerns the same update type ut. On the other hand, if annup(A,ut) is explicitly de�ned it may
override the inherited authorization of A that concerns the same update type ut. All updates
are forbidden by default.

6.1.3 Policies Enforcement

As the same lines as [FCG04a], we use the query rewriting principle to enforce our policies. We
denote by Sread and Sup the sets of all access and update speci�cations respectively that can be
de�ned with SVMAX. We de�ne two rewriting functions Rread and Rup as follows:
Rread: Sread × X ⇑ → X ⇑[n,=]

Rup: Sread × Sup × X ⇑ → X ⇑[n,=]

35The semantics of the other annotations are deduced with the same principle.
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For any access speci�cation Sread=(D, annread), an XML tree T that conforms to D, and
its virtual view Tv computed w.r.t Sread. We use the function Rread to translate any X ⇑ query
Q posed over Tv into another one, de�ned in X ⇑[n,=], such that: Q(Tv) = Rread(Sread, Q)(T ).
Recall that when a security view is de�ned, update speci�cations are de�ned over the view of the
DTD since one cannot de�ne update rights over inaccessible data. Given an update speci�cation
Sup=(Dv, annup), where Dv is the DTD view of D computed w.r.t Sread, the user is provided by
the virtual view Tv over which he formulates his update operations. These operations must be
thoroughly rewritten to be safely performed over the original data. To preserve con�dentiality
and integrity of XML data, SVMAX translates update operations posed over the view w.r.t both
read and update rights. Thus, for an update operation op posed over Tv with target expression
de�ned in X ⇑, we use the function Rup to rewrite op into another one Rup(Sread, Sup, op) that,
when evaluated over T , makes changes of only nodes that are accessible w.r.t Sread and can be
updated w.r.t Sup. Let op′ be the update operation op where its target expression is replaced by
Rread(Sread, target) (i.e. rewritten w.r.t Sread). We should emphasize that: op′(Tv) =Rup(Sread,
Sup, op).

Finally, consider the case where no security view is de�ned (Sread = φ), then the update
speci�cation Sup=(D, annup) is de�ned over the original DTD D, and user update operations
are posed directly over the original XML tree T . In this case, for any update operation op with
target expression de�ned in X ⇑ over T , the evaluation of Rup(φ, Sup, op) over T takes e�ect only
at nodes that are updatable w.r.t Sup.

6.2 System Overview

The overall architecture of our system is depicted in Figure 6.3. SVMAX is composed by the
following major modules: 1) a Policy Speci�er, 2) a View Generator, 3) an XPath Rewriter, 4)
an XQuery Update Rewriter, 5) and the Validator. These modules are implemented as an API
allowing SVMAX to be integrated within existing native XML database systems that are aware
of the XML data structure and support W3C standards [Bou10].

On the other hand, SVMAX can run in standalone mode through its visual tool, SVMAXV .
This latter is a GUI tool that monitors the previous modules. More precisely, SVMAXV is used
by the administrator to specify read and update policies, generate virtual views of the DTD
and the XML data, and provide these views to the user. The user requests (XPath queries
or XQuery update operations) are safely evaluated over the original XML data and evaluation
results are returned to the user. The SVMAXV provides some additional features like view
materialization and static validation. Although these additional modules are implemented for
purpose of comparison, we keep them in our system as they may be useful in some cases: 1) the
data view materialization is useful in the case where a small XML data are accessed only by a
few users, which means that materializing all views from the server may not be fastidious; 2) the
static validation is provided temporarily by our system since validation of composite updates 36

is still remains an ongoing work.

6.2.1 Policy Speci�er

As shown in Figure 6.4, SVMAXV displays DTDs in both text format and graph format which are
useful in case of simple and complex DTDs respectively. The graph depicted in this �gure is the
representation of our hospital DTD. For each group of users and a given DTD, the administrator

36Set of di�erent atomic updates of Section 3.5.
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can specify one and only one access and/or update speci�cation(s). Speci�cations are directly
written in text as done in Example 6.1. For instance, the bottom part of the interface of
Figure 6.4 concerns the speci�cation of access policies. After, the administrator chooses the
XML documents (that conform to the used DTD) for which the de�ned speci�cations should be
enforced.

6.2.2 View Generator

As shown in Figure 6.3, the View Generator module is responsible of the generation of virtual
views of the DTD and the XML data. Given a document DTD D, an access speci�cation
Sread=(D, annread), and an XML document T that conforms to D. For each group of users,
SVMAXV generates a virtual view Tv w.r.t Sread by hiding all inaccessible parts of T . For
instance, the tree at the right part of Figure 6.5 represents the virtual view of the XML data of
Figure 6.2, computed w.r.t the nurses rights of Example 6.1.

In order to overcome costs of views materialization and maintenance, the users data views
are necessarily virtual, i.e., they are not materialized and are automatically eliminated once the
users disconnect from the server.

The user needs a view of the DTD to formulate and optimize his queries and updates. This
view must display only information of accessible data. Once Sread is generated as explained
above, SVMAXV automatically generates a DTD view Dv of D which is provided as a graph
to the user. Consider for instance the access rights of nurses de�ned in Example 6.1. The DTD
view that corresponds to these rights is computed by simply hiding the sibling element type as
can be seen in the DTD graph of Figure 6.5.

We should emphasize that in case of recursive DTDs, the view generation is not always
guaranteed [GSC+09]. More speci�cally, hiding some information from the DTD may result in a
context-free grammar that cannot be captured with a regular grammar 37. In such situations, our
View generator module generates an approximated DTD view. Our approximations are based on
the the well-known su�cient conditions for regularization of context-free grammars [ACC04a].
We should note that no algorithm exists in the literature for the derivation of recursive views.
Our main contribution in this context is to propose a general algorithm that e�ciently computes
either the exact view of the DTD (if this is possible) or an approximated version of it.

6.2.3 Rewriters

The SVMAX leverages the expressiveness of XPath to overcome the query rewriting limitation
discussed in Chapter 4, and this by using the fragment X ⇑[n,=] (de�ned in Section 4.5). The basic
rewriting modules of our system are the XPath Rewriter and the XQuery Update Rewriter that
implement respectively the rewriting functions Rread and Rup of Section 6.1.3. In the following,
we describe brie�y the main principle of these functions.

Consider �rst the case of access privileges. For an access speci�cation Sread=(D, annread),
we de�ne an X ⇑ predicate A, called the accessibility predicate, such that: for any XML tree
T ∈ T (D), a node n of T is accessible w.r.t Sread (i.e. n appears in the view Tv of T ) i�:
n � A. Each XPath query Q is rewritten, using the accessibility predicate, to return all and
only accessible nodes referred to by Q. We show through the following example the rewriting of
di�erent axes of XPath.

37It is undecidable in general to �nd a regular solution for a context-free grammar.
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Figure 6.4: Speci�cation of policies using SVMAXV

Example 6.2. Consider the nurses access rights de�ned in Example 6.1, the query
↓∗::parent/↓::patient over the XML document of Figure 6.2 must be rewritten in order to
return only accessible patient elements that are immediate children of an accessible ele-
ment parent. We de�ne also the queries ↓∗::parent[↓::patient/↓::pname='Laurent']; and
↓∗::symptoms/↑::patient[↓::pname='Henry']. We safely rewrite these queries respectively into
Q1, Q2, and Q3 de�ned as follows:

Q1: ↓∗::patient[A][↑+::∗[A][1]/ε::parent]

Q2: ↓∗::parent[A][↓+::patient[A][↓+::pname[A]
[ε::∗ = 'Laurent']/↑+::∗[A][1] = ε::∗]/
↑+::∗[A][1] = ε::∗]

Q3: ↓∗::symptoms[A][↑+::∗[A][1]/ε::patient[↓+::pname[A]
[ε::∗ = 'Henry']/↑+::∗[A][1] = ε::∗]]

where the accessibility predicate A is given by:

↑∗::∗[ε::department/↑::hospital ∨ ε::sibling/↑::patient
∨ ε::patient/↑::department ∨ ε::patient/↑::parent][1]
[ε::department[↓::name=$nurseDept] ∨
ε::patient[↓::wardNo=$nurseWard]][¬ (↑+::sibling) ∧
¬ (↑+::department[↓::name 6= $nurseDept])]

The evaluation of Q1 over the XML document of Figure 6.2 returns the node patient3; Q2 returns
an empty set of nodes; while Q3 returns the node symptoms1. �

For an update speci�cation Sup=(D, annup) and an update type ut, we de�ne an X ⇑[n,=]

predicate Uut, called the updatability predicate, such that: for any XML tree T ∈ T (D), a node
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n of T can be updated with an operation of type ut i�: n � Uut. More speci�cally, given an
update operation op of type ut and with target expression, we rewrite op into another one op′

and this by simply replacing its target expression with target[Uut]. The rewritten operation
op′ concerns only nodes that are updatable w.r.t Sup through updates of type ut. When an
access speci�cation Sread is de�ned in addition to Sup, the target expression of the operation op
is rewritten �rst w.r.t Sread into target′ (using the accessibility predicate as explained above),
target′ is rewritten then w.r.t Sup into target′[Uut]. Let op′ be the rewriting of op by replacing
its target expression with target′[Uut]. We ensure that the execution of op′ over any XML tree
that conforms to D updates only accessible and updatable nodes. More details of our rewriting
functions can be found in [MI12a].

For integration purpose, SVMAX provides additional modules to rewrite update operations
of each proprietary update language of the database systems Sedna and eXist.

6.2.4 Validator

In most of the incremental validation approaches [BPV04,BLS06], the XML document is prepro-
cessed and all its nodes and their relationships (e.g. parent-child, �rst/last child, sibling nodes)
are presented with some indexed �les. The resulted structure requires an additional storage
cost38, must be maintained each time the document is updated, and its size grows logarithmi-
cally with the size of the document.

To avoid these costs, we propose an e�cient validation approach that translates each update
operation op, de�ned in X ⇑ over a DTD D, into a valid one op′, de�ned in X ⇑,⇔[n,=], such that:

op′(T ) ∈ T (D) for any XML tree T ∈ T (D). Our approach is based on the rewriting principle
and consists in adding an X ⇑,⇔[n,=] predicate to the target of the update operation in order to ensure
that the content of the elements concerned by the update still valid after the update is done.
When the rewritten update is launched to be evaluated by any XQuery Update processor, the
rewritten target expression is evaluated �rst to determine the XML nodes to be updated. In
case of an invalid update operation op (i.e. op(T ) /∈ T (D)), the target of the rewritten update
op′ must return an empty set of nodes, i.e., op′(T ) = T .

Based on this rewriting principle, SVMAX transforms all update operations into valid ones,
without using any auxiliary structure, and in a time that depends only on the size of the document
DTD. Our validation approach is still an ongoing work and thus not detailed in this manuscript.
Moreover, it is applied only for atomic updates (i.e. the primitive update of Section 3.5). As our
validation of combined operations still remains an ongoing work, SVMAX temporarily provides
a static validation to allow validation after sequence of update operations. Through SVMAXV

tool, the users can choose to execute our validation automatically after each atomic update, or
to manually perform a static validation.

6.2.5 Evaluation

Consider the access rights of Example 6.1. Figure 6.5 represents the system interface that is
provided to the nurse. The left part of the �gure depicts the hospital DTD view; while the tree
at the right part is the view of the original XML data shown in Figure 6.2. Based on these views,
the user can formulate her queries and update operations which are rewritten and evaluated
over the original data. By default, SVMAXV uses the Saxon processor39 to evaluate our XPath

38This is prohibitively expensive in case of native XML databases where collections of large XML documents
are stored.

39Available at: http://www.saxonica.com/welcome/welcome.xml.
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Figure 6.5: Processing XML data using SVMAXV

queries and XQuery update operations. Moreover, other processors can be used to manipulate
native XML databases: BaseX, Sedna, and eXist processors.

The evaluation results are the number of returned/updated nodes and consumed time. Each
node referred to by an XPath query is returned along with their attributes and descendant nodes.
In case of updates however, a virtual version of the updated XML document is shown �rst, the
user can choose to apply the updates over the original data. The user is warned by messages
for example in the case of insu�cient privileges, or where the updates may result an invalid
document.

6.3 Performance Study

In this section we present an evaluation of SVMAX. Our system is provided both as a Java API
and a visual tool, the SVMAXV . Using this latter, one can choose a document DTD, specify
access and update policies, and enforce these policies over underlying XML data. We focused in
our experiments on the overall-time required for rewriting and evaluation of XPath queries (resp.
XQuery updates). The study is conducted on the following aspects: 1) measure of scalability
and degradation of our rewriting approaches, and 2) comparison of SVMAX with respect to
naive approach. Since our system can be integrated within existing NXDs, the other concern of
experimentation is integration e�ciency.
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Figure 6.6: SVMAX rewriting degradation for (a) read and (b) update rights.

6.3.1 Scalability

We measure the time required by SVMAX for rewriting of general XPath queries and XQuery
update operations. We use the complex real-life recursive DTD GedML40 and we generate
randomly 10 access and update speci�cations by varying the number of annotations (from 20
into 200 and from 100 into 1000 annotations for access and update rights resp.). After, we de�ne
di�erent XPath queries of size41 400 that include most features of the XPath fragment X ⇑: with
↓∗-axis (Q1); with ↓∗-axis and predicates (Q2); with ↓-axis (Q3); with ↓-axis and predicates (Q4);
with ↓∗-axis, predicates, and ∗-labels inside predicates (Q5); with ↓-axis, predicates, and ∗-labels
inside predicates (Q6). Note that the used predicates contain di�erent operators (e.g. ∧, ∨, and
text comparison). The remaining X ⇑ axis are discarded since the rewriting performance of the
↓∗-axis is almost the same as those of ↓+, ↑+ and ↑∗. Furthermore, ↑-axis requires almost the
same time as ↓-axis.

Using SVMAX, we rewrite these queries according to each of the access speci�cations pre-
viously generated. Figure 6.6 (a) shows the overall rewriting times. Notice that the rewriting
time obtains a constant nature, i.e., it does not increase with the growth of the number of access

40Genealogy Markup Language: http://xml.coverpages.org/gedml-dtd9808.txt.
41The size of an XPath expression is the occurrence number of all its element types, ∗-labels, and text()

functions.
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annotations. This can be explained by the fact that, for an XPath query in input, our rewriter
parses all its subqueries (with the form axis::label) and rewrites them using a special predicate,
the accessibility predicate (as explained in Section 6.2.3). The computation time of this latter is
negligible (less than 10 ms for large access speci�cations), and thus, our rewriting time depends
basically on the parsing of the query. Since our queries have the same size, the overall rewriting
time does not depend on the number of access annotations and still remains constant at some
point. Moreover, we remark that in general, a query with ↓+-axis requires more time than a
query with ↓-axis (Q1 w.r.t Q3), also a query with predicates consumes some additional time
(Q2 w.r.t Q1; and Q4 w.r.t Q3). The ∗-labels require less rewriting time (Q2 w.r.t Q5; and Q4

w.r.t Q6).

Consider now the update rights. We experiment only insert operations which have the form
�insert source before target�; where source is a sequence of XML nodes and target can be
any X ⇑ expression. Each update operation of type ut must be rewritten by adding an predicate
Uut as explained in Section 6.2.3. The de�nition of this updatability predicate depends only on
the number of update annotations and takes a negligible time. In case of insert and replace
operations, SVMAX performs an additional task to check whether all XML nodes de�ned with
parameter source are valid w.r.t the DTD. For this reason, the number of update annotations
and the size of source are the main parameters of our update experimentation.

Thus, we de�ne di�erent insert operations by varying the size of the XML nodes to be
inserted from 0MB, 1MB,..., 5MB. The update operations de�ned are rewritten w.r.t the update
speci�cations previously generated (with update annotations varying from 100 into 1000). The
rewriting times are depicted in Figure 6.6 (b). We should emphasize that our rewriting times of
insert and replace operations increase with the growth of the size of XML nodes to be inserted
(due to the validation check). However, the rewriting time of the remaining update operations
takes a constant nature (still independent to the number of update annotations).

6.3.2 Policy Enforcement Performance

We measure the end-to-end processing time of our system for larger access and update speci�-
cations and general update operations. Since no tool exists in practice to secure querying and
updating of recursive XML views, we compare our system only w.r.t some naive approach as
explained in the following.

We de�ne di�erent policies composed by both access and update rights as follows: P i={Siread,
Siup}, where Siread=(GedML, annread) and Siup=(GedMLv, annup). As explained in Section
6.1.3, each update speci�cation Siup is generated w.r.t the access speci�cation Siread. Moreover,
GedMLv is the (approximated) view of the GedML DTD computed w.r.t Siread. The experiment
consists in comparing SVMAX w.r.t the naive approach based on materialization [KMR09] and
node-level security annotation [MTKH06].

Naive process. Consider a policy P i={Siread, S
i
up}. We compute �rst a materialized view T

′
v

of T by eliminating all nodes that are inaccessible w.r.t Siread. After, we annotate the nodes of
T
′
v, according to annup, with security attributes with the form @ut=�+�/�-�, specifying whether

updates of type ut can be applied on these nodes. For instance, @insertBefore[B]=�+� at a
node n speci�es that insertion of B children in sibling position of n is allowed. Let T

′′
v be the

resulted view which is provided to user to formulate his queries/updates (security labels are
hidden from the user). An XPath query is evaluated directly over T

′′
v ; while an update operation

of type ut is rewritten �rst by adding the predicate @ut=�+� into its target expression, and then
evaluated over T

′′
v .
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Figure 6.7: Overall answering time: SVMAX versus naive approach.

SVMAX process. Each user update operation is rewritten w.r.t Siread to ensure con�dentiality
and Siup to preserve integrity of data; and then evaluated over the original document T .

Setup. We generate an XML document T of size 10MB that conforms to the GedML DTD, a
general update operation, and di�erent policies P i of size i (i=|annread|=|annup|) varying from
10 to 150. For each policy P i, the update is rewritten over 2i access and update annotations
and this using both our approach and the naive approach. Figure 6.7 shows the answering times
of each approach42. It is clearly shown that in case of large size of speci�cations and XML data,
our system requires a small answering time and achieves an improvement of the naive approach
by up to a factor of 10.

6.3.3 Integrating SVMAX within NXDs

Finally, we use SVMAX as a simple Java API and we integrate it within di�erent native XML
databases43: 1) BaseX, 2) Sedna and 3) eXist. The selection of these NXDs is done according
to their growing use, as well as to their supports for querying and updating of XML. The XPath
language is supported by the three NXDs. However, only BaseX provides implementation for the
XQuery update facility; each of the remaining systems provides a proprietary update language.

The communication between the SVMAXAPI and the underlying database system is ensured
by using the APIs XQJ and XML:DB, present in most systems. The goal of this integration is to
o�er existing databases easy-to-use and e�cient support to securely manipulate (recursive) XML
views, as well as to leverage advantages of these systems (e.g. query optimization technologies).

We generate a simple XML document of 2MB, a general update operation, and some policies
P 1,...,P 10 de�ned with the same principle explained in the previous subsection. Using the SV-
MAX rewriters (the XQuery Update rewriter for BaseX, and a special rewriter for both Sedna
and eXist as explained in Section 6.2.3), the update operation is safely rewritten w.r.t the di�er-
ent policies P i and sent to the underlying database for evaluation. The overall answering times
(rewriting and evaluation) are depicted in Figure 6.8. We remark �rst that eXist database takes
more time than the other (282 seconds for the simple policy P 1, i.e., with 20 annotations). The
BaseX XQuery processor overcomes noticeably the Sedna update processor in general by up to
a factor of 2.

42In the following �gures, the numbers of updated nodes are depicted at the middle.
43Integration within relational databases systems is discussed later.
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Figure 6.8: Integration of SVMAX within NXDs.

6.4 Conclusion

We plan to extend our system to take into account validation of composite updates. We also
intend to study the integration of our system within XML-enabled databases [Bou10], include
a consistency repair algorithm, and handle multiple updates in context of collaborative editing
[CIR11].
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XML has become a standard for representation and exchange of data across the web. Collabo-
rative work [ICR09] knows a growing and important use following a high availability of e�cient
hardware. Replication of data within di�erent sites is used to increase the availability of data by
minimizing the access's time to the shared data. However, the safety of the shared data remains
an important issue. In a nutshell, the aim of the thesis is to propose some models of XML
access control that take into account both read and update rights and that overcome limitations
of existing models. We consider the XPath language [CD99,BBC+10] and the XQuery Update
Facility [RCD+11] to formalize respectively user access queries and user update operations. We
give �rst formal descriptions of our read and update access control models. We present e�cient
algorithms, based on the query rewriting principal (algorithms Rewrite and Rewrite Updates

for rewriting XPath queries and update operations resp.), in order to enforce policies that can
be speci�ed using our models. Detailed proofs are given that show the correctness of our pro-
posals. The last part of this thesis studies the practicality of our proposals. Firstly, we present
our system, called SVMAX, that implements our solutions and we conduct an extensive exper-
imental study, based on real-life DTD, to show that it scales well. Many native XML databases
systems (NXD systems) have been proposed recently that are aware of the XML data structure
and provide e�cient manipulation of XML data by the use of most of W3C standards. Finally,
we show that our system SVMAX can be integrated easily and e�ciently within a large set
of NXD systems, namely BaseX, Sedna and eXist-db. We discuss later the integration of our
system within relational databases systems.

To the best of our knowledge, SVMAX is the �rst system for securing XML data in the
presence of arbitrary DTDs (recursive or not), a signi�cant fragment of XPath and a rich class
of XML update operations.

Summary of Contributions

Most of existing works around the access control of XML documents are based on the de�nition
of a view that shows, for each class of users, the parts of the XML data they are allowed to access.
This view is the result of the annotation of the DTD grammar, associated to the XML document,
by di�erent access conditions speci�ed by XPath expressions. The XML views are often virtual
which has to overcome costs of views materialization and maintenance. To prevent access to
con�dential data, hidden by the view, each XPath query posed by the user over the virtual
view must be rewritten in order to be evaluated safely over the original document. However,
the rewriting of XPath queries in the case of recursive XML views remains an open problem.
To overcome this problem, some studies have suggested working with a non-standard language,
called Regular XPath, which is more expressive than XPath and o�ers the possibility to de�ne
recursive queries. Nevertheless, these studies remain theoretical because no tool is available
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in practice for the evaluation of Regular XPath queries against XML data. Moreover, some
works have shown that access control approaches based on Regular XPath may be of exponential
costs. We showed that the rewriting of XPath queries is always possible for recursive XML
views without any transformation to other languages (such as Regular XPath), and this by using
only the expressive power of the XPath standard. Our solution is based on the extension of the
more used fragment of XPath, called downward fragment, with some XPath axes and operators
(such as the position and the nodes comparison operators). We have proposed �rst an expressive
language for the speci�cation of access control policies and have shown that our policies are
complete and consistent. Based on our extended fragment, we have proposed a linear algorithm
for rewriting XPath queries against arbitrary XML views (recursive or not).

The majority of existing work around the XML access control only discuss read-access privi-
leges. The XML access control considering update operations has not received enough attention.
We have extended our �rst contribution to handle XML update rights. Our second contribution
is an expressive model for specifying XML update policies by means of the primitive updates of
the W3C XQuery Update Facility. Given a DTD grammar D, we annotate the elements of D
by di�erent update rights to specify the parts of the document the user is allowed to change.
We have compared our update speci�cation language with existing ones and shown how it can
overcome their limitations. In a nutshell, the few existing update access control models are lim-
ited only to non-recursive DTDs and cannot be extended to handle recursive ones. The update
policies speci�ed through our update speci�cation language are enforced by using the notion of
query rewriting. To do this, we have proposed a linear algorithm which allows to rewrite each
update operation, de�ned over an arbitrary DTD (recursive or not), into a safe one such that the
evaluation of the rewritten operation makes changes of only XML data the user is authorized to
update.

Our approaches are implemented and provided as a working system that presents the �rst
practical system for speci�cation and enforcement of both read and update rights over arbitrary
security views. We have conducted an extensive experimental study that shown the e�ciency
and the scalability of our solutions.

Summary of Further directions

Schema View Derivation For any access speci�cation S=(D, ann ) and any XML tree
T ∈ T (D), a virtual view Tv is extracted and provided to the user. The user needs a schema
of all his accessible data so he can query Tv. For this reason, a view of D must be derived
and provided to the user. This derivation is often simple and can be done e�ciently (see for
instance the view of the department DTD described in Example 4.2). In some situations how-
ever, DTD view's derivation is either costly or impossible. This problem has been introduced
�rst by [KMR05]. Even for non-recursive DTDs, views may be of exponential size [KMR05]
and/or require a more expressive language [GSC+09] (e.g. extended DTDs [MNSB06], XML
schemas [XML]) to be presented. Authors of [GSC+09] thoroughly studied the case of recursive
DTDs where the derivation process is more complicated. They showed that some access speci�-
cations require views that belong to a non-regular language, namely context-free language. Since
it is undecidable in general to check whether a context-free language accepts a regularization,
then the derivation of views in case of recursive DTDs is still an open problem. Authors discuss
brie�y the use of well known classical solutions [Par66,Cou91] that, for a view presented with a
context-free language, �nd an approximate regular view (i.e. that can be presented by a DTD).
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Figure 1: Example of Hospital data.

Our e�ort in this context is not yet �nished and not discussed in this manuscript. We have
re�ned the problem of DTD view's derivation discussed brie�y by [GSC+09]. We de�ned the
notion of exact DTD view that describes exactly all and only data that are accessible for some
group of user. Such view allows users to formulate precisely meaningful queries. Consider �rst
the case of non-recursive DTDs, the DTD view de�nition given in [KMR09] is still incomplete in
the sense that it may disclose information of inaccessible data. In this case, we plan to propose
an e�cient algorithm for view derivation of non-recursive DTDs. We should show that resulting
views are exact if access speci�cations are de�ned over some class of XPath queries. However,
for a larger class of XPath queries and/or for recursive DTDs, the derivation of exact DTD
views is more challenging, and indeed, undecidable. Thus, we plan to present a relaxed kind
of views, correct DTD view, that describes all accessible data. Correct views present someway
(under/over) approximation of exact views. We plan to propose an e�cient algorithm for correct
views derivation that will be based on the results found around approximation of context-free
languages [Ned00,ACC04b]. Furthermore, we plan to study some properties of DTDs and access
control policies for them this algorithm would give exact views. This will be the �rst algorithm
for DTD views derivation that will be integrated with our system.
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Figure 2: The interventions done for the patient �Henry� of Figure 1.

Interaction between read and update privileges

In addition to read-access rights, update rights can be imposed to specify parts of the document
which can be updated by the users. In this case, we should show that rewriting an update
operation, posed over a virtual XML view, by considering simply the update rights is not su�cient
to make XML updates secure. In other words, an update operation can be safe w.r.t. the update
policy but performing this operation directly over the original document can make disclosure of
sensitive data hidden by the security view. A simple example is given in the following.

Example 6.3. Consider the XML document of Figure 1 and its additional part depicted in
Figure 2. Suppose that the patient 'Laurent ' is in a critical situation and all his data is private
and can be shown only to his doctors. Consequently, the node patient2 (with its immediate
children pname2, wardNo2, parent2, sibling2, symptoms2, and investigation2) must be hidden
for doctor 'Imine', and then the nodes patient3 and patient4 appear as immediate nodes of
parent1 in the security view of 'Imine'. Suppose that the doctor 'Imine' can read and update
the information of the treatments that he has done, i.e. all the nodes of Figure 2 except those
between implies2 and intervention12. Now, if the doctor 'Imine' knows at least that there is a
patient in the hospital with name 'Laurent ', then the localization of Laurent data is quite simple.
Consider the following update operation posed by 'Imine':

delete ↓∗::patient[↓::pname='Henry'][Q1]/↓::intervention/↓::treatment/↓::Tresult
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where Q1 = ↓::parent/↓::patient[↓::pname ='Laurent']

The execution of this update over the data of Figure 1 deletes the node Tresult1 depicted
in Figure 2. Thus, the predicate Q1 is valid at node patient1, which provides that Laurent
con�dential data is between either the nodes parent1 and patient3 or the nodes parent1 and
patient4. Other information can be also deduced. We rede�ne now the predicate Q1 of the
previous update operation as follows:

Q2 = ↓::parent/↓::patient[↓::pname='Laurent']/↓∗::treatment
[↓::type='type1' ∨ · · · ∨ ↓::type='typen']

If the new update operation deletes the node Tresult1 of Figure 2, then the doctor 'Imine' can
deduce that some treatment (whose type belongs to the list {type1, ..., typen}) have been applied
for patient 'Laurent '. �

In general, the execution of an update operation can reveal to the user the existence of
some sensitive data s/he is not entitled to see. Our �rst e�ort at this context has been done
in [MI12d]. We plan to study thoroughly the interaction between read and update privileges in
order to preserve con�dentiality and integrity properties.

Manipulating Valid XML Data An XML element is said to be valid w.r.t a DTD D if its
content (list of its text and elements children) conforms with the content model associated to its
type in D. More precisely, given a document DTD D=(Σ, P , root) and an XML element n of
type A. The content string of n is formed by the concatenation of the labels of all its children
(text nodes are labeled str). We say that n is valid w.r.t D if its content string is a word that
belongs to the regular expression de�ned by P (A). Moreover, we say that an XML tree T is
valid w.r.t D if all its elements are valid w.r.t D; and its root node is labeled with root. We
denote by op(T ) the XML tree resulting from the evaluation of an update operation op over an
XML tree T .

In many cases (e.g. data centric applications), XML data manipulated required to be valid
w.r.t a given DTD grammar/XML schema and this along the cycle-life of the application. For
this reason, it is important to prevent updates that transform valid XML data into invalid ones.
To this end, the naive process (called static validation or validation from scratch) consists in
checking the validity of the entire XML document every time an update is performed. As this
task becomes prohibitively expensive in case of large XML data, the incremental validation is
introduced. Given a document DTD D, an XML tree T ∈ T (D), and an update operation
op. The problem of incremental validation consists in checking whether op(T ) ∈ T (D). More
precisely, the goal is to check, before the update op is made, if the contents of the elements
referred to by the update will still valid after the update is applied.

In most of the incremental validation approaches [BPV04, BLS06], the XML document is
preprocessed and all its nodes and their relationships (e.g. parent-child, �rst/last child, sibling
nodes) are presented with some indexed �les. The resulted structure requires an additional
storage cost44, must be maintained each time the document is updated, and its size grows
logarithmically with the size of the document.

To avoid these costs, we plan to propose an e�cient validation approach that translates
each update operation op into a valid one op′ such that: op′(T ) ∈ T (D) for any XML tree
T ∈ T (D). Our approach would be based on the rewriting principle and consists in adding

44This is prohibitively expensive in case of native XML databases where collections of large XML documents
are stored.
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some predicates to the target of the update operation in order to ensure that the contents of the
elements concerned by the original update should still valid after the rewritten update is done.
When the rewritten update is launched to be evaluated by any XQuery Update processor, the
rewritten target expression is evaluated �rst to determine the XML nodes to be updated. In
case of an invalid update operation op (i.e. op(T ) /∈ T (D)), the target of the rewritten update
op′ should return an empty set of nodes, i.e., op′(T ) = T . Based on this rewriting principle, we
plan to overcome the costs of existing incremental techniques: we should be able to transform
all update operations into valid ones, without using any auxiliary structure, and in a time that
depends only on the size of the DTD document.

Around SVMAX

We have discussed in this thesis the integration of our system SVMAX only within NXDs
systems. Many relational databases systems (e.g. Oracle 11g, IBM DB2 ) provide supports
for manipulating XML data through relational storage and hybrid techniques (e.g. SQL-XML
language). These systems are called XML-enabled databases systems (XEDs systems). The
integration of our system SVMAX within XEDs systems is still a future work and can be done
as follows. The di�erent interfaces of SVMAX are used by the administrator for the speci�cation
of policies as well as by the user for the formulation of access and update requests. Each user
request is rewritten into a safe one w.r.t the concerned policy. Since the XML data is stored in a
relational manner within XEDs systems, we should translate the rewritten requests of SVMAX
into relational queries, i.e. SQL queries, to be evaluated over the underlying data. We plan to
investigate the use of some techniques [DTCÖ03, FYL+09] for the translation between XML-
queries and SQL-queries. The relational data resulting by this evaluation is returned to the user
in XML format using the mapping layers provided by the underlying system.
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Proofs

A.1 Proofs of Chapter 3

Property 3.1. Given an XML tree T with root node, we de�ne some equivalences between
X ⇑[n,=] queries as follows:

1. If q1 ≡ q2 then q1[f ] ≡ q2[f ].

2. For any node test η 6= text(): α::η[f1][ε::∗[f2]] ≡ α::∗[f1][ε::η[f2]] ≡ α::η[f1 ∧ f2].

3. For any X ⇑ predicates f1 and f2: ↓∗::η1[f1][α::η2[f2]] ≡ ↓∗::η2[f2]/α−1::η1[f1].

4. α1::η1/. . ./αk::ηk ≡ ↓∗::ηk[α−1k ::ηk−1/. . ./α
−1
2 ::η1/α

−1
1 ::root].

5. m ∈ SJ↓∗::η[f ]K(T ) if and only if m ∈ ξJε::η[f ]K. �

Proof A.1. We consider in the following the XML tree T = (N, r,R↓, R→, λ, ν). Note that
an XPath query Q over T is evaluated over the root node r of T , i.e. SJQK(T )=SJQK({r}).
Moreover, it is clear that n α m is equivalent to m α−1 n. We prove now equivalences given in
Property 3.1.

1. If q1 ≡ q2 then q1[f ] ≡ q2[f ]. Since q1 ≡ q2 then SJq1K(T )=SJq2K(T ). We have:

SJq1[f ]K(T ) = SJq1K(T ) ∩ ξJfK = SJq2K(T ) ∩ ξJfK = SJq2[f ]K(T ).

Therefore, q1[f ] ≡ q2[f ].

2. For any node test η 6= text(): α::η[f1][ε::∗[f2]] ≡ α::∗[f1][ε::η[f2]] ≡ α::η[f1 ∧ f2].
According to the XPath standard [BBC+10], ε::∗ over a node m checks whether m is an element
node and not a text node, i.e. m ∈ ξJε::∗K if and only if λ(m) 6= str. Intuitively, for an element
node m, we have:

� m ∈ ξJε::∗K,

� m ∈ ξJε::lK i� λ(m)=l,

� m ∈ ξJε::∗[f ]K i� m ∈ ξJfK,

� m ∈ ξJε::l[f ]K i� λ(m)=l and m ∈ ξJfK.
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Firstly, let η be an element type l (the case where η = ∗ is brie�y discussed later). We consider
the following deductions:

(a) Evaluation of α::η[f1][ε::∗[f2]] over T :

- SJα :: η[f1][ε :: ∗[f2]]K({r})︸ ︷︷ ︸
A

= SJα::η[f1 ∧ ε::∗[f2]]K({r}) =

SJα::ηK({r}) ∩ ξJf1 ∧ ε::∗[f2]K = SJα :: ηK({r})︸ ︷︷ ︸
A1

∩ ξJf1K ∩ ξJε :: ∗[f2]K︸ ︷︷ ︸
A2

- A1 = α({r}) ∩ T (η) = {m ∈ T | r α m, λ(m) = l}

- ξJε::∗[f2]K = {n ∈ T | SJε::∗[f2]K({n}) 6= φ} = {n ∈ T | λ(n) 6= str, n ∈ ξJf2K}45

- A2 = ξJf1K ∩ ξJε::∗[f2]K = {m ∈ T | m ∈ ξJf1K} ∩ {n ∈ T | λ(n) 6= str, n ∈ ξJf2K} =
{n ∈ T | λ(n) 6= str, n ∈ ξJf1K, n ∈ ξJf2K}

- A = A1 ∩A2 = {m ∈ T | r α m, λ(m) = l} ∩ {n ∈ T | λ(n) 6= str, n ∈ ξJf1K, n ∈ ξJf2K}=
{m ∈ T | r α m, λ(m) = l, λ(m) 6= str, m ∈ ξJf1K, m ∈ ξJf2K}

Since λ(m) = l, i.e. m is an element node, then λ(m) 6= str can be omitted. Therefore:

A = {m ∈ T | r α m, λ(m) = l, m ∈ ξJf1K, m ∈ ξJf2K}

(b) Evaluation of α::∗[f1][ε::η[f2]] over T :

- SJα :: ∗[f1][ε :: η[f2]]K({r})︸ ︷︷ ︸
B

= SJα :: ∗K({r})︸ ︷︷ ︸
B1

∩ ξJf1K ∩ ξJε :: η[f2]K︸ ︷︷ ︸
B2

- B1 = α({r}) ∩ T (∗) = {s ∈ T | r α s, λ(s) 6= str}

- ξJε::η[f2]K = {n ∈ T | SJε::η[f2]K({n}) 6= φ} = {t ∈ T | λ(t) = l, t ∈ ξJf2K}

- B2 = ξJf1K ∩ ξJε :: η[f2]K = {t ∈ T | λ(t) = l, t ∈ ξJf1K, t ∈ ξJf2K}

- B = B1 ∩B2 = {s ∈ T | r α s, λ(s) 6= str} ∩ {t ∈ T | λ(t) = l, t ∈ ξJf1K, t ∈ ξJf2K} =
{s ∈ T | r α s, λ(s) = l, λ(s) 6= str, s ∈ ξJf1K, s ∈ ξJf2K}

Since s is an element node, then the condition λ(s) 6= str is useless and we conclude:

B = {s ∈ T | r α s, λ(s) = l, s ∈ ξJf1K, s ∈ ξJf2K}

(c) Evaluation of α::η[f1 ∧ f2] over T :

- SJα :: η[f1 ∧ f2]K({r})︸ ︷︷ ︸
C

= SJα :: ηK({r})︸ ︷︷ ︸
C1

∩ ξJf1 ∧ f2K

- C1 = {u ∈ T | r α u, λ(u) = l}

45λ(n) 6= str indicates that n is an element node.
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- C = C1 ∩ ξJf1 ∧ f2K (i.e. all nodes of C1 satisfying both f1 and f2 must be returned).
Therefore:

C = {u ∈ T | r α u, λ(u) = l, u ∈ ξJf1K, u ∈ ξJf2K}

We remark that A=B=C, i.e. the three evaluations SJα::l[f1][ε::∗[f2]]K(T ),
SJα::∗[f1][ε::l[f2]]K(T ), and SJα::l[f1 ∧ f2]K(T ) return the same set of nodes. For the case
where η = ∗, SJα::∗K({r}) is given by {w ∈ T | r α w}. It is obvious to show that the three
evaluations return, in case of η = ∗, the following set of nodes:

{w ∈ T | r α w, w ∈ ξJf1K, w ∈ ξJf2K}

We conclude �nally that, for any node test η 6= text(), the queries α::η[f1][ε::∗[f2]],
α::∗[f1][ε::η[f2]] and α::η[f1 ∧ f2] are equivalent.

3. ↓∗::η1[f1][α::η2[f2]] ≡ ↓∗::η2[f2]/α−1::η1[f1]. We must show that for any predicates f1 and
f2 of X ⇑, the queries ↓∗::η1[f1][α::η2[f2]] ≡ ↓∗::η2[f2]/α−1::η1[f1] are equivalent. For the sake of
readability, we consider only simple X ⇑ predicates of size one, primarily predicates of the form
α::η and α::η = c and composition of these two predicates (e.g. (α1::η1 ∧ α2::η2), ¬(α::η = c)).
We should emphasize that the proof for complex X ⇑ predicates (i.e. for arbitrary size) can be
done in a similar way.

� Case of simple predicates (f1=α11::η11, f2=α22::η22): We must show that
↓∗::η1[α11::η11][α::l2[α22::η22]] ≡ ↓∗::η2[α22::η22]/α−1::η1[α11::η11].

(a) Evaluation of ↓∗::η1[α11::η11][α::η2[α22::η22]] over T :

- SJ↓∗:: η1[α11 :: η11][α :: η2[α22 :: η22]]K({r})︸ ︷︷ ︸
A

=

SJ↓∗::η1[α11::η11 ∧ α::η2[α22::η22]]K({r}) =
SJ↓∗::η1K({r}) ∩ ξJα11::η11 ∧ α::η2[α22::η22]K =
SJ↓∗:: η1K({r})︸ ︷︷ ︸

A1

∩ ξJα11 :: η11K︸ ︷︷ ︸
A2

∩ ξJα :: η2[α22 :: η22]K︸ ︷︷ ︸
A3

- A1 = {m1 ∈ T | r ↓∗ m1, λ(m1) ≈ η1}46

- A2 = {m′11 ∈ T | SJα11::η11K({m
′
11}) 6= ∅} =

{m′11 ∈ T | ∃m11 ∈ T , m
′
11 α11 m11, λ(m11) ≈ η11}

- A3 = {m′2 ∈ T | SJα :: η2[α22 :: η22]({m
′
2}) 6= ∅} =

{m′2 ∈ T | ∃m2 ∈ T , m
′
2 α m2, λ(m2) ≈ η2, m2 ∈ ξJα22 :: η22K} =

{m′2 ∈ T | ∃m2,m22 ∈ T , m
′
2 α m2, λ(m2) ≈ η2, m2 α22 m22, λ(m22) ≈ η22}

- A = A1 ∩ A2 ∩ A3, this means that m1 nodes of A1 must coincide with m
′
11 and m

′
2 of A2

and A3 respectively. Therefore:

46λ(n) ≈ η denotes that label of n corresponds to the node test η, i.e. λ(n) = str and η = text(), or λ(n) = η = l
(for an element type l), or η = ∗ and λ(n) is any element type.
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A =

 m1 ∈ T
∣∣∣ ∃m11,m2,m22 ∈ T,
λ(m1) ≈ η1, λ(m11) ≈ η11, λ(m2) ≈ η2, λ(m22) ≈ η22,
r ↓∗ m1,m1 α11 m11,m α m2,m2 α22 m22


(b) Evaluation of ↓∗::η2[α22::η22]/α−1::η1[α11::η11] over T :

- SJ↓∗:: η2[α22 :: η22]/α
−1 :: η1[α11 :: η11]K({r})︸ ︷︷ ︸
B

= SJα−1::η1[α11::η11]K(SJ↓∗:: η2[α22 :: η22]K({r})︸ ︷︷ ︸
B1

)

- B1 = SJ↓∗:: η2K({r}) ∩ ξJα22::η22K =
{s2 ∈ T | r ↓∗ s2, λ(s2) ≈ η2, s2 ∈ ξJα22 :: η22K} =
{s2 ∈ T | ∃s22 ∈ T , r ↓∗ s2, λ(s2) ≈ η2, s2 α22 s22, λ(s22) ≈ η22}

- B = SJα−1::η1[α11::η11]K(B1) =
{s1 ∈ T | ∃s2 ∈ B1, s2 α−1 s1, λ(s1) ≈ η1, s1 ∈ ξJα11 :: η11K} =
{s1 ∈ T | ∃s2 ∈ B1, s11 ∈ T , s2 α−1 s1, λ(s1) ≈ η1, s1 α11 s11, λ(s11) ≈ η11}

- From the de�nition of B1, we conclude that:

B =

 s1 ∈ T
∣∣∣ ∃s11, s2, s22 ∈ T,λ(s2) ≈ η2, λ(s22) ≈ η22, λ(s1) ≈ η1, λ(s11) ≈ η11,
r ↓∗ s2, s2 α22 s22, s2 α

−1 s1 , s1 α11 s11


Note that the condition s2 α−1 s1 of B can be replaced with s1 α s2. Finally, it re-
mains to show that A=B, i.e. each node of A holds the conditions of B and vice versa.
Let us compare between the two sets of nodes A and B representing the evaluations
↓∗::η1[α11::η11][α::η2[α22::η22]](T ) and ↓∗::η2[α22::η22]/α−1::η1[α11::η11](T ) respectively:

A =

 m1 ∈ T
∣∣∣ ∃m11,m2,m22 ∈ T,
λ(m1) ≈ η1, λ(m11) ≈ η11, λ(m2) ≈ η2, λ(m22) ≈ η22,
r ↓∗ m1 ,m1 α11 m11,m1 α m2,m2 α22 m22


B =

 s1 ∈ T
∣∣∣ ∃s11, s2, s22 ∈ T,λ(s1) ≈ η1, λ(s11) ≈ η11, λ(s2) ≈ η2, λ(s22) ≈ η22,

r ↓∗ s2 , s1 α11 s11, s1 α s2 , s2 α22 s22


We de�ne the mapping m1 → s1, m11 → s11, m2 → s2, and m22 → s22 from nodes of A

to nodes of B. Thus, we remark that A and B have the same conditions except the additional
conditions r ↓∗ m1 of A and r ↓∗ s2 of B. Thus, for each set (A or B), its additional condition
must be satis�ed by the nodes of the second set. Since r is the root node then for any node set
and for any node t the condition r ↓∗ t holds. Finally, we conclude that for any simple predicates
f1 and f2 of X ⇑ with the form α::η, the queries ↓∗::η1[f1][α::η2[f2]] and ↓∗::η2[f2]/α−1::η1[f1] are
equivalent.

� Case of predicates with text-comparison (f1 and f2 are given by α11::η11 = c1 and
α22::η22 = c2 resp.): This case can be proven following the same principle as the previous
case (i.e. predicates of the form α::η). Thus, in the following deductions some intermediate
steps are omitted. Recall that: ξJp = cK={n ∈ T | ϕJcK(SJpK({n})) 6= φ}={n ∈ T | ∃m ∈ T ,
m ∈ SJpK({n}), ν(m) = c}.

(a) Evaluation of ↓∗::η1[α11::η11 = c1][α::η2[α22::η22 = c2]] over T :
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- SJ↓∗:: η1[α11 :: η11 = c1][α :: η2[α22 :: η22 = c2]]K({r})︸ ︷︷ ︸
A′

=

SJ↓∗:: η1K({r})︸ ︷︷ ︸
A
′
1

∩ ξJα11 :: η11 = c1K︸ ︷︷ ︸
A
′
2

∩ ξJα :: η2[α22 :: η22 = c2]K︸ ︷︷ ︸
A
′
3

- A
′
1 = {m1 ∈ T | r ↓∗ m1, λ(m1) ≈ η1}

- A
′
2 = {m′11 ∈ T | ∃m11 ∈ T , m11 ∈ SJα11::η11K({m

′
11})), ν(m11) = c1} =

{m′11 ∈ T | ∃m11 ∈ T , m
′
11 α11 m11, λ(m11) ≈ η11, ν(m11) = c1}

- A
′
3 = {m′2 ∈ T | SJα :: η2[α22 :: η22 = c2]({m

′
2}) 6= ∅} =

{m′2 ∈ T | ∃m2 ∈ T , m
′
2 α m2, λ(m2) ≈ η2, m2 ∈ ξJα22 :: η22 = c2K} =

{m′2 ∈ T | ∃m2,m22 ∈ T , m
′
2 α m2, λ(m2) ≈ η2, m2 α22 m22, λ(m22) ≈ η22, ν(m22 = c2}

- Finally, we conclude that:

A
′

=

 m1 ∈ T
∣∣∣ ∃m11,m2,m22 ∈ T,
λ(m1) ≈ η1, λ(m11) ≈ η11, λ(m2) ≈ η2, λ(m22) ≈ η22,
r ↓∗ m1,m1 α11 m11,m α m2,m2 α22 m22, ν(m11) = c1, ν(m22) = c2


(b) Evaluation of ↓∗::η2[α22::η22 = c2]/α−1::η1[α11::η11 = c1] over T :

- SJ↓∗:: η2[α22 :: η22 = c2]/α
−1 :: η1[α11 :: η11 = c1]K({r})︸ ︷︷ ︸
B′

=

SJα−1::η1[α11::η11 = c1]K(SJ↓∗:: η2[α22 :: η22 = c2]K({r})︸ ︷︷ ︸
B
′
1

)

- B
′
1 = SJ↓∗:: η2K({r}) ∩ ξJα22::η22 = c2K =

{s2 ∈ T | ∃s22 ∈ T , r ↓∗ s2, λ(s2) ≈ η2, s2 α22 s22, λ(s22) ≈ η22, ν(s22) = c2}

- B
′
= SJα−1::η1[α11::η11 = c1]K(B

′
1) =

{s1 ∈ T | ∃s2 ∈ B
′
1, s2 α

−1 s1, λ(s1) ≈ η1, s1 ∈ ξJα11 :: η11 = c1K} =
{s1 ∈ T | ∃s2 ∈ B

′
1, s11 ∈ T , s2 α−1 s1, λ(s1) ≈ η1, s1 α11 s11, λ(s11) ≈ η11, ν(s11) = c1}

- From the de�nition of B
′
1, we conclude that: (s2 α

−1 s1 is replaced by s1 α s2)

B
′

=

 s1 ∈ T
∣∣∣ ∃s11, s2, s22 ∈ T,λ(s2) ≈ η2, λ(s22) ≈ η22, λ(s1) ≈ η1, λ(s11) ≈ η11,
r ↓∗ s2, s2 α22 s22, s1 α s2, s1 α11 s11, ν(s11) = c1, ν(s22) = c2


Remark that A

′
di�ers from A with only the additional conditions ν(m11) = c1 and ν(m22) = c2,

as well as B
′
di�ers from B with the addition of the two conditions ν(s11) = c1 and ν(s22) = c2.

By mappingmi nodes of A into nodes si in B we have shown that A=B, and since equivalent con-
ditions are added into nodes of A and B, then we conclude that A

′
=B

′
. Summing up, for simple

X ⇑ predicates of the form α::η and α::η = c, we have shown that the queries ↓∗::η1[f1][α::η2[f2]]
and ↓∗::η2[f2]/α−1::η1[f1] are equivalent.

� Case of conjunction of predicates: We must show that the queries ↓∗::η1[f1∧f
′
1][α::η2[f2∧

f
′
2]] and ↓∗::η2[f2∧f

′
2]/α

−1::η1[f1∧f
′
1] are equivalent for conjunction of predicates of the forms α::η

and/or α::η=c. Based on the semantics given in Table 3.1, it is easy to prove that SJp[f1∧f2]K(T )
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is equivalent to the query SJp[f1]K(T ) ∩ SJp[f2]K(T ). Thus, the queries ↓∗::η1[f1∧f
′
1][α::η2[f2∧f

′
2]]

and ↓∗::η2[f2 ∧ f
′
2]/α

−1::η1[f1 ∧ f
′
1] can be easily translated into conjunction of some queries

composed with only predicates of the form α::η and α::η = c. More precisely, these queries can
be translated as follows:

- ↓∗::η1[f1 ∧ f
′
1][α::η2[f2 ∧ f

′
2]] =

↓∗::η1[f1][α::η2[f2 ∧ f
′
2]] ∩ ↓∗::η1[f

′
1][α::η2[f2 ∧ f

′
2]] =

↓∗:: η1[f1][α :: η2[f2]]︸ ︷︷ ︸
A1

∩ ↓∗:: η1[f1][α :: η2[f
′
2]]︸ ︷︷ ︸

A2

∩ ↓∗:: η1[f
′
1][α :: η2[f2]]︸ ︷︷ ︸
A3

∩ ↓∗:: η1[f
′
1][α :: η2[f

′
2]]︸ ︷︷ ︸

A4

.

- ↓∗::η2[f2 ∧ f
′
2]/α

−1::η1[f1 ∧ f
′
1] =

↓∗::η2[f2]/α−1::η1[f1 ∧ f
′
1] ∩ ↓∗::η2[f

′
2]/α

−1::η1[f1 ∧ f
′
1] =

↓∗:: η2[f2]/α−1 :: η1[f1]︸ ︷︷ ︸
B1

∩ ↓∗:: η2[f2]/α−1 :: η1[f
′
1]︸ ︷︷ ︸

B2

∩ ↓∗:: η2[f
′
2]/α

−1 :: η1[f1]︸ ︷︷ ︸
B3

∩

↓∗:: η2[f
′
2]/α

−1 :: η1[f
′
1]︸ ︷︷ ︸

B4

.

We shown that, for predicates f1 and f2 of the form α::η and α::η=c, the queries
↓∗::η1[f1][α::η2[f2]] and ↓∗::η2[f2]/α−1::η1[f1] are equivalent. Notice that the node sets A1, A2,
A3 and A4 are equivalent to B1, B2, B3 and B4 respectively. Thus, we conclude that the queries
↓∗::η1[f1 ∧ f

′
1][α::η2[f2 ∧ f

′
2]] and ↓∗::η2[f2 ∧ f

′
2]/α

−1::η1[f1 ∧ f
′
1] are equivalent.

� Case of disjunction of predicates: We must show that the queries ↓∗::η1[f1∨f
′
1][α::η2[f2∨

f
′
2]] and ↓∗::η2[f2 ∨ f

′
2]/α

−1::η1[f1 ∨ f
′
1] are equivalent for disjunction of predicates of the forms

α::η and/or α::η=c. This can be shown in a similar way as the previous case. In a nutshell, these
queries can be translated as follows:

- ↓∗::η1[f1 ∨ f
′
1][α::η2[f2 ∨ f

′
2]] =

↓∗::η1[f1][α::η2[f2 ∨ f
′
2]] ∪ ↓∗::η1[f

′
1][α::η2[f2 ∨ f

′
2]] = A1 ∪A2 ∪A3 ∪A4.

- ↓∗::η2[f2 ∨ f
′
2]/α

−1::η1[f1 ∨ f
′
1] =

↓∗::η2[f2]/α−1::η1[f1 ∨ f
′
1] ∪ ↓∗::η2[f

′
2]/α

−1::η1[f1 ∨ f
′
1] = B1 ∪B2 ∪B3 ∪B4.

Since the node sets A1, A2, A3 and A4 are equivalent to B1, B2, B3 and B4 respectively, then
the queries ↓∗::η1[f1 ∨ f

′
1][α::η2[f2 ∨ f

′
2]] and ↓∗::η2[f2 ∨ f

′
2]/α

−1::η1[f1 ∨ f
′
1] are equivalent.

� Case of negation of predicates: We must show that the queries ↓∗::η1[¬(f1)][α::η2[¬(f2)]]
and ↓∗::η2[¬(f2)]/α−1::η1[¬(f1)] are equivalent for negation of predicates of the forms α::η and/or
α::η=c. It is clear that SJp[f ]K(T ) is equivalent to SJpK(T ) \ SJp[¬(f)]K(T ). The equivalence
between the previous queries can be shown as follows:

- SJ↓∗::η2[¬(f2)]/α−1::η1[¬(f1)]K(T ) = SJα−1::η1[¬(f1)]K(SJ↓∗:: η2[¬(f2)]K(T )︸ ︷︷ ︸
A

).

- SJα−1::η1[¬(f1)]K(A) = SJα−1 :: η1K(A)︸ ︷︷ ︸
A1

\ SJα−1 :: η1[f1]K(A)︸ ︷︷ ︸
A2

.

- A = SJ↓∗:: η2K(T )︸ ︷︷ ︸
A3

\ SJ↓∗:: η2[f2]K(T )︸ ︷︷ ︸
A4

.

- A1 = SJα−1::η1K(A) = SJα−1::η1K(A3 \A4) = SJα−1::η1K(A3) \ SJα−1::η1K(A4).

- A2 = SJα−1::η1[f1]K(A) = SJα−1::η1[f1]K(A3\A4) = SJα−1::η1[f1]K(A3) \ SJα−1::η1[f1]K(A4).
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- A1 \A2 = (SJα−1::η1K(A3) \ SJα−1::η1K(A4)) \ (SJα−1::η1[f1]K(A3) \ SJα−1::η1[f1]K(A4)) =
SJα−1::η1K(A3) \ (SJα−1::η1K(A4) ∪ SJα−1::η1[f1]K(A3) ∪ SJα−1::η1[f1]K(A4)).

- SJα−1::η1K(A3) = SJα−1::η1K(SJ↓∗::η2K(T )) = SJ↓∗:: η2/α−1::η1K(T ) = SJ↓∗:: η1[α::η2]K(T ).

- SJα−1::η1K(A4) = SJα−1::η1K(SJ↓∗::η2[f2]K(T )) = SJ↓∗::η2[f2]/α−1::η1K(T ).

- SJα−1::η1[f1]K(A3) = SJα−1::η1[f1]K(SJ↓∗::η2K(T )) = SJ↓∗::η2/α−1::η1[f1]K(T ).

- SJα−1::η1[f1]K(A4) = SJα−1::η1[f1]K(SJ↓∗::η2[f2]K(T )) = SJ↓∗::η2[f2]/α−1::η1[f1]K(T ).

Notice that: (SJα−1::η1K(A4) ∪ SJα−1::η1[f1]K(A3) ∪ SJα−1::η1[f1]K(A4)) =
(SJ↓∗:: η1[α :: η2[f2]K(T )︸ ︷︷ ︸

B1

∪ SJ↓∗:: η1[f1][α :: η2]K(T )︸ ︷︷ ︸
B2

∪ SJ↓∗:: η1[f1][α :: η2[f2]K(T )︸ ︷︷ ︸
B3

).

- Since B3 ⊂ B2 then:
A1 \A2 = (SJ↓∗:: η1[α::η2]K(T )) \ (B1 ∪B2) = (SJ↓∗:: η1[α::η2]K(T ) \ B1) \ B2 =
SJ↓∗:: η1[α::η2[¬(f2)]]K(T ) \ B2 = SJ↓∗:: η1[¬(f1)][α::η2[¬(f2)]]K(T ).

We have shown that the queries ↓∗::η1[f1][α::η2[f2]] and ↓∗::η2[f2]/α−1::η1[f1] are equivalent
for simple predicates of the form α::η and α::η = c, as well as for composition of them (i.e.
conjunction, disjunction, and negation). It is still straightforward to generalize this proof in
order to take into account general X ⇑ predicates of arbitrary size.

4. α1::η1/. . ./αk::ηk ≡ ↓∗::ηk[α−1k ::ηk−1/. . ./α
−1
2 ::η1/α

−1
1 ::root]. The following deductions

provide this equivalence:

(a) Evaluation of α1::η1/. . ./αk::ηk over T :

- SJα1::η1K({r}) = {n1 ∈ T | r α1 n1, λ(n1) ≈ η1}

- SJα1::η1/α2::η2K({r}) = SJα2::η2K(SJα1::η1K({r})) =
{n2 ∈ T | ∃n1 ∈ T , r α1 n1, n1 α2 n2, λ(n1) ≈ η1, λ(n2) ≈ η2}

Let A be the node set resulted from the evaluation SJα1::η1/. . ./αk::ηkK({r}). Intuitively, A
is given by

A =

{
nk ∈ T

∣∣∣ ∃n1, . . . , nk−1 ∈ T, ∀1≤i≤k λ(ni) ≈ ηi,
r α1 n1, n1 α2 n2, . . . , nk−2 αk−1 nk−1, nk−1 αk nk

}

(b) Evaluation of ↓∗::ηk[α−1k ::ηk−1/. . ./α
−1
2 ::η1/α

−1
1 ::r] over T :

- SJ↓∗::ηkK({r}) = {nk ∈ T | r ↓∗ nk , λ(nk) ≈ ηk }︸ ︷︷ ︸
B1

.

- SJ↓∗::ηk[α−1k ::ηk−1/. . ./α
−1
2 ::η1/α

−1
1 ::root]K({r}) =

B1 ∩ ξJα−1k :: ηk−1/ . . . /α
−1
2 :: η1/α

−1
1 :: rootK︸ ︷︷ ︸

B2

.

- ξJα−1k ::ηk−1K = {nk ∈ T | ∃nk−1 ∈ T , nk α−1k nk−1, λ(nk−1) ≈ ηk−1}
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- ξJα−1k ::ηk−1/α
−1
k−1::ηk−2K = {nk ∈ T | ∃nk−1, nk−2 ∈ T , nk α

−1
k nk−1, nk−1 α

−1
k−1 nk−2,

λ(nk−1) ≈ ηk−1, λ(nk−2) ≈ ηk−2}

Intuitively B2 is given as follows:

B2 =

{
nk ∈ T

∣∣∣ ∃nk−1, . . . , n1 ∈ T, ∀1≤i≤k−1 λ(ni) ≈ ηi,
nk α

−1
k nk−1, . . . , n2 α

−1
2 n1, n1 α

−1
1 r

}
Finally, B (i.e. B1 ∩ B2) is given as follows:

B =

{
nk ∈ T

∣∣∣ ∃n1, . . . , nk−1 ∈ T, ∀1≤i≤k λ(ni) ≈ ηi,
r ↓∗ nk, nk α

−1
k nk−1 , . . . , n2 α

−1
2 n1 , n1 α

−1
1 r

}

Let us now compare between the two node sets A and B (each relation n α−1 m in B is
replaced with m α n):

A =

{
nk ∈ T

∣∣∣ ∃n1, . . . , nk−1 ∈ T, ∀1≤i≤k λ(ni) ≈ ηi,
r α1 n1, n1 α2 n2, . . . , nk−1 αk nk

}

B =

{
nk ∈ T

∣∣∣ ∃n1, . . . , nk−1 ∈ T, ∀1≤i≤k λ(ni) ≈ ηi,
r α1 n1 , n1 α2 n2 , . . . , nk−1 αk nk , r ↓∗ nk

}

Notice that the only di�erence between A and B is the additional condition r ↓∗ nk in
B. Since r is the root node, then for any node nk we have r ↓∗ nk. Thus, the condition
r ↓∗ nk of B is useless and can be omitted, as it can be added to A without changing its
semantic. We conclude then that A=B. Finally, we found that the queries α1::η1/. . ./αk::ηk
and ↓∗::ηk[α−1k ::ηk−1/. . ./α

−1
2 ::η1/α

−1
1 ::r] are equivalent.

5. m ∈ SJ↓∗::η[f ]K(T ) if and only if m ∈ ξJε::η[f ]K. Given a node m of T , we must show
�rst that if m is referred to by the query ↓∗::η[f ] over T , then m ∈ ξJε::η[f ]K. Secondly, if
m ∈ ξJε::η[f ]K then the node m must belong to the set of nodes returned by the evaluation
SJ↓∗::η[f ]K(T ).

=⇒ Assume by contradiction that m ∈ SJ↓∗::η[f ]K(T ) and m /∈ ξJε::η[f ]K. We have
SJ↓∗::η[f ]K(T )=SJ↓∗::η[f ]K({r})= {m | r ↓∗ m, λ(m) ≈ η, m ∈ ξJfK }. We conclude that
m corresponds to the node test η and the predicate f is valid over m. On the other hand,
assume that m /∈ ξJε::η[f ]K implies that either λ(m) 6≈ η or m ∈ ξJfK, which contradicts our
assumption (i.e. m ∈ SJ↓∗::η[f ]K(T )). Thus, if m ∈ SJ↓∗::η[f ]K(T ) then m ∈ ξJε::η[f ]K.

⇐= Assume by contradiction that m ∈ ξJε::η[f ]K and m /∈ SJ↓∗::η[f ]K(T ). The �rst con-
dition of the assumption implies that λ(m) ≈ η and m ∈ ξJfK. We have seen that
SJ↓∗::η[f ]K(T )={m | r ↓∗ m, λ(m) ≈ η, m ∈ ξJfK }. Thus, a node m does not belong to
this node set i�: 1) m is not a descendant of r, 2) λ(m) 6≈ η, or 3) m /∈ ξJfK. The �rst condition
is not ful�lled since r is the root node, while the second and the third conditions contradict our
assumption. Thus, if m ∈ ξJε::η[f ]K then m ∈ SJ↓∗::η[f ]K(T ).

We conclude �nally that for any nodem of T ,m ∈ SJ↓∗::η[f ]K(T ) if and only ifm ∈ ξJε::η[f ]K.
�
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A.2 Proofs of Chapter 4

For an access speci�cation S and an XML tree T , we show in the following how that the authorized
version TA of T is computed which contains all and only accessible parts of T .

De�nition A.1. Given an access speci�cation S=(D, ann ) and an XML tree T ∈ T (D). The
authorized view TA of T according to the speci�cation S is obtained from T as follows:

1. Annotate the root node of T with Y ;

2. Evaluate quali�ers of S top down starting from the root node and annotate nodes by Y or
N according to this evaluation;

3. For an annotation with value Nh, annotate the corresponding node and all its descendants
with N ;

4. For an annotation with value [Q]h, if its evaluation over a node n is false then annotate n
and all its descendants with N ;

5. For each unlabeled node,annotate it with the annotation of its nearest labeled ancestor;

6. Delete all nodes labeled with N , making all children of a deleted node n into children of
n's parent.

The resulted XML tree is called the authorized view of T . �

Given an XML tree T and its authorized view TA, each accessible node n of T must appear
in TA and vice versa, thus we de�ne a mapping between nodes of T and TA. We denote by nTA
a node of TA and by nT its corresponding node in T .

To simplify the proofs we rede�ne the semantic of the function ξ as follows. By ξJqK(N) we de-
note the nodes of the set N that satisfy the predicate q. Moreover, ξJq1[q2]K(N)=ξJq2K(ξJq1K(N)),
and SJp[q]K(N)=ξJqK(SJpK(N)).

A.2.1 Correctness of Accessibility Predicate

De�nition A.2. Given an access speci�cation S=(D, ann ) and an XML tree T ∈ T (D), then,
an element node n in T of type B with parent node of type A is accessible (i.e. shown in the
authorized view TA of T ) if and only if the following conditions hold:

i) Either there exists an explicitly de�ned annotation ann (A,B) that is valid at n; or the
�rst annotation explicitly de�ned over ancestors of n is valid.

ii) There is no downward-closed annotation de�ned over any ancestor node n
′
of n with value

Nh or [Q]h where n
′ 2 Q. �

Speci�cally, consider the nodes n1, . . . , nk where n1 is the root node, k ≥ 2, and each ni has
element type Ai. According to the condition (i) of De�nition A.2, an accessible node nj (j > 1)
should have either (a) an explicitly de�ned annotation ann (Aj−1, Aj) that is valid at nj (i.e.
ann (Aj−1, Aj)=Y |[Q]|[Q]h with nj � Q), or (b) an ancestor ni concerned by a valid annotation
(i.e. either the default annotation ann (Ai)=Y if ni is the root node, or an arbitrary annotation
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ann (Ai−1, Ai)) such that this annotation is the �rst one de�ned over ancestors of nj (i.e. no
annotation ann (Al−1, Al) is explicitly de�ned for i < l ≤ j). The condition (ii) of De�nition
A.2 implies that for any downward-closed annotation ann (Ai−1, Ai) de�ned over ancestor ni of
nj (i.e. i < j), either ann (Ai−1, Ai)6= Nh or ann (Ai−1, Ai)=[Q]h with nj � Q.

De�nition A.3. Given an access speci�cation S=(D, ann ), we de�ne two X ⇑[n] predicates A
acc
1

and Aacc2 as follows:

Aacc1 := ↑∗::*[allAnn][1][validAnn], where:
allAnn := ε::root ∨ann(A′,A)∈ann ε::A/↑::A′
validAnn := ε::root ∨(ann (A′,A)=Y )∈ann ε::A/↑::A′ ∨(ann (A′,A)=[Q]|[Q]h)∈ann ε::A[Q]/↑::A

′

Aacc2 := ∧(ann (A′,A)=[Q]h)∈ann ¬ (↑+::A[¬ (Q)]/↑::A′) ∧(ann (A′,A)=Nh)∈ann ¬ (↑+::A/↑::A′)

Aacc1 and Aacc2 satisfy the conditions (i) and (ii) of De�nition A.2 respectively. �

The �rst predicate checks whether the node n is explicitly concerned by a valid annotation
or inherits its accessibility from a valid annotation de�ned over its ancestors. While the second
predicate checks whether the node n is not in the scope of an invalid downward-closed annotation.
More speci�cally, the evaluation of the predicate ↑∗::*[allAnn] at a node n returns a node set N
that contains the node n and/or some of its ancestors such that each one is explicitly concerned by
an annotation of S (i.e. for any node m ∈ {n}∪ancestors (n)47 of type B with a parent node of
type A, m ∈ N if and only if ann (A,B) is explicitly de�ned in S). The predicate ↑∗::*[allAnn][1]
(i.e. N [1]) returns the �rst node in N , i.e. either the node n (if it is explicitly concerned by
an annotation) or the �rst ancestor of n that is explicitly concerned by an annotation . The
last predicate [validAnn] checks whether the annotation de�ned over the node N [1] is valid:
this means that either the node n is explicitly concerned by a valid annotation or it inherits its
accessibility from one of its ancestors that is concerned by a valid annotation (condition (i)). The
use of the second predicate Aacc2 is obvious: if n � Aacc2 then all the downward-closed annotations
de�ned over ancestors (n) are valid (condition (ii)).

Lemma A.1. Given an access speci�cation S=(D, ann ), we de�ne the accessibility predicate
Aacc:=Aacc1 ∧ Aacc2 such that: for any XML tree T ∈ T (D), a node n of T is accessible if and
only if: n � Aacc. �

Proof A.2. Given an access speci�cation S=(D, ann ), an XML tree T ∈ T (D), and its au-
thorized view TA, then, to prove that our accessibility predicate Aacc is �correct� (i.e. it can
be used to select all and only accessible nodes, Lemma A.1), we have to show that: (i) for any
node nTA of TA, its corresponding node nT must satisfy Aacc; and (ii) for any node nT of T that
satis�es Aacc, its corresponding node nTA must appear in TA. In other words, one can extract all
the nodes of TA from T using our accessibility predicate Aacc, moreover, all the accessible nodes
of T (i.e. selected using Aacc) represent all and only the nodes of TA. Speci�cally, we should
prove that: SJ↓∗::∗K(TA) = SJ↓∗::∗[Aacc]K(T ). We denote by R1 and R2 the nodes returned by
SJ↓∗::∗K(TA) and SJ↓∗::∗[Aacc]K(T ) respectively.

Consider an accessible node nTA of TA and its corresponding node nT in T . According to
the De�nition A.2, this means that there is no invalid downward-closed annotation de�ned over
ancestors of nTA , and one of the following conditions hold:

47We use ancestors (n) to refer to all ancestors of the node n.
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i) nTA is the root node.

ii) nTA is of type B, its parent node is of type A, and ann (A, B) is explicitly de�ned and it
is valid at nTA .

iii) No annotation is explicitly de�ned over the node nTA and this latter inherits its accessibility
from its parent node mTA .

If nTA has at least one ancestorm
′
TA

that is concerned by an invalid downward-closed annotation,

then all the subtree rooted at m
′
TA

is hidden (as we do using our materialization algorithm of
Chapter 4), the node nTA becomes inaccessible and does not appear in TA, which contradicts
our assumption that nTA is accessible. By assuming that no invalid downward-closed annotation
is de�ned over ancestors of nTA , the predicate Aacc2 (that is de�ned only over downward-closed
annotations) is true at nTA and then our accessibility predicate Aacc can be reduced to Aacc1

(since Aacc = Aacc1 ∧ Aacc2 ). Now, it remains to prove that R1 ⊆ R2 and R2 ⊆ R1 for all the
cases (i), (ii), and (iii).

Case I: (nTA is the root node)
Recall that for any access speci�cation and any XML tree, the root node of this tree is accessible
by default which is speci�ed by the special annotation ann (root)=Y . Assume that nTA is acces-
sible, then since its corresponding node nT is the root node of T then nT must be accessible too.
The predicate Aacc is de�ned over nT as follows:

Aacc := ↑∗::*[allAnn][1][validAnn], where:
allAnn := ε::root ∨ann(A′,A)∈ann ε::A/↑::A′
validAnn := ε::root ∨(ann (A′,A)=Y )∈ann ε::A/↑::A′ ∨(ann (A′,A)=[Q]|[Q]h)∈ann ε::A[Q]/↑::A

′

This predicate is valid at the node nT as shown by the following deductions:

- SJAaccK({nT }) = SJ↑∗::*[allAnn][1][validAnn]K({nT })
= ξJ[allAnn][1][validAnn]K(SJ↑∗:: *K({nT })︸ ︷︷ ︸

{nT }

)

- ξJ[allAnn][1][validAnn]K({nT }) = ξJ[1][validAnn]K(ξJ[allAnn]K({nT }))

- ξJ[allAnn]K({nT }) = ξJ[ε::root ∨ann(A′,A)∈ann ε::A/↑::A′]K({nT })

- We have ξJ[ε::root]K({nT })={nT }. Moreover, since the root type is concerned only by
ann (root)=Y , then for each other annotation ann (A′, A), ξJ[ε::A/↑::A′]K({nT })=∅. Thus:
ξJ[allAnn]K({nT })=ξJ[ε::root ∨ann(A′,A)∈ann ε::A/↑::A′]K({nT })={nT }.

- ξJ[1][validAnn]K(ξJ[allAnn]K({nT })) = ξJ[1][validAnn]K({nT })
= ξJ[validAnn]K(ξJ[1]{nT }K) = ξJ[validAnn]K({nT }).

- Since nT is the root of T , nT is of type root and then the predicate [validAnn] is valid at the
node nT (i.e. the sub-predicate ε::root is satis�ed at nT ). Thus: ξJ[validAnn]K({nT })={nT }.

- We conclude that: SJAaccK({nT })={nT } which means that nT is accessible.

We shown that for the root node nTA of TA inR2, its corresponding node nT exists inR2. We show
now the reverse: whether for each node nT of R2, its corresponding node nTA ∈ R1. We prove this
by contradiction, assume that nT � Aacc but nTA /∈ R1 (i.e. nTA is not accessible). The �rst case
of this proof consists in considering nT and nTA as the root nodes of T and TA respectively. Thus,
the node nTA is inaccessible if and only if there is an explicitly de�ned annotation ann (root)=N .
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Since the root node is not accessible, we eliminate ε::root from [validAnn] when computing Aacc.
In this case, the evaluation SJAaccK({nT }) is given by:

- SJAaccK({nT }) = ξJ[allAnn][1][validAnn]K(SJ↑∗:: *K({nT })︸ ︷︷ ︸
{nT }

)

= ξJ[allAnn][1][validAnn]K({nT })
= ξJ[1][validAnn]K(ξJ[allAnn]K({nT })︸ ︷︷ ︸

{nT }

) = ξJ[1][validAnn]K({nT })

- ξJ[1][validAnn]K({nT }) = ξJ[validAnn]K(ξJ[1]{nT }K) = ξJ[validAnn]K({nT }).

- [validAnn] is given by [∨(ann (A′,A)=Y )∈ann ε::A/↑::A′ ∨(ann (A′,A)=[Q]|[Q]h)∈ann ε::A[Q]/↑::A′]
and this by assuming that ann (root)=N .

- Since nT is the root of T , for each other annotation ann (A′, A): ξJ[ε::A/↑::A′]K({nT })=∅.
Thus, ξJ[validAnn]K({nT })=∅.

- We conclude that: SJAaccK({nT })=∅ which means that nT 2 Aacc.

This contradicts our assumption that nT � Aacc, then we conclude that nTA is accessible. In
other words, for each nT of R2, its corresponding node nTA ∈ R1. Finally, for the case (I) where
nT and nTA are the root nodes of T and TA respectively, we shown that R1 = R2.

Case II: (nTA is valid with an explicit annotation de�ned over its type)
Assume that the node nTA is concerned by an explicit annotation ann (A, B), i.e. nTA if of type
B, its parent node (which may be accessible or not) is of type A, and ann (A, B) is valid at nTA
(this means that either ann (A, B)=Y , or ann (A, B)=[Q]|[Q]h with nTA � Q). According to
this assumption, we should show that nT � Aacc. We denote by B ◦ σ(A,B) either B if ann (A,
B)=Y , or B[Q] if ann (A, B)=[Q]|[Q]h. Note that the annotation ann (A, B) is valid at nT i�:
nT � [ε :: B ◦ σ(A,B)/ ↑:: A]. Let us take a look at the predicate Aacc:

- SJ↑∗::*K({nT }) = {nT ,mk
T , . . . ,m

0
T , root}, where mk

T , . . . ,m
0
T (k ≥ 0) are the ancestors of

nT that connect it with root.

- SJAaccK({nT }) = ξJ[allAnn][1][validAnn]K(SJ↑∗::*K({nT }))
= ξJ[allAnn][1][validAnn]K({nT ,mk

T , . . . ,m
0
T , root})

= ξJ[1][validAnn]K(ξJ[allAnn]K({nT ,mk
T , . . . ,m

0
T , root})).

- [allAnn] is given by [ε::root ∨ ε::B/↑::A ∨ · · · ]48

- ξJ[allAnn]K({nT ,mk
T , . . . ,m

0
T , root})=ξJ[ε::root ∨ ε::B/↑::A ∨ · · · ]K({nT ,mk

T , . . . ,m
0
T , root})

={nT , . . . , root} (since we know that at least the nodes nT and root are concerned by some
annotations, we denote by . . . the ancestors of nT that are concerned by some annotations).

- ξJ[1][validAnn]K(ξJ[allAnn]K({nT ,mk
T , . . . ,m

0
T , root})) = ξJ[1][validAnn]K({nT , . . . , root})

= ξJ[validAnn]K(ξJ[1]K({nT , . . . , root})) = ξJ[validAnn]K({nT }).

- The predicate [validAnn] is given by: [ε::root ∨ ε::B ◦ σ(A,B)/↑::A ∨ · · · ]. It is clear
that the predicate [validAnn] is valid at the node nT since there is at least the sub-predicate
ε::B ◦ σ(A,B)/↑::A which is satis�ed at nT according to our assumption.

48We denote by · · · the disjunction of other annotations that are not de�ned over type of nT .
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- Thus:ξJ[validAnn]K({nT })={nT }. We conclude that: SJAaccK({nT })={nT } which means
that nT is accessible.

We have shown that for an nTA of TA that is accessible w.r.t an explicit annotation ann (A, B),
its corresponding node nT satis�es Aacc, i.e., for any nTA of R1 that is concerned by an explicit
valid annotation, nT ∈ R2. We show now the reverse by assuming that nT � Aacc but nTA /∈ R1.
The node nTA is inaccessible, this means that either it inherits its accessibility from an invalid
ancestor, or it is concerned by an invalid annotation (i.e. either ann (A, B)=N |Nh, or ann (A,
B)=[Q]|[Q]h with n 2 Q). The former case contradicts the case (II) of this proof where we
consider that nTA is concerned by an explicit annotation. While, the latter case contradicts our
assumption that nT � Aacc as we show in the following. The predicate [validAnn] is computed
w.r.t to only valid annotations as follows:

- ann (A, B)=N |Nh:
[validAnn]=[ε::root ∨(ann (A′′,A′)=Y )∈ann ε::A

′/↑::A′′ ∨(ann (A′′,A′)=[Q]|[Q]h)∈ann ε::A
′[Q]/↑::A′′].

Where for each annotation ann (A′′,A′), A′′ 6= A and A′ 6= B, i.e. the invalid annotation
ann (A,B) is not considered when computing [validAnn].

- ann (A, B)=[Q]|[Q]h:
[validAnn]=[ε::root ε::B[Q]/↑::A ∨ · · · ].

Thus, in case of ann (A, B)=N |Nh, the sub-predicate ε::B/↑::A does not appear in [validAnn],
while if ann (A, B)=[Q]|[Q]h then we include the sub-predicate ε::B[Q]/↑::A to check at run-
time whether or not Q is valid at nT . Consider the �rst case, we have ξJ[ε::root]K({nT })=∅
since nT is of type B. Moreover, ξJ[∨(ann (A′′,A′)=Y )∈ann ε::A′/↑::A′′ ∨(ann (A′′,A′)=[Q]|[Q]h)∈ann
ε::A′[Q]/↑::A′′]K({nT }) =∅ since no sub-predicate ε::B ◦ σ(A,B)/↑::A is de�ned in [vali-
dAnn]. Thus, ξJ[validAnn]K({nT })=∅. For the second case, the sub-predicate ε::B[Q]/↑::A
is evaluated to false at nT (as we assume that nT is concerned by an invalid annotation
ann (A,B)=[Q]|[Q]h with nT 2 Q), then ξJ[validAnn]K({nT })=∅. In the two cases, we shown that
ξJ[validAnn]K({nT })=∅ which means that SJAaccK({nT })=∅. This contradicts our assumption
that nT is accessible and then we conclude that nTA is accessible.

Finally, we have shown that for any node nTA of R1 that is explicitly concerned by a valid
annotation, its corresponding node nT satis�es Aacc. Moreover, for any node nT of R2 its
corresponding node nTA is accessible and appears in TA. Therefore, for the case (II) the equality
R1 = R2 is satis�ed.

Case III. (nTA inherits its accessibility from its parent node)
Assume that the node nTA inherits its accessibility from its accessible parent node. This means
that either a) nTA inherits its accessibility from the root node, or b) nTA has an accessible
parent node mTA that is explicitly concerned by a valid annotation. We consider each of these
cases separately:

a) The node nTA inherits its accessibility from the root node. Consider the path
root,m0

TA
, . . . ,mk

TA
, nTA (k ≥ 0) that connects the node nTA with the root node. Since nTA

inherits its accessibility from root then there is no annotation de�ned over the ancestors of nTA
(i.e. the nodes m0

TA
, . . . ,mk

TA
). Let us take a look at the accessibility predicate Aacc de�ned over

nT :

- SJAaccK({nT }) = ξJ[allAnn][1][validAnn]K(SJ↑∗::*K({nT }))
= ξJ[allAnn][1][validAnn]K({nT ,mk

T , . . . ,m
0
T , root})
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= ξJ[1][validAnn]K(ξJ[allAnn]K({nT ,mk
T , . . . ,m

0
T , root})).

Since only the root node is concerned by an explicit annotation, then:
ξJ[allAnn]K({nT ,mk

T , . . . ,m
0
T , root})={root}.

- [validAnn] is given by [ε::root ∨ · · · ] and it is clear that the predicate [validAnn] is valid at
root. We have: ξJ[1][validAnn]K(ξJ[allAnn]K({nT ,mk

T , . . . ,m
0
T , root}))=

ξJ[1][validAnn]K({root})=ξJ[validAnn]K(ξJ[1]K({root}))= ξJ[validAnn]K({root})={root}.

- We conclude that: SJAaccK({nT })={root} which means that nT � Aacc.

We shown that for an nTA that inherits its accessibility from the root node, nT ∈ R2. We
show now the reverse by assuming by contradiction that nT � Aacc but nTA /∈ R1. Considering
that the node nTA is inaccessible means that either nTA is explicitly concerned by an invalid
annotation or inherits its accessibility from an inaccessible ancestor. The former case contradicts
the case (III) of this proof where we assume that the accessibility of nT (resp. nTA) is inherited.
Consider now the latter case where nTA is in the scope of an inaccessible ancestor. Since in
case (b) we assume that nTA inherits its accessibility from the root node, then the latter case
implies that the root node is inaccessible, i.e. the annotation ann (root)=N is explicitly de�ned.
This contradicts our assumption that nT � Aacc as we show in the following. The node nT
inherits its accessibility from the root node, then no annotation is de�ned over nT neither over
its ancestors excepting the root node. Thus, ξJ[allAnn]K(SJ↑∗::∗K({nT }))={root} (since root
is the only node that is concerned by an annotation), and ξJ[allAnn][1]K({root})={root}. We
have ξJ[validAnn]K({root})=∅ since root is concerned by an invalid annotation. Therefore,
SJAaccK({nT })=∅, which means that nT 2 Aacc. This contradicts our assumption which
considers that nT � Aacc. We conclude then that for each node nT of R2, its corresponding
node nTA ∈ R1.

b) The node nTA inherits its accessibility from its parent node mTA that is explicitly concerned
by a valid annotation. Consider the node m

′
TA

to be the parent node of mTA where m
′
TA

and mTA

are of type A′ and A respectively. The node nTA inherits its accessibility from mTA means that
there is no annotation de�ned over the type of the node nTA . We can see easily that the predicate
Aacc is valid at the node nT of T . We have SJ↑∗::∗K({nT })={nT ,mT ,m

′
T ,m

0
T , . . . ,m

k
T , root},

ξJ[allAnn]K({nT ,mT ,m
′
T ,m

0
T , . . . ,m

k
T , root})={mT , . . . , root} (at least we know that there are

mT and root which are concerned by explicit annotations, with . . . we denote the other nodes
among m

′
T ,m

0
T , . . . ,m

k
T that are concerned with some annotations). It is easy to verify that:

ξJ[validAnn][1]K(ξJ[allAnn]K(SJ↑∗::∗K({nT })))=ξJ[validAnn]K{mT }. In addition, [validAnn] is
given by ε::root ∨ ε::A ◦ σ(A′, A)/↑::A′ ∨ · · · . It is clear that ξJ[validAnn]K({mT })={mT } since
we assume that the node mT is concerned by an explicit valid annotation ann (A′,A), then we
conclude that: SJAaccK={mT }, in other words, nT � Aacc.

We show now the reverse: whether for each nT ∈ R2 its corresponding node nTA ∈ R1. We
assume by contradiction that nT � Aacc where nTA is inaccessible. Considering that the node
nTA is inaccessible means that either nTA is explicitly concerned by an invalid annotation or in
the scope of an inaccessible ancestor. The former case contradicts the case (III) of this proof
where we assume that the accessibility of nT (resp. nTA) is inherited. While, the latter case
contradicts our assumption that nT � Aacc as we show in the following. Let ann (A, B) be the
invalid annotation that is de�ned over some ancestor of nT (denoted mi

T in the following). We
compute the predicate Aacc in this case as follows:
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- SJAaccK({nT }) = ξJ[allAnn][1][validAnn]K(SJ↑∗::*K({nT }))
= ξJ[allAnn][1][validAnn]K({nT ,mk

T , . . . ,m
0
T , root})=

= ξJ[1][validAnn]K(ξJ[allAnn]K({nT ,mk
T , . . . ,m

0
T , root})).

- Suppose that mi
T is the ancestor of nT that is concerned by an invalid an-

notation. Thus, ξJ[allAnn]K({nT ,mk
T , . . . ,m

0
T , root})=ξJ[ε::root ∨ ε::B/↑::A ∨

· · · ]K({nT ,mk
T , . . . ,m

0
T , root})={mi

T , . . . , root} (since at least we know that mi
T and

root are concerned by some annotations).

- ξJ[1][validAnn]K({mi
T , root})=ξJ[validAnn]K(ξJ[1]K({mi

T , root}))=ξJ[validAnn]K({mi
T }).

- [validAnn] is given by [ε::root ∨ ε::B ◦ σ(A,B)/↑::A ∨ · · · ] and it is clear that the predicate
[validAnn] is not valid at mi

T since this node is concerned by only one annotation ann (A, B)
which is invalid according to our assumption.

- Thus, ξJ[validAnn]K({mi
T })=∅. We conclude that SJAaccK({nT })=∅ which means that nT 2

Aacc. This contradicts our assumption that nT � Aacc and thus nTA is accessible.

In the case where the node nT (resp. nTA) inherits its accessibility from its parent node, we
have shown that for each node nTA of R1, its corresponding node nT satis�es Aacc in T , moreover,
for each node nT of T that satis�es Aacc (i.e. nT ∈ R2), its corresponding node nTA ∈ R1. In
other words, R1 = R2.

∵ ∴ ∴ ∴ ∵

Summing up, we have proven that for the di�erent cases of nodes accessibility (case of root
node, a node that is explicitly concerned by a valid annotation, or a node that inherits its
accessibility from its accessible parent node), a node nTA of TA can be selected from T using our
accessibility predicate Aacc, and each node nT of T that satis�es Aacc appears in TA. In other
words, for each access speci�cation S=(ann ,D), an XML tree T ∈ T (D), and its authorized view
TA, we have: SJ↓∗::∗K(TA) = SJ↓∗::∗[Aacc]K(T ). �

A.2.2 Correctness of our Algorithm Rewrite

Recall that the fragment X of De�nition 3.10 is used in our case only to de�ne security policies
as well as to formulate user requests (i.e. access queries and update operations). While, the
extended fragment of De�nition 3.11 is used to safely translate these requests, de�ned over
virtual views, in order to be evaluated over the original data.

De�nition A.4. Given an access speci�cation S=(D,ann ), an XML tree T ∈ T (D) and its
authorized view TA. A rewriting function R is said to be correct w.r.t S for a class of XPath
queries C if and only if: for any query Q of C, the evaluation of Q over TA yields the same set of
nodes as the evaluation of the rewritten query R(Q) over T , i.e. SJR(Q)K(T )=SJQK(TA). �

To prove the correctness of our rewriting approach we have to show that our rewriting function
Rewrite is correct for any query of the fragment X . We denote by XnoPred all queries of fragment
X de�ned without predicates. More formally, XnoPred is de�ned by:

p := α::ntst | p /p | p ∪ p

α := ε | ↓ | ↓+ | ↓∗
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The correctness of our rewriting function Rewrite is proven in two parts: �rst for queries without
predicates, after we show that the rewriting of X predicates using our function RW_Pred is correct.

Lemma A.2. The query rewriting algorithm Rewrite is correct for any query of the fragment
XnoPred. �

Proof A.3. Recall that in our case virtual views of the data,that are provided to the user,
are never materialized. Moreover, authorized views mentioned here are used only to prove
correctness of our approach. Let S=(D,ann ) be an access speci�cation, T ∈ T (D) be an XML
tree and TA be the authorized version of T . Consider now the user query Qn of fragment
XnoPred de�ned over some virtual view of T with q1/ . . . /qn where: qi=axisi::ei, and ei can be
element type, ∗, or text() function. We should prove that: SJRewrite (Qn)K(T )=SJQnK(TA).
Let us prove it by induction.

Basis of induction: We show that SJRewrite (Q1)K(T )=SJQ1K(TA). We have Q1=axis1::e1,
this query is rewritten particularly over the root type of the DTD. Consider the di�erent cases
of axis1 as follows:

�Case of ↓::e1. We have to show that: SJ↓::e1K(TA)=SJRewrite (↓::e1)K(T ). The query Q1

is evaluated directly over the root node of TA. The evaluation SJ↓::e1K(TA) must return all
the accessible nodes of TA that are of type e149 and appear in TA as immediate children of
root. Let SJ↓::e1K(TA)=R1. Since nodes of R1 are accessible, then for each node nTA ∈ R1,
its corresponding node nT of T satis�es Aacc (see Lemma A.1). Moreover, nT is either the
immediate child of root in T , or separated from root with some nodes n1, . . . , nk where ni 2 Aacc
(1 ≤ i ≤ k), for this reason nTA appears as immediate child of root in TA after hiding the
inaccessible nodes n1, . . . , nk. The evaluation SJ↓∗::e1[Aacc]K(T ) returns the root node as well
as all accessible descendants of the root node in T . We de�ne two sets of nodes R

′
1 and R2 that

represent respectively 1) the nodes which are connected to root with only inaccessible nodes,
and 2) the nodes that are connected to root with at least one accessible node. It is clear, that
each node nT of R

′
1 appears in TA as immediate child of root after hiding inaccessible nodes

between root and nT . This means that R1 = R
′
1. Thus, SJ↓∗::e1[Aacc]K(T ) = {root} ∪ R1 ∪ R2.

We have Rewrite (↓::e1)=↓∗::e1[Aacc][↑+::∗[Aacc][1]/ε::root], and SJRewrite (↓::e1)K(T ) is
computed as follows:

1. SJ↓∗::e1[Aacc][↑+::∗[Aacc][1]/ε::root]K(T )=ξJ[↑+::∗[Aacc][1]/ε::root]K(SJ↓∗::e1[Aacc]K(T ))=
ξJ[↑+::∗[Aacc][1]/ε::root]K({root} ∪ R1 ∪ R2).

2. SJ↑+::∗[Aacc][1]/ε::rootK({root})= SJε::rootK(SJ↑+::∗[Aacc][1]K({root}))=
SJε::rootK(ξJ[Aacc][1]K(SJ↑+::∗K({root})))=SJε::rootK(ξJ[Aacc][1]K(∅))=∅.

This means that the predicate [↑+::∗[Aacc][1]/ε::root] is not satis�ed at root. Thus:
ξJ[↑+::∗[Aacc][1]/ε::root]K({root})=∅.

3. SJ↑+::∗[Aacc][1]/ε::rootK(R1)= SJε::rootK(ξJ[1]K(SJ↑+::∗[Aacc]K(R1))).
The query ↑+::∗[Aacc] over a node n returns all its accessible ancestors. Since nodes of R1 are

49Node of type e1 means: text node if e1=text(), node with any type if e1=∗, or otherwise, node with an explicit
type e1.
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connected to root with only inaccessible nodes, then ↑+::∗[Aacc] over each node of R1 returns
{root}. Thus:

SJε::rootK(ξJ[1]K(SJ↑+::∗[Aacc]K(R1)))=SJε::rootK(ξJ[1]K({root}))=SJε::rootK({root})={root}.

In other words, all nodes of R1 satisfy the predicate [↑+::∗[Aacc][1]/ε::root], i.e.
ξJ[↑+::∗[Aacc][1]/ε::root]K(R1)=R1.

4. Since R2 is the set of nodes that are connected to the root with at least one accessible
node, then for each node n ∈ R2, the query ↑+::∗[Aacc] returns the set of all its accessible
ancestors that are di�erent to root. We have SJ↑+::∗[Aacc]K({n})= {m1, . . . ,mk, root} where
m1, . . . ,mk (k ≥ 1) are the accessible nodes that exist between root and n (according to the
de�nition of R2).

SJ↑+::∗[Aacc][1]/ε::rootK({n}) = SJε::rootK(SJ↑+::∗[Aacc][1]K({n}))
= SJε::rootK(ξJ[1]K(SJ↑+::∗[Aacc]K({n})))
= SJε::rootK(ξJ[1]K({m1, . . . ,mk, root}))
= SJε::rootK({m1}) = ∅ (since m1 is not of type root).

We shown that for each node n ∈ R2: SJ↑+::∗[Aacc][1]/ε::rootK({n})=∅. We conclude that
ξJ[↑+::∗[Aacc][1]/ε::root]K({n})=∅. In other words, no node of R2 satis�es the predicate
[↑+::∗[Aacc][1]/ε::root]. Thus: SJ↑+::∗[Aacc][1]/ε::rootK(R2)=∅.

SJRewrite (↓::e1)K(T )= ξJ[↑+::∗[Aacc][1]/ε::root]K({root} ∪ R1 ∪ R2). From (2 ), (3 ) and (4 ) we
conclude that: Rewrite (↓::e1)=R1.

�Case of ↓∗::e1. Lemma A.1 shows that SJ↓∗::∗K(TA)=SJ↓∗::∗[Aacc]K(T ). Let R be the set of
nodes resulted from these two equivalent evaluations. Since R represents all the accessible nodes
of TA (resp. T ), then ξJ[ε::e1]K(R) returns all the nodes of R that are of type e1, i.e., all the
accessible nodes of TA (resp. T ) that are of type e1. Recall that Rewrite (↓∗::e1)=↓∗::e1[Aacc].
We show in the following that: SJ↓∗::e1K(TA)= SJ↓∗::e1[Aacc]K(T ).

1. ξJ[ε::e1]K(R)= ξJ[ε::e1]K(SJ↓∗::∗K(TA))= SJ↓∗::∗[ε::e1]K(TA).
Based on Property 3.1, ↓∗::∗[ε::e1] is equivalent to ↓∗::e1. We conclude that:
ξJ[ε::e1]K(R)=SJ↓∗::e1K(TA).

2. ξJ[ε::e1]K(R)= ξJ[ε::e1]K(SJ↓∗::∗[Aacc]K(T ))= SJ↓∗::∗[Aacc][ε::e1]K(T ).
Based on Property 3.1, ↓∗::∗[Aacc][ε::e1] is equivalent to ↓∗::e1[Aacc]. We conclude that:
ξJ[ε::e1]K(R)=SJ↓∗::∗[Aacc][ε::e1]K(T ).

Finally, form (1 ) and (2 ), we conclude that: SJ↓∗::e1K(TA)=SJRewrite (↓∗::e1)K(T ). Note
that the case of ↓+::e1 can be done in the same way as ↓∗::e1.

�Case of ε::e1. Note that Rewrite (ε::e1)= ε::e1. It is obvious then that:
SJε::e1K(TA)=SJRewrite (ε::e1)K(T ).

Inductive assumption: Assume that for a query Qn of fragment XnoPred with size n (i.e.
Qn=q1/ . . . /qn), SJQnK(TA)=SJRewrite (Qn)K(T ). Let R be the set of nodes resulted from
these two equivalent evaluations.

Inductive step: Based on the assumption, we should show that the rewriting of Qn+1

(i.e. Qn/qn+1) using our rewriting function Rewrite is still correct. More formally:
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SJQn+1K(TA)=SJRewrite (Qn+1)K(T ). Consider the di�erent cases of qn+1 as follows:

�Case of ↓::en+1. Let R1 and R2 be the sets of nodes resulted from the evaluation of
SJQn+1K(TA) and SJRewrite (Qn+1)K(T ) respectively. We have to prove that R1 = R2. In other
words, for any node nTA that is selected from TA by Qn+1, its corresponding node nT of T can
be selected with Rewrite (Qn+1), and vice versa.

a) R1 ⊆ R2. We have SJQn+1K(TA)= SJqn+1K(SJQnK(TA))= SJqn+1K(R)=R1. Thus, any node
nTA of R1 is of type en+1 and has an accessible parent mTA of type en such that mTA ∈ R.
Given a node nTA ∈ R1 and assume (i) that its corresponding node in T is nT , this means
that nT in T has the same properties as nTA in TA (nT is accessible, of type en+1, and has
an accessible parent of type en that belongs to R). According to the inductive assumption,
R=SJQnK(TA)= SJRewrite (Qn)K(T )= SJ↓∗::en[Aacc][prefix−1(Qn−1)]K(T ), Let mT be the
accessible parent of nT that belongs to R, mT ∈ R implies that mT satis�es the predicate
[prefix−1(Qn−1)]. Let us prove that R1 ⊆ R2 by contradiction. Assume that (ii) there exists
a node nTA ∈ R1 where its corresponding node nT in T is not selected by Rewrite (Qn+1) (i.e.
nT /∈ R2). We have Rewrite (Qn+1)= ↓∗::en+1[Aacc][↑+::∗[Aacc][1]/ε::en[Aacc][prefix−1(Qn−1)]].
According to Property 3.1, nT /∈ SJRewrite (Qn+1)K(T ) implies that:
SJε::en+1[Aacc][↑+::∗[Aacc][1]/ε::en[Aacc][prefix−1(Qn−1)]]K({nT }) 6= {nT }. Consider the
following deductions:

- According to the assumption (ii), nT accessible and of type en+1, then:
SJε::en+1[Aacc]K({nT })={nT }
SJε::en+1[Aacc][↑+::∗[Aacc][1]/ε::en[Aacc][Aacc][prefix−1(Qn−1)]]K({nT })=
ξJ[↑+::∗[Aacc][1]/ε::en[Aacc][prefix−1(Qn−1)]]K({nT }).

- ξJ[↑+::∗[Aacc]K({nT })={m1, . . . ,mk}, where {m1, . . . ,mk} (k ≥ 1) are the accessible ances-
tors of nT (if k=1 then m1=root). Moreover:
SJ↑+::∗[Aacc][1]K({nT })= ξJ[1]K(SJ↑+::∗[Aacc]K({nT }))={m1}.

- According to the assumption (i) nT has an accessible parent mT ∈ R. From the previous
deduction, this implies that m1 ∈ R.

- R=SJRewrite (Qn)K(T )= SJ↓∗::en[Aacc][prefix−1(Qn−1)]K(T ). According to Property 3.1,
m1 ∈ R implies that: SJε::en[Aacc][prefix−1(Qn−1)]K({m1})={m1}.

- We have SJ↑+::∗[Aacc][1]/ε::en[Aacc][prefix−1(Qn−1)]K({nT })={m1}. According to the se-
mantics of XPath (Table 3.1), ξJ[Q]K({nT })={nT } if and only if: SJQK({nT }) 6= ∅. Therefore:
ξJ[↑+::∗[Aacc][1]/ε::en[Aacc][prefix−1(Qn−1)]]K({nT })={nT }.

- Summing up: SJε::en+1[Aacc][↑+::∗[Aacc][1]/ε::en[Aacc][prefix−1(Qn−1)]]K({nT })=
ξJ[↑+::∗[Aacc][1]/ε::en[Aacc][prefix−1(Qn−1)]]K(SJε::en+1[Aacc]K({nT }))=
ξJ[↑+::∗[Aacc][1]/ε::en[Aacc][prefix−1(Qn−1)]]K({nT })={nT }.
This contradicts our assumption that nT /∈ SJRewrite (Qn+1)K(T ).

Finally, we shown that for each node nTA ∈ R1, its corresponding node nT ∈ R2, i.e. R1 ⊆ R2.
We show the reverse in the following.

b) R2 ⊆ R1. Consider a node nT that is referred to by the query Rewrite (Qn+1) over T ,
i.e. nT is of type en+1 and has a parent node mT of type en that is selected by Rewrite (Qn)
over T (i.e. mT ∈ R, R=SJRewrite (Qn)K(T )= SJQnK(TA)). Assume that the node nTA is the
corresponding node of nT in TA. This means that (iii) nTA has the same properties as nT in T ,
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i.e. nTA is of type en+1 and has a parent node mTA of type en that is selected by Qn over TA.
Let assume by contradiction that nTA /∈ R1.

According to Property 3.1, the query Qn=axis1::e1/. . ./axisn::en is equivalent to the query
↓∗::en[axis−1n ::en−1/. . ./axis

−1
2 ::e1/axis

−1
1 ::root], and Qn+1=axis1::e1/. . ./axisn::en/↓::en+1 is

equivalent to ↓∗::en+1[↑::en/axis−1n ::en−1/. . ./axis
−1
2 ::e1/axis

−1
1 ::root]. Assuming that nTA /∈

SJQn+1K(TA) implies that:

SJε::en+1[↑::en/axis−1n ::en−1/. . ./axis
−1
2 ::e1/axis

−1
1 ::root]K({nTA}) 6= {nTA}

We consider the following deductions:

- SJε::en+1[↑::en/axis−1n ::en−1/. . ./axis
−1
2 ::e1/axis

−1
1 ::root]K({nTA})=

ξJ[↑::en/axis−1n ::en−1/. . ./axis
−1
2 ::e1/axis

−1
1 ::root]K(SJε::en+1K{nTA})).

- According to (iii), nTA is of type en+1. Thus, SJε::en+1K({nTA})={nTA}.

- [↑::en/axis−1n ::en−1/. . ./axis
−1
2 ::e1/axis

−1
1 ::root]=

[↑::en[axis−1n ::en−1/. . ./axis
−1
2 ::e1/axis

−1
1 ::root]].

- SJ↑::en[axis−1n ::en−1/. . ./axis
−1
2 ::e1/axis

−1
1 ::root]K({nTA})=

ξJ[axis−1n ::en−1/. . ./axis
−1
2 ::e1/axis

−1
1 ::root]K(SJ↑::enK{nTA})).

- According to (iii), nTA has a parent node mTA of type en that is selected by Qn over TA.
Thus, SJ↑::enK({nTA})={mTA}.

- We conclude that: SJε::en+1[↑::en/axis−1n ::en−1/. . ./axis
−1
2 ::e1/axis

−1
1 ::root]K({nTA})=

ξJ[axis−1n ::en−1/. . ./axis
−1
2 ::e1/axis

−1
1 ::root]K({mTA}).

- According to (iii), mTA is selected by Qn at TA implies that (Property 3.1):
SJε::en[axis−1n ::en−1/. . ./axis

−1
2 ::e1/axis

−1
1 ::root]K({mTA})={mTA}.

This implies that: ξJ[axis−1n ::en−1/. . ./axis
−1
2 ::e1/axis

−1
1 ::root]K({nTA})={nTA}.

- We conclude that: SJε::en+1[↑::en/axis−1n ::en−1/. . ./axis
−1
2 ::e1/axis

−1
1 ::root]K({nTA})=

ξJ[axis−1n ::en−1/. . ./axis
−1
2 ::e1/axis

−1
1 ::root]K({nTA})={nTA}.

We found that SJε::en+1[↑::en/axis−1n ::en−1/. . ./axis
−1
2 ::e1/axis

−1
1 ::root]K({nTA})= {nTA}, this

contradicts our assumption that nTA /∈ SJQn+1K(TA). Therefore, for any node nT ∈ R2, we
shown that its corresponding node nTA ∈ R1.

Finally, for the case of qn+1=↓::en+1, we shown that for each node of TA referred to by Qn+1,
its corresponding node nT is referred to by Rewrite (Qn+1) on T , and vice versa. This means
that: SJQn+1K(TA)=SJRewrite (Qn+1)K(T ).

�Case of ↓+::en+1. Based on the inductive assumption, SJQnK(TA)=SJRewrite (Qn)K(T )=R,
SJQn/qn+1K(TA)=SJqn+1K(SJQnK(TA))=SJqn+1K(R). In addition, Rewrite (Qn+1) is given by
↓∗::en+1[Aacc][↑+::en[Aacc][prefix−1(Qn−1)]]. According to the equivalences (1), (2), and (3) of
Property 3.1 respectively, we generate the following deductions:

- ↓∗::en+1[↑+::en]=↓∗::en/↓+::en+1.

- ↓∗::en+1[Aacc][↑+::en[Aacc]]=↓∗::en[Aacc]/↓+::en+1[Aacc].

- ↓∗::en+1[Aacc][↑+::en[Aacc][prefix−1(Qn−1)]]=
↓∗::en[Aacc][prefix−1(Qn−1)]/↓+::en+1[Aacc].
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- Rewrite (Qn+1)= ↓∗::en+1[Aacc][↑+::en[Aacc][prefix−1(Qn−1)]]=
↓∗::en[Aacc][prefix−1(Qn−1)]/↓+::en+1[Aacc].

- Rewrite (Qn)=↓∗::en[Aacc][prefix−1(Qn−1)].

- Rewrite (Qn+1)=Rewrite (Qn)/↓+::en+1[Aacc].

- SJRewrite (Qn+1)K(T )=SJRewrite (Qn)/↓+::en+1[Aacc]K(T )=
SJ↓+::en+1[Aacc]K(SJRewrite (Qn+1)K(T )).

- SJQn+1K(TA)= SJ↓+::en+1K(SJQnK(TA))= SJ↓+::en+1K(R).

- SJRewrite (Qn+1)K(T )=SJ↓+::en+1[Aacc]K(R).

- According to Lemma A.1, SJ↓+::en+1K(R)=SJ↓+::en+1[Aacc]K(R) as the accessibility predi-
cate Aacc returns all and only accessible nodes.

We shown that SJQn+1K(TA)=SJRewrite (Qn+1)K(T ). We conclude that our algorithm Rewrite

is correct for the case where qn+1 is de�ned with ↓+ axis. Note that the case of qn+1=↓∗::en+1

can be done in a similar way.

�Case of ε::en+1. We should show that SJQn/ε::en+1K(TA)=SJRewrite (Qn+1)K(T ). We have
SJQn/ε::en+1K(TA)= SJε::en+1K(SJQnK(TA))= SJε::en+1K(R). Moreover, Rewrite (Qn+1) is
given by ↓∗::en+1[Aacc][ε::en[prefix−1(Qn−1)]]. Consider the di�erent cases of en and en+1 as
follows:

a) en=en+1 or en+1=∗. Since nodes of R are of type en, SJε::enK(R)=SJε::∗K(R)=R.
Moreover, ↓::∗[f1][ε::e[f2]] is equivalent to ↓::e[f1][f2], and ↓::e[f1][ε::e[f2]] is equivalent to
↓::e[f1][f2]. Thus, Rewrite (Qn+1)=↓∗::en[Aacc][prefix−1(Qn−1)]=Rewrite (Qn), which implies
that SJRewrite (Qn+1)K(T )= SJRewrite (Qn)K(T )=R.

b) en 6= ∗, en+1 6= ∗, and en 6= en+1. Since R is a set of nodes of type en then it is
clear that SJε::en+1K(R)=∅. Moreover, the query Rewrite (Qn+1) over any XML tree T re-
turns no node since the nodes selected by ↓∗::en+1[Aacc] are of type en+1, while the predicate
[ε::en[prefix−1(Qn−1)]] is valid at these nodes only if en+1=en which is not the case. Thus,
SJRewrite (Qn+1)K(T )=∅.

c) en=∗ and en+1 6= ∗. We have SJQn/ε::en+1K(TA)= SJε::en+1K(R). According to
Property 3.1, Rewrite (Qn+1), given by ↓::en+1[Aacc][ε::∗[prefix−1(Qn−1)]], is equivalent
to ↓::en+1[Aacc][prefix−1(Qn−1)]. Moreover, the query ↓::en+1[Aacc][prefix−1(Qn−1)]=
↓::∗[Aacc][prefix−1(Qn−1)]/ε::en+1. The evaluation SJRewrite (Qn+1)K(T ) is given by:
SJ↓::∗[Aacc][prefix−1(Qn−1)]/ε::en+1K(T )= SJε::en+1K(SJ↓::∗[Aacc][prefix−1(Qn−1)]K(T ))=
SJε::en+1K(R). We conclude that SJQn+1K(TA)=SJRewrite (Qn+1)K(T ).

∵ ∴ ∴ ∴ ∵

Finally, for the di�erent cases of qn+1 of the query Qn+1, we have proven that
SJQn+1K(TA)=SJRewrite (Qn+1)K(T ). This means that our rewriting approach is correct for
a query of an arbitrary size. Furthermore, our rewriting algorithm Rewrite remains correct for
any query of the fragment XnoPred. �
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Basis of induction

F0=ε

Inductive assumption

ξJ[F
′
n]K({nT }) = ξJ[Fn]K({nTA

})

Inductive step

ξJ[F
′
n]K({nT }) = ξJ[Fn]K({nTA

}) 6= ∅

ξJ[Fn]K({nTA
}) 6= ∅

Prove that: case (a)

ξJ[F
′
n+1]K({nT }) 6= ∅

ξJ[Fn]K({nTA
}) = ∅

Prove that: case (b)

ξJ[F
′
n+1]K({nT }) = ∅

ξJ[F
′
n]K({nT }) = ξJ[Fn]K({nTA

}) = ∅

Prove that: case (c)

ξJ[F
′
n+1]K({nT })=

ξJ[Fn+1]K({nTA
})=∅

Figure A.1: Di�erent cases to prove correctness of RW_Pred function.

Note.

The case of union of queries is obvious. For any queries Q1 and Q2 of fragment XnoPred,
Rewrite (Q1 ∪ Q2)= Rewrite (Q1) ∪ Rewrite (Q2) remains correct since we have proven
that our algorithm Rewrite is correct for any query of XnoPred.

We have proven that our rewriting approach is correct for queries without predicates (i.e.
XnoPred). To generalize the proof for the whole fragment X , we show in the following that our
rewriting of X predicates, using the function RW_Pred , is correct.

De�nition A.5. Given an access speci�cation S=(D,ann ), an XML tree T ∈ T (D), and its au-
thorized version TA. An predicate rewriting function R is correct w.r.t S for a class of predicates
C if and only if: for any predicate f of C, any accessible node nT of T and its corresponding node
nTA of TA, ξJ[f ]K({nTA})=ξJ[R(f)]K({nT }). �

Recall that the same accessible node n is denoted by nT and nTA in T and TA re-
spectively. A predicate f is correctly rewritten into R(f) if and only if either: 1 )
ξJ[f ]K({nTA})= ξJ[R(f)]K({nT })=∅, or 2 ) ξJ[f ]K({nTA})={nTA} and ξJ[R(f)]K({nT })={nT }.
Since {nTA} and {nT } represent the same node n, then we abbreviate these two cases simply by
ξJ[f ]K({nTA})=ξJ[R(f)]K({nT }) as in De�nition A.5.

Lemma A.3. For any predicate F of the fragment X , the rewritten of F produced by the
function RW_Pred is correct. �

Proof A.4. We consider �rst the case of simple �lter Fn=f1/. . ./fn de�ned in X (where
fi=αi::ei, αi is any axis of X , and ei can be ∗, text() function, or an element type). The other
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types of �lters (i.e. negation, conjunction, disjunction, and text comparison) are discussed at the
end of this proof. We have to prove that for any accessible node nT of T and its corresponding
node nTA in TA, ξJ[RW_Pred (Fn)]K({nT })=ξJ[Fn]K({nTA}). Let us prove this by induction.

Basis of induction: We consider the simple empty predicate F0=ε that is evaluated to false
at any node. Thus, ξJ[RW_Pred (ε)]K({nT })=ξJ[ε]K({nT })=ξJ[ε]K({nTA})=∅.

Inductive assumption: We assume that our rewriting function RW_Pred is correct for an X
predicate of size n, i.e. ξJ[RW_Pred (Fn)]K({nT })=ξJ[Fn]K({nTA}).

Inductive step: We have to show that ξJ[RW_Pred (Fn+1)]K({nT })=ξJ[Fn+1]K({nTA}). Based
on the assumption, ξJ[F ′n]K({nT })=ξJ[Fn]K({nTA})50. If this equality is satis�ed then either the
two previous evaluations (de�ned over nT and nTA resp.) return an empty set of nodes or refer
to the same node (i.e. a node n that is denoted nT in T and nTA in TA). Therefore, according
to this assumption, we got three di�erent cases to prove (a, b, and c) as depicted in Figure A.1.
In the following, we prove for each cases that: ξJ[RW_Pred (Fn+1)]K({nT })=ξJ[Fn+1]K({nTA}).

A) Assume that ξJ[F ′n]K({nT }) = ξJ[Fn]K({nTA}) 6= ∅, and ξJ[Fn]K({nTA}) 6= ∅:
We have to show that ξJ[F ′n+1]K({nT })={nT }. Note that Fn+1=Fn/fn+1, and
RW_Pred (Fn)=f

′
1[f
′
2[. . .[f

′
n]. . .]] (where f

′
i=RW_Pred (fi)). According to the semantics of

XPath (see Table 3.1), ξJ[Fn]K({nTA})={nTA} implies that SJFnK({nTA}) 6= ∅. In other
words, for the subtree rooted at nTA in TA, there are at least n accessible descendants of nTA ,
m1
TA
, . . . ,mn

TA
such that: nTA α1 m

1
TA

and mi
TA

αi m
i+1
TA

(1 ≤ i < n), moreover, each mi
TA

is
referred to by the sub-predicate fi of Fn. Since nTA is the corresponding node of nT in TA
(exactly the same node), then nT has also n accessible descendants in T , m1

T , . . . ,m
n
T such

that: nT α1 m
1
T , m

i
T αi m

i+1
T (1 ≤ i < n), and each mi

T is referred to by the sub-predicate
f
′
i of F

′
n. Given the above, we show in the following that if ξJ[Fn+1]K({nTA})={nTA} then

ξJ[F ′n+1]K({nT })={nT } for the di�erent cases of fn+1.

Case of ↓::en+1: According to Property 3.1, ξJ[Fn/fn+1]K({nTA})=ξJ[fn+1]K(SJFnK({nTA})), this
means that fn+1 is evaluated over all the nodes returned by Fn. We have shown that the
predicate [Fn] is valid at nTA due to the existence of at least some path nTA ,m

1
TA
, . . . ,mn

TA
that

satis�es Fn at nTA . This means that SJFnK({nTA}) returns at least the node mn
TA

referred to by
fn. Hence, ξJ[Fn+1]K({nTA})=ξJ[fn+1]K(ξJ[Fn]K({nTA}))=ξJ[fn+1]K({. . . ,mn

TA
, . . .}). According

to the assumption of case (A), ξJ[Fn+1]K({nTA})={nTA}, i.e. ξJ[fn+1]K({. . . ,mn
TA
, . . .})={nTA}

which means that there is at least one node amongst {. . . ,mn
TA
, . . .} that satis�es the predicate

[fn+1], let mn
TA

be this node (i.e. the predicate [↓::en+1] is valid at mn
TA
). The predicate ↓::en+1

over the node mn
TA

returns all its accessible immediate children of type en+1. Since [fn+1] is valid

at mn
TA
, we conclude that there is at least one accessible node mn+1

TA
of type en+1 referred to by

fn+1 that is immediate child of mn
TA

in TA.

According to the assumption of case (A), ξJ[F ′n]K({nT })={nT }. We have shown that there is at
least a path nT ,m

1
T , . . . ,m

n
T that satis�es F

′
n at nT . Since the node mn

TA
(the corresponding

node of mn
T ) has an accessible child mn+1

TA
, then mn

T in T (referred to by f
′
n) must have the

same node mn+1
T . However, (i) mn+1

T may appear in T either as immediate child of mn
T or a

descendant that is separated from mn
T with only inaccessible nodes, in this way hiding these

50We denote by F
′
n the rewriting of Fn, i.e. F

′
n=Rewrite (Fn).
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inaccessible nodes in TA make mn+1
TA

appear as immediate child of mn
TA
. Since mn+1

TA
of TA is

referred to by fn+1 of Fn+1, we should show that f
′
n+1 of F

′
n+1 refers to the same node mn+1

T .
We have RW_Pred (Fn+1)=f

′
1[f
′
2[. . .[f

′
n[f

′
n+1]]. . .]], then f

′
n+1 (the rewritten version of fn+1) is

evaluated over each node returned by f
′
n. As fn refers to the node mn

TA
, we know that f

′
n refers

to the node mn
T in T . The query ↓+::en+1[Aacc] over mn

T returns all the accessible descendants of
mn
T that are of type en+1, from (i) we conclude that mn+1

T ∈ SJ↓+::en+1[Aacc]K(mn
T ). Let R be

the set of nodes resulted from the evaluation SJ↓+::en+1[Aacc]K(mn
T ). The predicate ↑+::∗[Aacc]

over the nodes of R returns for each node all its accessible ancestors, the parent is the �rst
accessible ancestor returned. Then: ↑+::∗[Aacc][1] returns for each node of R, its parent node.
Since mn+1

T ∈ R, then (ii) the parent node of mn+1
T belongs to SJ↑+::∗[Aacc][1]K(R). Note

that [RW_Pred (fn+1)]=[↓+::en+1[Aacc]/↑+::∗[Aacc][1]=ε::∗]. We show in the following that the
predicate [RW_Pred (fn+1)] is valid at mn

T . Since m
n+1
TA

appears as immediate child of mn
TA

in TA,

then mn
T is the parent node of mn+1

T in T . The predicate [↓+::en+1[Aacc]/↑+::∗[Aacc][1]=ε::∗] is
valid at mn

T if there is an accessible descendant of mn
T that has as the �rst accessible ancestor the

node mn
T (i.e. an accessible descendant that appears as immediate child of mn

TA
in TA). From (i)

and (ii), it is clear that the node mn+1
T , referred to by ↓+::en+1[Aacc] and having mn

T as parent
node, satis�es the predicate [↓+::en+1[Aacc]/↑+::∗[Aacc][1]=ε::∗] at mn

T . Given the rewritten
predicate [RW_Pred (Fn+1)]=[f

′
1[f
′
2[. . .[f

′
n[f

′
n+1]]. . .]]], we shown that there is at least one node

mn
T returned by f

′
n for which the predicate [f

′
n+1] is valid. Moreover, according to the inductive

assumption, the predicate [RW_Pred (Fn)]=[f
′
1[f
′
2[. . .[f

′
n]. . .]]] is valid. Thus, we conclude that

the predicate [RW_Pred (Fn+1)] is valid at nT , i.e. ξJ[RW_Pred (Fn+1)]K({nT })={nT }.

Case of ↓+::en+1: By assuming that ξJ[Fn+1]K({nTA})={nTA}, we have to show that
ξJ[RW_Pred (Fn+1)]K({nT })={nT }. The assumption ξJ[Fn/fn+1]K({nTA})={nTA} implies
that ξJ[fn+1]K(SJFnK({nTA}))= ξJ[fn+1]K({. . . ,mn

TA
, . . .})={nTA}. The predicate [fn+1] (i.e.

[↓+::en+1]) is valid over the set {. . . ,mn
TA
, . . .} implies that at least one node amongst the

nodes {. . . ,mn
TA
, . . .} referred to by fn has an accessible descendant mn+1

TA
of type en+1, let

mn
TA

be this node. We should show that, in T , the predicate [f
′
n+1] over the node mn

T of f
′
n

returns the same node mn+1
T , i.e. whether mn+1

T ∈ SJRW_Pred (Fn+1)K({nT }). The rewritten
version of Fn+1 is given by: RW_Pred (Fn+1)=f

′
1[f
′
2[. . .[f

′
n[f

′
n+1]]. . .]] where f

′
n+1=↓+::en+1[Aacc].

Since mn
TA

is referred to by fn then the corresponding node mn
T in T is referred to by f

′
n of

RW_Pred (Fn+1). As mn
TA

in TA has an accessible descendant mn+1
TA

, then the corresponding

node mn
T of mn

TA
in T must have an accessible descendant mn+1

T . According to the Lemma
A.1, our accessibility predicate is correct and returns all and only accessible nodes. Thus,
SJ↓∗::en+1[Aacc]K({mn

T }) returns all the accessible descendants of mn
T , including mn+1

T . We
conclude that [f

′
n+1]=[↓∗::en+1[Aacc]] is valid over each node mn

T of T returned by f
′
n, and then:

ξJ[RW_Pred (Fn+1)]K({nT })={nT }. Note that the case of ↓∗::en+1 can be done in a similar way
as ↓+::en+1.

Case of ε::en+1: Fn+1=Fn/ε::en+1, and RW_Pred (Fn+1)=f
′
1[f
′
2[. . .[f

′
n[ε::en+1]]. . .]]. Notice that

F
′
n+1 is computed simply by adding the predicate [ε::en+1] into F

′
n. We de�ne the following

cases:

� en=en+1 or en+1=∗: It is clear that for each node m of type en referred to by fn
(resp. f

′
n), the predicate [fn+1] given by [ε::en] or [ε::∗] is valid at m. Then, Fn[fn+1]

refers to the same nodes as Fn (resp. F
′
n[fn+1] refers to the same set of F

′
n). Then:
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ξJ[Fn+1]K({nTA})=ξJ[Fn]K({nTA})={nTA} and ξJ[F
′
n+1]K({nT })=ξJ[F

′
n]K({nT })={nT }.

� en = ∗ and en+1 6= ∗: The nodes returned by fn of Fn in TA (resp. those re-
turned by f

′
n of F

′
n in T ) may be of any type since en=∗. According to the case

(A), ξJ[Fn+1]K({nTA})=ξJ[fn+1]K(SJFnK({nTA}))= ξJ[fn+1]K({. . . ,mn
TA
, . . .})={nTA}. This

means that there is at least one node amongst {. . . ,mn
TA
, . . .} that is of type en+1, let mn

TA

be this node. According to the case (A), ξJ[F ′n]K({nT })= ξJ[f ′1[. . .[f
′
n]. . .]]K({nT })={nT }.

Since the node mn
TA

referred to by fn is the corresponding node of mn
T in T , then f

′
n of F

′
n

refers to the same node mn
T of type en+1 and the predicate [ε::en+1] is valid over f

′
n, i.e.

ξJ[f ′1[. . .[f
′
n[ε::en+1]]. . .]]K({nT })={nT }. We conclude that SJF ′n+1K({nT })={nT }.

� en 6= ∗, en+1 6= ∗, and en 6= en+1: The nodes returned by fn of Fn in TA and those returned
by f

′
n of F

′
n in T are of type en. It is clear then that adding a simple predicate [ε::en+1] to

fn (resp. f
′
n) makes the predicate [Fn+1] (resp. [F

′
n+1]) false, since we try to select nodes of

type en+1 from a set of nodes of type en (i.e. nodes returned by fn and f
′
n). We conclude

that SJFn+1K({nTA})=SJF ′n+1K({nT })=∅.

Case of αi::text()=c: Recall that a text node is accessible if and only if its parent node is
accessible. The rewriting of the text comparison predicate [αi::text()=c], according to the axis αi,
is given by [αi::∗[Aacc]/text()=c] for αi ∈ {↓∗, ↓+}, and [αi::text()=c] for αi ∈ {ε, ↓}. Based on the
assumption of case (A) and for fn+1=αi::text()=c, we should show that: ξJ[F ′n+1]K({nT })={nT }.

� αi=↓∗ or αi=↓+: We consider only the case of ↓∗ (the remaining case is similar). We have
ξJ[Fn]K({nTA})=ξJ[F

′
n]K({nT })=ξJ[f

′
1[. . .[f

′
n]. . .]]K({nT }) 6= ∅. We have seen that there is at

least a nodemn
TA

referred to by the sub-predicate fn of Fn, respectively, a nodemn
T referred

to by the sub-predicate f
′
n of F

′
n. Then the predicate [fn+1] (resp. [f

′
n+1]) is evaluated

directly over the nodes referred to by fn (resp. f
′
n), i.e. the predicate [↓∗::text()=c] is

evaluated over mn
TA
. According to the assumption of case (A), ξJ[Fn/fn+1]K({nTA})=

ξJ[fn+1]K(SJFnK({nTA}))= ξJ[fn+1]K({. . . ,mn
TA
, . . .})={nTA}. This means that there is at

least one node amongst {. . . ,mn
TA
, . . .} that satis�es the predicate [fn+1], let mn

TA
be this

node, i.e. mn
TA

has an accessible descendant node, let be mn+1
TA

, that has a text node
with value c. On the other hand, (i) the corresponding node mn

T of mn
TA

in T must have

the same node mn+1
T . According to Lemma A.1, our accessibility predicate is correct,

then the predicate [↓∗::∗[Aacc]] over mn
T returns all and only accessible descendants of mn

T

in T . From (i) we conclude that mn+1
T is referred to by [↓∗::∗[Aacc]], checking whether

mn+1
T has a text content with value c is done with the predicate [↓∗::∗[Aacc]/text()=c] that

has to select, for each node mn+1
T , all its accessible descendants having a text content of

value c. Finally, mn+1
T ∈ ξJ[↓∗::∗[Aacc]/text()=c]K({mn

T }), this means that the predicate
[RW_Pred (↓∗::text()=c)] is valid over a node mn

T referred to by f
′
n of F

′
n, and then: [F

′
n+1]

is valid at nT , i.e. ξJ[F
′
n+1]K({nT })={nT }.

� αi=↓ or αi=ε: We consider only the case of ↓ (the second one is similar). Accord-
ing to the assumption of case (A), ξJ[Fn/fn+1]K({nTA})= ξJ[fn+1]K(SJFnK({nTA}))=
ξJ[↓::text()=c]K({. . . ,mn

TA
, . . .})={nTA}. This means that there is at least one node

amongst {. . . ,mn
TA
, . . .} that has a text node of value c. By taking mn

TA
to be this node,

then mn
T in T must also have a text node with value c. This means that [↓::text()=c] is
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valid over the node mn
T referred to by f

′
n of F

′
n, i.e. [f

′
1[. . .[f

′
n[↓::text()=c]]. . .]] is valid at

nT . We conclude that: ξJ[F ′n+1]K({nT })={nT }.

Finally, for all the cases of fn+1, we have shown that if ξJ[Fn+1]K({nTA})={nTA}, then
ξJ[F ′n+1]K({nT })={nT } which means that our rewriting function RW_Pred is correct for the case
(A).

B) Assume that ξJ[F ′n]K({nT }) = ξJ[Fn]K({nTA}) 6= ∅, and ξJ[Fn]K({nTA}) = ∅:
We assume that the two predicate [Fn] and [F

′
n] are valid over the nodes nT and nTA respectively,

and that (i) the predicate [Fn+1] is not valid over nTA (i.e. ξJ[Fn+1]K({nTA})=∅). To prove
the correctness of our rewriting function RW_Pred in this case, it amounts to show that:
ξJ[F ′n+1]K({nTA})=∅. The proof should be done for all the cases of fn+1 as we have done
in the previous case (A). We show here the correctness for only the case of fn+1=↓+::en+1

while the other cases can be done in a similar way. Taking fn+1 to be ↓+::en+1 and assume
by contradiction that (ii): ξJ[F ′n+1]K({nTA}) 6= ∅. Note that RW_Pred (fn+1)=↓∗::en+1[Aacc].
According to the assumption (ii), we have ξJ[F ′n+1]K({nTA})= ξJ[f ′1[. . .[f

′
n[f

′
n+1]]. . .]]K({nTA})

6= {nTA}. This means that there is at least one node mn
T referred to by f

′
n for which the

predicate [f
′
n+1] is valid, i.e. m

n
T has an accessible descendant node of type en+1, let m

n+1
T be

this node. Moreover, mn+1
T appears in TA since it is accessible. Thus, the corresponding node

mn
TA

of mn
T has the same node mn+1

T denoted by mn+1
TA

. According to the assumption of case
(B), [Fn] is valid at nTA , i.e. ξJ[f1/. . ./fn]K({nTA}) 6= ∅. Since the node mn

T is referred to
by f

′
n in F

′
n then its corresponding node mn

TA
is referred to by fn in Fn. Moreover, we have

seen that mn
TA

has an accessible descendant mn+1
TA

that is of type en+1. Given the above, the
predicate [fn+1]=[↓∗::en+1] is valid at the node mn

TA
. Since the predicate [Fn] is valid at nTA

and [fn+1] is valid over at least one node returned by [Fn], then we conclude that the predicate
[Fn+1]=[Fn/fn+1] is valid at nTA . Thus, ξJ[f1/. . ./fn/↓∗::en+1]K({nTA}) 6= ∅ which contradicts
the assumption that we de�ne in case (B) (i.e. assumption (i)). We conclude �nally that the
assumption (ii) that we have taken by contradiction is false, and then: ξJ[F ′n+1]K({nTA})=∅.

C) Assume that ξJ[F ′n]K({nT }) = ξJ[Fn]K({nTA}) = ∅:
We have SJFnK({nTA})=∅, and ξJ[Fn/fn+1]K({nTA})=ξJ[fn+1]K(SJFnK({nTA}))=
ξJ[fn+1]K(∅)=∅. On the other hand, ξJ[F ′n]K({nT })=ξJ[f

′
1[. . .[f

′
n]. . .]]K({nT })=∅. This

means that there is no node referred to by the sub-predicate f
′
n of F

′
n. It is clear that adding any

sub-predicate f
′
n+1 to f

′
n does not change anything, i.e. ξJ[f ′1[. . .[f

′
n[f

′
n+1]]. . .]]K({nT })=∅ since

we try to evaluate a predicate f
′
n+1 over an empty set of nodes returned by f

′
n. We conclude

that: ξJ[Fn+1]K({nTA})=ξJ[F
′
n+1]K({nT })=∅.

∵ ∴ ∴ ∴ ∵

Summing up, we have proven that for any simple predicate Fn+1 of size n+1, the evaluation of
[Fn+1] over the node nTA of TA returns the same result as the evaluation of the rewritten predicate
[F
′
n+1] over the corresponding node nT in T , i.e. either both the two predicates [F

′
n+1] and [F

′
n+1]

are valid over nT and nTA respectively, or the two predicates are false over these two nodes. In
other words, for any simple predicate F of X of any size: ξJ[F ]K({nTA})=ξJ[RW_Pred (F )]K({nT }),
which implies that our rewriting function RW_Pred is correct for simple predicates of X . For the
other types of predicates the proof is obvious. Consider two simple predicates F1 and F2, since
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the rewriting of these two predicates, using our function RW_Pred , is correct then the following
predicates are correct too:

- [RW_Pred (F1) ∧ RW_Pred (F2)] (equivalent to [RW_Pred (F1 ∧ F2)]).

- [RW_Pred (F1) ∨ RW_Pred (F2)] (equivalent to [RW_Pred (F1 ∨ F2)]).

- [¬ (RW_Pred (F1))] (equivalent to [RW_Pred (¬ F1)]).

We conclude �nally that our rewriting function RW_Pred is correct for all the predicates of the
fragment X . �

Theorem A.1. The query rewriting algorithm Rewrite is correct for any query of the fragment
X . �

Proof A.5. The proof follows from Lemmas A.2 and A.3. Given an X query Qn=q1/. . ./qn
where: qi=axisi::ei[fi] and fi can be any �lter of X . Let Q′n be a new version of Qn where all �l-
ters are omitted, i.e. Q

′
n=axis1::e1/. . ./axisn::en. We have proven in Lemma A.2 that our rewrit-

ing function Rewrite is correct for any query of XnoPred, i.e. SJRewrite (Q′n)K(T )=SJQ′nK(TA).
Since each subquery axisi::ei of Q

′
n is correctly rewritten, using our function Rewrite , over the

nodes returned by the sub-query axisi−1::ei−1, then for each sub-queryQ
′
i=axis1::e1/. . ./axisi::ei

of Q
′
n (i ≤ n) we have: SJRewrite (Q′i)K(T )=SJQ′iK(TA). These two evaluations return the

same sets of nodes denoted RT and RTA respectively. Lemma A.3 shows that for any ac-
cessible node nT of T and its corresponding node nTA in TA, and for any predicate [fi]
of X : ξJ[RW_Pred (fi)]K({nT })=ξJ[fi]K({nTA}). This implies that for any node nT of RT
and its corresponding node nTA of RTA , the previous equality is satis�ed. More generally,
ξJ[RW_Pred (fi)]K(RT )=ξJ[fi]K(RTA). In other words, by substituting RT and RTA with their
values, we obtain:

- ξJ[RW_Pred (fi)]K(RT )=ξJ[fi]K(RTA).

- ξJ[RW_Pred (fi)]K(RT )=ξJ[RW_Pred (fi)]K(SJRewrite (Q′i)K(T ))=
SJRewrite (Q′i)[RW_Pred (fi)]K(T )=Rewrite (Qi).

- ξJ[fi]K(RTA)=ξJ[fi]K(SJQ′iK(TA))= SJQ′i[fi]K(TA)=SJQiK(TA).

Finally, we conclude that for any size of the query Qn: SJRewrite (Qn)K(T )=SJQnK(TA), thus
our rewriting function Rewrite is correct for any query of the fragment X . �
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B

DTD Graph: algorithm and complexity

B.1 Construction of DTD Graph

1.
Graph (root→ Rg(root), {

⋃
A∈Ele\{root}A→ Rg(A)})

(Ele,Rg, root)

2. (
Σα ∪ {A}, Vα ∪ {vA}, Eα ∪ {(vA, vα)}, λα ∪ {vA

λ−−→ A}, vA, Orderα
)

;

where :
(

Σα, Vα, Eα, λα, vα, Orderα
)

= Graph (α, P )

Graph (A→ α, P )

3. (
φ, φ, φ, φ,Null, φ

)
Graph (ε, P )

4. (
{str}, {vstr}, φ, {vstr

λ−−→ str}, vstr, φ
)

Graph (str, P )

5.
Graph (B → Rg(B), P \ {B → Rg(B)})
Graph (B,P ) with B → Rg(B) ∈ P

6. (
ΣB , VB , EB , λB , vB , OrderB

)
Graph (B,P ) with B → Rg(B) /∈ P

7. (
{∗} ∪ Σα, {vf} ∪ Vα, {(vf , vα)} ∪ Eα, {vf

λ−−→ ∗} ∪ λα, vf , Orderα
)

;

where :
(

Σα, Vα, Eα, λα, vα, Orderα
)

= Graph (α, P )

Graph (α∗, P )

8. (
∪i Σαi ∪ {�},∪iVαi ∪ {vf},∪iEαi ∪ {(vf , vα1), ..., (vf , vαn)},

∪iλαi ∪ {vf
λ−−→ �}, vf ,∪iOrderαi ∪ {Ordervf (1, vf ) = vα1 , ..., Ordervf (n, vf ) = vαn}

)
;

where :
(

Σαi , Vαi , Eαi , λαi , vαi , Orderαi

)
= Graph (αi, P )

Graph (α1, ..., αn, P )

Figure B.1: The inductive steps in DTD graph construction.
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We shall now show that for every DTD, a DTD graph can be constructed that represents all
the constraints imposed by this DTD over some element types. Our DTD graph construction
algorithm, termed �Graph �, is presented in Figure B.1 as recursive inference rules. The construc-
tion is a structural induction on the expressions of the DTD (i.e., DTD productions). Given
a DTD D = (Ele,Rg, root), for a production A → Rg(A), algorithm Graph constructs �rst a
graph rooted at A, which represents all the constraints de�ned between A and its children types.
After, for each child type B of A, a graph is created for the production B → Rg(B). The same
process is done with children types of B and their children until all descendant types of A are
parsed. In this case, the �nal graph is the graph of A.

We describe in a nutshell the di�erent rules of DTD graph construction shown in Figure B.1.
With vt we refer to the unique vertex labeled with type t (t ∈ Ele∪{str}). Moreover, each time
we use vf , we refer by it to a new vertex created to represent an operator of the DTD.

Algorithm Graph has two parameters: a) the current production; and b) the remaining
productions not already parsed (denoted P ). Consider the production A → α (rule (2)), we
start by creating a vertex vA (if it does not exist) representing element type A. After, the vertex
root vα of the subgraph Gα is connected to vA to complete the description of A element type.
The subgraph Gα is created as follows.

• For α = ε (rule (3)), Gα is an empty graph (φ, φ, φ, φ,Null, φ) 51.
• For α = str (rule (4)), a graph is created with only one vertex vstr which is connected with
vA with the edge (vA, vstr).
• For α = B, two cases are considered. If the production B → Rg(B) is not traversed (rule (5)),
then a graph is created (rooted at vertex vB) that represents the expression Rg(B). This graph
is added as a subgraph of A's graph by connecting vB into vA with edge (vA, vB). In the other
case, the graph of B → Rg(B) has already been constructed (i.e., the graph returned at rule
(6)), then only the edge (vA, vB) remains to be added to complete the graph of A.

• For the expression α∗ (rule (7)), let Gα = (Σα, Vα, Eα, λα, vα, Orderα) be the subgraph repre-
senting subexpression α. The graph of A is constructed in this case by creating a new vertex vf
(labeled with ∗), connecting it �rst with the vertex vA by the edge (vA, vf ), and with the root
vertex vα of Gα by (vf , vα).

• For the expression α1, ..., αn (rule (8)), let Gα1 , ..., Gαn be the subgraphs representing subex-
pressions α1, ..., αn respectively. The graph of A is created as follows: create a new vertex vf
labeled with �, connect vf with vA by the edge (vA, vf ), and for each subgraph Gαi , connect
vf with vαi by the edge (vf , vαi). By de�ning the function Ordervf for the vertex vf , the edges
(vf , vα1), ..., (vf , vαn) are uniquely ordered according to the order de�ned between subexpressions
αi in Rg(A).

Finally, rule (1) represents the star of the construction process. By invoking the algorithm
with the production root → Rg(root), all the expressions of the DTD D are parsed and the
graph created is the DTD graph of D.

Note that the DTD productions A → α? and A → α1 + ... + αn (omitted from Figure B.1)
are handled with the same principle as A→ α∗ and A→ α1, ..., αn respectively.

Property B.1. Given a DTD D, its corresponding DTD graph GD can be constructed at most
in O(|D|) time. �

51Note that an edge (vi, vj)=Null if one of its vertex is Null. We have, E ∪ {Null}=E.

132
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B.1.1 DTD Graph Construction Algorithm

Our algorithm DTDGraph is shown in Figure B.2 that, for a given DTD D = (Ele,Rg, root),
computes its corresponding DTD graph GD. We start �rst by creating a node nt for each type
t in D. This creation step is done only one time for the types of D. However, a node is created
in GD for each occurrence of operator �,� (resp. �+�, �∗�, or �?�) in expressions of D. Given a
node nα and an expression α, procedure subGraph creates a subgraph rooted at nα and which
represents the structure of expression α. The subgraph created for an element type A is called
�A element graph�, composed by all the types that can be reached from A [STZ+ 7]. The
algorithm DTDGraph traverses all the expressions of DTD D by invoking the procedure subGraph
with node nroot (representing the root type) and the expression Rg(root). In a nutshell, the
procedure subGraph (nα, α) proceeds as follows. The two simple cases are either when α = ε,
in this case node nα has no child; or when α = str, in this case the subgraph rooted at nα
has only one child labeled str and reached by the arc nαnstr. If α is an element type A, then
we create an arc nαnA to connect node nα with node nA representing element type A. After,
the A element graph is created by calling subGraph (nA, Rg(A)). We associate boolean variable
visited [A] (initially false) with each element type A in D. With this variable, we ensure that
each element type of D is processed only once. If α = β∗ (resp. α = β?), then we create a
new node n∗ labeled with ∗, whose children (computed with subGraph (n∗, β)) represent the
structure of expression β. After, the nodes nα and n∗ are connected with the arc nαn∗. Until
now, node nα has at most one child (either nstr, nA, n∗, n?, or no child). Thus, the list LGD(nα)
of its incident nodes is empty or contains only one node. The bene�t of this list is shown
clearly when α = α1, ..., αk (resp. α = α1 + ... + αk). In this case, a new node n� is created
with label � and connected to node nα with arc nαn� (i.e., LGD(nα) = [n�]). After, for each
subexpression αi, a subgraph is created with root node nαi (lines 18-20). The label of this node,
equals to label (αi), is determined according to αi as follows: label (str)=str, label (A)=A,
label (β∗)=∗, label (β?)=?, label (β1, ..., βk)=�, and label (β1 + ... + βk)=⊕. Finally, the
node n� is connected to each node nαi by arc n�nαi . The order between these subexpressions
αi is preserved in DTD graph GD by de�ning the list LGD(n�) = [nα1 , ..., nαk ]. This order
is important especially when computing a DTD D from its corresponding DTD graph GD as
explained in the next.

Property B.2. Given a DTD D, algorithm DTDGraph computes its corresponding DTD graph
GD in O(|D|) time. �
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B. DTD Graph: algorithm and complexity

Algorithm: DTDGraph
input : A DTD D = (Ele,Rg, root).
output: A DTD graph GD = (N,A,L, labN , nroot).

1 (N,A,L) ← (∅,∅,∅);
/* In the following, nt is the node created for type t */

2 foreach type t ∈ Ele ∪ {str} do
3 nt ← newNode (t);
4 if (t = root) then
5 nroot ← nt;

6 subGraph (nroot, Rg(root));
7 foreach node n ∈ N do

8 L ← L ∪ {LGD (n)};
9 GD ← (N,A,L, labN , nroot);

10 return GD;

Procedure: subGraph
input: A node nα and a regular expression α.

1 case α = str

2 A ← {nαnstr};
3 LGD (nα) ← [nstr];

4 case α = B /* case of element type B */

5 A ← {nαnB};
6 LGD (nα) ← [nB ];
7 if not (visited [B]) then
8 subGraph (nB , Rg(B));
9 visited [B] ← true;

10 case α = β∗
11 n∗ ← newNode (∗);
12 LGD (nα) ← [n∗];
13 subGraph (n∗, β);

14 case α = β?
/* same principle as previous case */

15 case α = α1, ..., αk
16 n� ← newNode (�);
17 LGD (nα) ← [n�];
18 foreach subexpression αi do
19 nαi ← newNode (label (αi));
20 subGraph (nαi , αi);

21 LGD (n�) ← [nα1 , ..., nαk ];

22 case α = α1 + ...+ αk
/* same principle as previous case */

Procedure: newNode
input : A label l.
Output: A node n labeled l.

1 Create a new node nl;
2 N ← N ∪ {nl};
3 labN (nl) ← l;
4 LGD (nl) ← [];
5 return nl;

Figure B.2: DTD Graph Construction.
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Abstract

XML has become a standard for representation and exchange of data across the web. Repli-
cation of data within di�erent sites is used to increase the availability of data by minimizing
the access's time to the shared data. However, the safety of the shared data remains an im-
portant issue. The aim of the thesis is to propose some models of XML access control that
take into account both read and update rights and that overcome limitations of existing models.
We consider the XPath language and the XQuery Update Facility to formalize respectively user
access queries and user update operations. We give formal descriptions of our read and update
access control models and we present e�cient algorithms to enforce policies that can be speci�ed
using these models. Detailed proofs are given that show the correctness of our proposals. The
last part of this thesis studies the practicality of our proposals. Firstly, we present our system,
called SVMAX, that implements our solutions and we conduct an extensive experimental study,
based on real-life DTD, to show that it scales well. Many native XML databases systems (NXD
systems) have been proposed recently that are aware of the XML data structure and provide
e�cient manipulation of XML data by the use of most of W3C standards. Finally, we show
that our system SVMAX can be integrated easily and e�ciently within a large set of NXD
systems, namely BaseX, Sedna and eXist-db. To the best of our knowledge, SVMAX is the �rst
system for securing XML data in the presence of arbitrary DTDs (recursive or not), a signi�cant
fragment of XPath and a rich class of XML update operations.

Keywords: XML Access control, XML Updating, Query Rewriting, XPath, XQuery, XML
Databases, Con�dentiality and Integrity.

Résumé

Le langage XML est devenu un standard de représentation et d'échange de données à travers le
web. Le but de la réplication de données au sein de di�érents sites est de minimiser le temps
d'accès à ces données partagées. Cependant, di�érents problèmes sont liés à la sécurisation de
ces données partagées. Le but de cette thèse est de proposer des modèles de contrôles d'accès
XML qui prennent en compte les droits de lecture et de mise-à-jour et qui permettent de sur-
monter les limites des modèles qui existent. Nous considérons les langages XPath et XQuery
Update Facility pour la formalisation des requêtes d'accès et des requêtes de mise-à-jour respec-
tivement. Nous donnons des descriptions formelles de nos modèles de contrôles d'accès et nous
présentons des algorithmes e�caces pour le renforcement des politiques de sécurité spéci�ées à
la base de ces modèles. Des preuves détaillées sont données pour montrer la correction de nos
propositions. L'autre partie de cette thèse est consacrée à l'étude pratique de nos propositions.
Premièrement, nous présentons notre système appelé SVMAX qui met en oeuvre nos solutions,
et nous conduisons une étude expérimentale basée sur une DTD réelle pour montrer l'e�cacité
de notre système. Plusieurs systèmes de bases de données natives (systèmes de BDNs) ont été
proposés récemment qui prennent en considération la structure XML et permettent une manipu-
lation e�cace des données XML en utilisant la plupart des standards du W3C. Finalement, nous
montrons que notre système SVMAX peut être intégré facilement et e�cacement au sein d'un
large ensemble de systèmes de BDNs, à savoir BaseX, Sedna et eXist-db. À nos connaissances,
SVMAX est le premier système qui permet la sécurisation des données XML conformes à des
DTDs arbitraires (récursives ou non) et ceci en moyennant un fragment sgni�catif de XPath et
une classe riche d'opérations de mise-à-jour XML.

Mots-clés: Contôle d'accès XML, Mise-à-jour XML, Réécriture des Requêtes, XPath, XQuery,
Bases de Données XML, Con�dentialité et Intégrité.
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