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iii "It is by logic that we prove, but by intuition that we discover. To know how to criticize is good, to know how to create is better."

Henri Poincaré

Résumé IAEM Loria Doctorat de l'Université de Lorraine Procedural noises for the design of small-scale structures in Additive Manufacturing by Thibault TRICARD La démocratisation de la fabrication additive a suscité un regain d'intérêt pour ses applications potentielles. Parmi celles-ci, la possibilité d'imprimer des structures à petite échelle est particulièrement prometteuse. La géométrie des structures internes à petite échelle influence directement les propriétés physiques des pièces finales. Ainsi, la découverte de nouvelles structures à petite échelle produisant des propriétés cibles spécifiques élargit les possibilités offertes aux utilisateurs de la fabrication additive, ce qui ouvre la voie à de nouvelles applications potentielles en robotique molle, pour la conception de prothèses et d'orthèses, et pour l'ingénierie mécanique en général. Cependant, pour être utiles en conditions réelles, ces structures à petite échelle doivent exposer des contrôles sur les propriétés qu'elles déclenchent -et permettre leur variation dans l'espace -afin d'adapter leur comportement à l'intention de l'utilisateur. Il est intéressant de noter que ce type de contrôle spatial des propriétés a été largement étudié en informatique graphique, en particulier pour la synthèse de textures.

Cette thèse s'inscrit dans le cadre de l'initiative Lorraine Université d'Excellence (LUE) et du projet Orthosis 4D. Ce projet a pour but de proposer de nouvelles façons de fabriquer des objets minces pour des applications médicales, sportives et de confort (semelles, orthèses, protections, etc.). Actuellement, ces objets sont le plus souvent fabriqués à la main par des spécialistes de la santé avec des matériaux coûteux. Ainsi, la mise au point d'une v nouvelle méthode de fabrication automatisée de ces objets permettrait de libérer du temps pour les spécialistes et réduire leurs coûts, ce qui les rendrait plus disponibles. Dans ce contexte, notre recherche s'est concentrée sur la découverte de structure de petites échelles ayant des propriétés mécaniques similaires à celles des matériaux actuellement utilisés. Pour ce faire, j'ai choisi d'explorer le domaine des textures procédurales en espérant améliorer et créer de nouvelles méthodes pour générer ce genre de structure tout en apportant le niveau de contrôle que propose les textures procédurales au domaine de la fabrication additive. Dans le domaine des textures procédurales, je me suis concentré sur les bruits procéduraux et, plus précisément, au bruit de Gabor. Le bruit procédural de Gabor est une méthode récente qui peut générer un large éventail de motifs et permet à l'utilisateur de contrôler leur conception.

L'objectif de cette thèse est de permettre le même type de contrôle spatial que celui obtenu par les méthodes de synthèse de textures, pour la synthèse de structures à petite échelle dans la fabrication additive. En particulier, je me suis concentré sur la définition de structures à petite échelle fortement orientées. Celles-ci déclenchent des propriétés extrêmement anisotropes dans les pièces, un type de comportement qui n'a pas été largement couvert dans les travaux antérieurs.

Pour y parvenir, j'ai proposé de revisiter les formulations procédural développées pour la synthèse de texture en informatique graphique, où chaque sous-partie d'un motif peut être calculée indépendamment, en suivant uniquement des informations locales.

Notre intention initiale était d'utiliser le bruit de Gabor procédural [START_REF] Lagae | Procedural Noise using Sparse Gabor Convolution[END_REF] pour générer des motifs de remplissage multi-matériaux denses pour FDM. Les bruits procéduraux produisent des motifs intéressants, permettent un contrôle précis par l'utilisateur, et peuvent être calculés pour un faible coût de calcul. Le bruit de Gabor, tel que défini par [START_REF] Lagae | Procedural Noise using Sparse Gabor Convolution[END_REF], ne peut pas produire de motifs très contrastés. Idéalement, nous voulions trouver une fonction de seuillage qui nous permettrait de contrôler le ratio de présence de chaque matériau. Malheureusement, le bruit de Gabor procédural crée des pertes de contraste [START_REF] Neyret | Understanding and controlling contrast oscillations in stochastic texture algorithms using Spectrum of Variance[END_REF] dans certaines zones où l'amplitude du motif est atténuée. Cette instabilité de l'amplitude rend impossible de trouver des valeurs de seuillage qui créent des résultats homogènes pour l'ensemble du motif, et empêche de contrôler le taux de présence d'un matériau dans le résultat final. De plus, la forme symétrique de l'oscillation empêche une fonction de seuillage asymétrique et limite la gamme de motifs disponibles. gamme de motifs disponibles. C'est dans ce contexte que nous avons travaillé à la reformulation du bruit de Gabor dans le but d'apporter de nouveaux degrés de liberté dans le design de motifs, et de trouver une solution au problème de perte de contraste du bruit de Gabor.

Ainsi en étudiant la formulation originale du gabor noise nous avons réussi à la reformuler de façon qu'il soit possible d'en extraire trois composants : l'intensité, la phase, et la fonction de forme de l'oscillation. Cette nouvelle formulation permet de résoudre le problème de contraste dans un grand nombre de cas en supprimant le terme d'intensité, et de contrôler l'aspect du motif généré grâce à la fonction de forme de l'oscillation. Grace à ce nouveau bruit procédural, nommé bruit de phasor, nous avons pu synthétiser efficacement des motifs oscillants fortement contrastés, qui permet de suivre de près les champs de propriétés tels que l'orientation et la densité tout en étant calculés localement. J'ai démontré cette approche pour des applications de texturation ainsi que pour la synthèse de motifs fortement orientés, fortement orientées, anisotropes et multimatériaux à petite échelle. Malheureusement, la renormalisation du motif via la suppression du terme d'intensité fait apparaître des défauts dans le motif. Ces défauts se présentent sous la forme de cassures dans les oscillations du pattern altèrent l'aspect visuel du motif et sont dommageables dans le cadre de la fabrication. En effet, ces cassures provoquent des changements rapides dans le motif et créent une forte déviation locale à la fois dans le motif créé et dans ses propriétés mécaniques.

Par conséquent, mon deuxième objectif dans cette thèse a été d'étudier le bruit de phasor pour identifier l'origine de ces cassures et trouver un moyen de réduire leur nombre et leur impact sur les motifs générés. Cette étude a mené à l'identification de ces cassures dans le terme de phase mis en avant par le bruit de phasor. Dans ce terme, les cassures apparaissent sous forme de singularité du champ de phase et son caractérisé par une rotation de ce champ sur lui-même. Cette étude a aussi permis de mettre en avant deux types de singularités, les singularités points où la rotation du champ s'effectue autour d'un seul point, et les singularités ligne où la rotation du champ s'effectue autour d'une ligne.

Les singularité points, crée des embranchement dans les oscillations et permettent l'apparition ou la disparition de nouvelles oscillation, pour garder une fréquences d'oscillation constante quand le motif suit un champ d'orientation arbitraire. De plus, cette singularité n'affecte que très localement la qualité du motif et leur présence dans des structures de petites échelles n'affectent que très peu la fabricabilité de celles-ci. Ces singularité permettait donc de relaxer localement les contraintes de l'utilisateur sans pour autant affecter le processus de fabrication Leur présence peut donc être bénéfique pour la qualité du motif généré. Cependant leur présence représente toujours une déviation locale des propriétés voulues par l'utilisateur, leur nombre doit donc être réduit autant que possible sans pour autant affecter les propriété locales des motifs générés.

Les singularité lignes, en revanche, créent des cassures franches dans le motif et peuvent s'étendre sur plusieurs oscillations successives. Tout comme les singularité points elles permettent de relaxer les contraintes de l'utilisateur. Cependant, contrairement aux singularité points, les singularité lignes crée des défauts étendu dans le motif généré ce qui peut affecter la fabricabilité des motifs. En conséquence, et dans l'idéal, il faut supprimer ces singularités du champ de phase, et quand ce n'est pas possible trouver un moyen de réduire leur taille pour limiter leur impact.

Par conséquent, ma deuxième contribution a étendu ce travail pour formuler une technique de régularisation efficace et peu coûteuse qui réduit le nombre et l'impact des singularités dans les motifs générés. Pour cela nous avons développé deux techniques de régularisation pour le bruit de phasor. La première se concentre sur l'étude du processus aléatoire à l'origine du bruit de phasor et du bruit de Gabor. En effet ces bruits sont générés à partir d'une distribution aléatoire de noyaux dans l'espace, et c'est l'interaction de ces noyaux qui crée le motif final. Dans le cas des bruits de phasor et de Gabor ces noyaux sont composés à partir de sinusoïdes. Or lors de leur distribution ces noyaux se déphasent aléatoirement. Et c'est ce déphasage aléatoire qui est en partie responsable de l'apparition de singularité. Partant de ce constat nous avons conçu un algorithme itératif qui est capable de modifier la distribution des noyaux de façon à réduire le nombre de singularité dans le motif final. En parallèle nous avons travaillé à l'étude de l'interaction des noyaux entre eux. Cette étude nous a permis de mettre en évidence une mesure des singularités basées sur cette interaction, et de modifier la façon dont les noyaux interagissent de façon à réduire l'impact des singularités sur les motifs générés. En combinant ces deux approches nous avons réussi à produire des motifs oú l'impact des singularités à été fortement diminué.

Enfin, nous avons tiré avantage de ces nouveaux motifs régularisés pour créer une nouvelle méthode de génération de structures de petites échelles pour la fabrication additive. Pour cela nous avons appliqué au bruit de phasor une fonction de forme spécialement choisie pour les méthodes de fabrication basée sur le dépôt de fil fondu. Cette fonction crée une forme de damier penché dont les contours définissant les trajectoire de dépôts de la machine. La structure de petites échelles ainsi créée a une forme d'accordéon et est extrêmement flexible dans deux directions et extrêmement rigide dans la troisième. Ce contraste des rigidités directionnelles de la structure de petite échelle nous a permis de designer des objets avec des comportement prometteurs pour le domaine du design par ordinateur et de la robotique mole. De plus, grâce aux contrôles offerts par le bruit de phasor, qui sont conservés par notre méthode, nous pouvons contrôler localement le contraste, les directions de flexibilité privilégié et la tailles de ses structures de petites échelles. En combinant tous ces différents control utilisateur nous avons pu démontré l'étendu des capacité de notre méthode en fabricant des exemples proposant des comportement innovant. Enfin nous avons procédé à une évaluation de nos structures via des méthodes numériques et des mesures physiques de leur comportement après impression.

Ma troisième contribution explore comment utiliser une approche similaire pour définir des trajectoires dans des pièces imprimées en 3D entièrement remplies, sous des objectifs d'orientation. Pour cela nous avons adopté une approche similaire au marching square, une méthode capable d'extraire des courbes de niveaux à partir de champs scalaires. Ainsi nous avons adapté l'algorithme d'origine pour qu'il soit capable d'extraire des courbes de niveau dans des champs scalaire périodique. Grâce à cela nous avons pu extraire les courbes générées par le bruit de phasor sous forme vectoriel pour ensuite pouvoir les utiliser comme chemins de dépôt pour la fabrication additive. De plus, grâce à une définition en trois dimensions du bruit de phasor et en ajustant la phase des oscillations, nous sommes en mesure de rompre les alignements spatiaux le long de la direction de construction qui, autrement, entraîneraient des faiblesses locales dans les pièces produites. Enfin, là encore, nous avons évalué nos résultats par des mesures mécaniques montrant l'utilité de notre approche pour la conception de matériaux par ordinateur. 
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6.1

High-contrast patterns produced by our approach. Note how the profile of the oscillations smoothly transition from a rectangular wave (20% black), to a square wave, to a triangular profile and finally a sine wave. At the same time, the orientation of the waves changes from left to right. The field visualized here is purely procedural. It is obtained by feeding our phasor noise into periodic profile functions (shown in blue), that are interpolated from left to right. . . . . . . . . . . . . . . . 6.2 A bi-lobe Gabor noise and its Fourier transform. The orientation is θ, the frequency of the sine wave F and the bandwidth b. They are all clearly visible in the spectrum. Note that the image of the Fourier transform has been cropped for readability. . . . . . . . . . . . . . . . . 6.3 From left to right: a phasor sine wave, its underlying phasor field (directions as hue, modulus as luminance) and associated phase field ϕ. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 6.4 Noise (left) and spectrum of variance (right). First row: Gabor noise.

Second row: Phasor sine wave. The colors are the same as the ones used for equation 6.12. Note the absence of low frequency -no center lobe -in the spectrum of variance of the phasor sine wave. . . . . . . 6.5 Noise and spectrum of variance. (Left: Gabor noise, Right: phasor sine wave). In this case, the ratio between the bandwidth of the gaussian and the frequency is large enough for ϕ to significantly reshape the main sine wave. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 6.6 Left: Intensity field. Middle: Color coded phase field (angled mapped on hue). Right: Phasor sine wave. Two types of artifacts appear in the phase field. The first are point singularities (in orange) around which the phase rotates rapidly. It corresponds to the disappearance of a wave front. When two such singularities are close to one another in the direction orthogonal to the noise (in cyan), a ridge appears in the phase with opposing wave fronts across. . . . . . . . . . . . . . . . . . 6.7 Spectrum of variance of two bi-lobes. Left: Gabor noise exhibiting local loss of contrast, resulting in a central lobe in the spectrum of variance. Middle: Phasor sine wave with the two bi-lobes separated by π 4 . The local loss of contrast is completely eliminated: no central lobe. Note the two-sided spectrum of variance. Right: Same phasor sine wave using the dual formulation to eliminate the other lobes instead. 6.8 Two bi-lobes noise. Left: Gabor noise and its spectrum of variance.

The nine Gaussian locations are clearly visible; in yellow the center Gaussians, in blue and green the bi-lobes Gaussians at ±2u k and ±2u m and outlined by orange and purple arrows the interaction Gaussians at (respectively) ±(u k + u m ) and ±(u ku m ). Right: Normalized noise where the center lobe is removed. This is not a phasor sine wave as an intensity term remains. . . . . . . . . . . . . . . . . . . . . . 6.9 Phasor sine wave in the two bi-lobes case, with separation angles θ of respectively (left to right) π 10 , π 6 , π 4 , π 2 . The insets at the bottom right show the power spectrum of the patterns. As the angle θ increases, high frequencies due to interferences between the two bi-lobes appear. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . xxii 6.10 Phasor diagram illustrating the interactions between two orthogonal 2D sine waves sin(x • u k ) (green) and sin(x • u m ) (blue), along direction u k . The diagram on the left shows the two sine wave phasors as blue and green vectors: the green phasor rotates while the blue phasor remains fixed: the blue sine wave does not oscillate along u k . The right plot shows the resulting waves along u k . The purple is the result obtained by phasor addition, omitting intensity. Since both sine waves have the same intensity, the sum of the green and blue phasors vanish in specific locations, and the purple phasor abruptly changes from π 2 to -π 2 , interrupting the purple sine wave. Waves of different intensities do not exhibit this issue. . . . . . . . . . . . . . . . . . . . . 6.11 Top row: Gabor noises mixing an increasing number of bi-lobes (3,4,6,32) with orientations regularly distributed over π. Bottom row:

Corresponding phasor sine wave. Both the spectrum and spectrum of variance (outlined in blue) are shown. The achieved power spectrums are similar. The phasor noise has some additional energy in higher frequencies due to singularities. The phasor sine wave eliminates a large part of the low-frequency disc in the spectrum of variance. The remaining parts are due to the two-sided normalization observed with the two bi-lobes case, here generalized for a large number of bi-lobes.

We discuss this further in Section 6. 

7.1

Our technique synthesizes fiber-like microstructures that can be additively manufactured. This induces an elastic response that we call rigid-transverse: the fibrous microstructures are very rigid along their elongated axis while being comparatively very flexible in the (local) orthogonal plane. Left: Without any spatial gradation, our microstructures are formed by square diamond profiles defined in the v, w plane and extruded along the axis u. Right: 3D printed object embedding our synthesized microstructures. The designer directly manipulates the fiber orientations, controlling how the cube volume reshapes under large deformations. Here, the top face collapses while gripping the bar, as the fibers prevent stretch along their main direction (see orange dashed line). Note the more disorganized structures at the bottom, which cancels the directional effect in this area. . . . . . . . . . 7.2 Left: Microstructure without gradations. The extruded diamond shape has a high rigidity in the direction of extrusion u and is comparatively very flexible in the two orthogonal directions v and w. Right: Illustration of orientation gradation along an arbitrary direction field. Conforming to changes in direction while maintaining a near-constant structure scale inevitably yields scattered singularities (red circles 7.20 for overlap statistics. A segment is counted when the overlap along it exceeds 10% of the nozzle diameter. The graphs are clamped after the first 95% of segment counts for readability. . . . 7.22 Two slabs of toolpaths visualized in our printer emulation tool. A red color indicates an overhang violation, a blue color an overlap. Sliced with 0.2 mm layers for a 0.4 mm nozzle. Structure scale was chosen to obtain a cube filled at 25% volume density. Left: Γ = 0. Right: Γ = π 2 .

7.23 Fidelity of the synthesized geometry to the control fields, for the 3D printed knee example (Figure 7.39). Although the output density suffers from filtering artifacts at the geometry boundary, the rest of the model correlates strongly with the input scaling field (Pearson correlation coefficient: 0.814). The extracted orientation also follows the input orientation closely as the bottom histogram shows, with most structures within 20 degrees of the input direction. . . . . . . . . . . . . 106 7.24 Numerical simulation (small deformations, i.e. linear elasticity) of the periodic diamond structure. (a) Periodic domain used for the homogenization [START_REF] Michel | Effective properties of composite materials with periodic microstructure: a computational approach[END_REF] (grid with resolution 100 3 , solid phase with Poisson's ratio 0.3 and Young's modulus 1). The solid phase (in blue) has a density of 17%. The homogenized linear elasticity tensor [START_REF] Jones | Mechanics of Composite Materials[END_REF] is computed with the software CrAFT [START_REF] Boittin | Quadmesh generation and processing: A survey[END_REF]. (b) Visualization of the directional Young's modulus given by ELATE [START_REF] Gaillac | ELATE: an open-source online application for analysis and visualization of elastic tensors[END_REF]. The minimal Young's modulus is achieved in the axes v and w, while the maximal one is achieved in the axis u. (c) Young's modulus in the vw plane, the central point corresponds to the origin. There is a sharp increase in the Young's modulus for directions closely aligned with the diamond walls, as illustrated by the cross. (d) Young's modulus in the uv and uw plane. . . 107 7.25 Compression test with two specimens, having equal density ρ = 10% and angular spread Γ = 0. In this case, the printing direction is along the axis u. One of the specimens has been rotated 45 • degrees along the u axis. Please refer to the text for details. . . . . . . . . . . . . . . . 108 7.26 Compression test with 12 different specimens (3D printed cubes) with varying density ρ (along columns) and amount of angular spread Γ (along rows), from 0 to isotropy (π/2). For each specimen, we measure the stress-strain response [START_REF] Jones | Mechanics of Composite Materials[END_REF] Additive manufacturing (AM) is a domain of research that aims at finding processes for creating objects from virtual data by successive addition of matter. AM regroups multiple processes that have their specificities. In this thesis, I focused on the extrusion based processes and more specifically on the Fused Deposition Modeling (FDM). FDM is a process where matter is melted and extruded following predefined toolpaths (paths followed by a tool, here the extruder). The melted matter is deposited along the paths followed by the extruder and create solid beads of matter once cooled down. The accumulation of the beads forms the final object. Note that this approach is not specific to FDM, other processes follow similar accumulation strategies using different source materials and devices.

Hence the definition of the trajectories that are followed by the extruder is a crucial step to create the final shape. Despite an apparent simplicity, defining and ordering trajectories in 3D can be highly complicated depending on the organization of the 3D trajectories, and is yet to be solved in a general context. However, by constraining trajectories to planar slices the problem becomes much simpler and the resulting trajectories can be printed by a wider range of devices. A convenient way to do that is to intersect the object with a set of plane parallel to the bed of the printer. This process is called slicing and is illustrated in Figure 1.1 Doing so create two subproblems: ordering the slices (which is trivial) and generating trajectories within the slices. In this thesis, we focus on the latter one. The same object sliced (intersected with a set of planes). Right: The object printed with and FDM machine. Note that the printed object was sliced using a higher number of layers.

Initially, in FDM, objects were printed with trajectories that followed the contours of the object to create a perimeter (the outer shape of the object), then filled with dense parallel (zigzag) trajectories. This method of printing was extremely simple to implement but wasted a lot of matter and time while densely filling the interior of the object. To reduce this effect, the trajectories definition algorithm was altered to use different filling patterns or infills to replace the dense parallel trajectories.

The first infills were straightforward 2D patterns repeated at every slice, forming an extruded version of the 2D pattern, and allowed for a significant reduction of the amount of matter and time spent printing while still managing to support the shape of the object during the print correctly. These first hollowed infills quickly inspired researchers to investigate the new possibilities they offered.

This lead to the emergence of techniques modifying object properties through the infill parameters. Hence finding new infill patterns and evaluating them is an extremely important topic across multiple research communities. Nowadays, research around infill patterns is active in (mainly but not only) applied mathematics, mechanical engineering, additive manufacturing, computational physics, robotics ,and computer graphics. Each of these community come with their point of view and area of focus (slopes constraints enforcement, compliance problems, minimization of material usage, computational optimization ...) resulting in an extensive and diverse set of methods. However the generation of such pattern with high user control is a challenging task that can require long computation time. 

objectives

This thesis takes place in the "Lorraine Université d'Excellence" (LUE) initiative and is part of the Orthosis 4D project. This project aim at proposing new ways to fabricate thin objects for medical application, sports, and comfort (insoles, orthosis, protective gear, etc.). Currently, those objects are mostly handcrafted by health specialists with expensive materials. Thus achieving a new way to manufacture such objects in an automated way could free time for the specialists and reduce their costs, making them more available.

In this context, our research focused on finding new infills with mechanical properties similar to the materials currently used. To do so, I chose to explore the domain of procedural textures hoping to improve and create new methods by bringing the level of control achieved in procedural textures to the domain of additive manufacturing.

In the domain of procedural texture (see Section 1.2), I focused on procedural noises and more specifically, the procedural Gabor noise (see Section 4.2.3), a recent method that can generate a wide range of patterns and gives a lot of user control over the design.

To adapt those patterns for additive manufacturing applications, we needed to tackle two challenges. The first one was to find a way to generate high contrasts patterns to get a clear separation between what needs to be printed and what needs to remain void. The second one was to find a method to improve the global coherency of the generated pattern and enhance their fabricability (see Section 1.3).

Then the last step to produce structures with suitable properties was to design interesting patterns and to test their properties to validate them.

Procedural Textures

In computer graphics the rendering is a key operation that transforms a virtual scenes into 2D images that can be printed by a typical screen. Scenes are usually composed of multiple objects, light sources, and a virtual camera. Objects can be represented in numerous ways, but the most used one is the mesh representation. In this representation, only the surface of the objects is taken into account. It is described using a set of polygons (usually triangles), each approximating a small part of the surface of the objects. Now to render a scene, the process needs to associate each pixel (atomic parts of an image) with a point on a surface of the scene. This operation is called rasterization. Then to affect a value to the pixel, the renderer needs additional information on the surface material such as its albedo (color), normal, roughness ... A example of rendering is shown in Figure 1.3. This information on the surface material can be stored in the polygons that describe the surface, then each face of the object will have a unique color. To alleviate this effect, polygons can be further subdivided to increase the details the mesh can carry. Unfortunately, doing so creates complex meshes that take more space to store, take longer to be loaded, and are slower to be rendered. Furthermore, it creates a correlation between an object's topological representation and its surface properties. Thus these surfaces information are usually stored in representation called textures (See 1.4). In Computer Graphics, textures are a simple representation of discrete sets of values, usually under the form of a two or three-dimensional array. In the rendering context, textures must be simple to sample, fast to access, and lightweight, so they are usually two-dimensional arrays that are mapped to the object surfaces. The combined use of simple meshes and textures significantly reduces the topological complexity of the scene and the rendering time, but when a scene exhibits a high number of details, the texture size can grow quickly.

To alleviate this problem, the idea of using implicit texture instead of explicit one was proposed. Implicit textures are textures that can be computed from a set of functions in a procedural way; thus, they are commonly called procedural textures.

Here, the word procedural refer to the definition proposed by [START_REF] Perlin | An image synthesizer[END_REF] where a procedural approach can only describe a process that can be evaluated on the fly regardless of the size of the sample needed. So instead of storing the whole texture, the idea is to only store key parameters of the functions and to implement the functions that compute the texture in the rendering process. This approach significantly reduces the memory cost of textures and allow for infinitely defined textures for a slight increase in the sampling cost. This idea was first introduce by [START_REF] Lewis | Texture synthesis for digital painting[END_REF] and [START_REF] Perlin | An image synthesizer[END_REF] as a way to create textures to mimic specific preexisting examples or styles. Since then the idea was extended to produce many patterns and most methods provide a high level of user control that facilitates their implementation in artistic routines. After three decades of research in this area, procedural textures methods have become a key building bloc of modern graphics, and are used widely in the video games and the movie industries. FIGURE 1.5: Illustration a noise applied to a vase Left: no noise with a simple specular lighting. Middle: noise applied to the color of the object to recreate a marble aspect. Right: noise applied to both color and normal to create a old marble effect. The noise function is applied to this object for low computation time and only stores a single parameter. To achieve similar results with explicit textures would require two separated high resolution textures to be stored.

Using Procedural Textures in AM

As explained in Section 1.1 infill patterns are a key aspect when generating printing trajectories. However, in practice, efficiently generating patterns with a high level of user control can be a challenging task. This is why I choose to investigate procedural textures. As explained in Section 1.2 the procedural textures domain offers numerous methods to generate a wide range of patterns in a highly efficient and scalable way. In Computer Graphics, these methods are used to generate complex patterns in two or three dimensions most of the time on three different channels (Red, Green, Blue).

In the case of infills generation, the task can be summarized as determining what parts of the slice need to be filled and what parts should not. In terms of texture generations, it reduces the problem to the generation of two-dimensional binary textures (three-dimensional if we account for consistency between slices). So, in theory, implementing preexisting procedural textures methods and applying an operator that maps each generated value to a binary result (i.e., thresholding) could create an infill pattern (See Figure 1.6). However, fused deposition modeling exhibits constraints that need to be met for a shape to be considered as printable.

FIGURE 1.6: Left: a 3D noise thresholded to create a small-scale structure. Right: a cut view of the same 3D noise. 3D noises create complex structures that are hard to print. This can be seen in the cut view, where the noise generate small isolated components.

Most importantly, a shape needs to be self-supported, roughly it means that each deposited bead need to be supported by something (the printer bed or other beads). Geometry-wise, this means that only pattern that does not exhibit slopes above a certain threshold (typically 45 degrees) can be printed. Of course, for the external shape of the objects, supports (temporary matter) can be added and removed once the part is printed, but for infill, it cannot be done as the supports could not be removed.

Secondly, to ensure good printability, the printing trajectories continuity needs to be maximized. As a matter of fact, discontinuous deposition can create defects that can accumulate through the printed parts and can modify their properties or even create complete failure of the printing process. In the case of infill generation, this objective needs to be addressed both by the generation that has to prioritize continuous patterns over sparse ones, and by enforcing the continuity while transforming them into printing trajectories.

Finally, for an infill behavior to be predictable, it has to be homogenous at the smallest scale possible, roughly this means that any two samples of the infill should have similar properties for the smallest sample size possible. In other terms, the generated pattern needs to be as close to a periodic one as possible.

Unfortunately, procedural textures methods were not designed to meet these constraints but to produce rich and visually appealing patterns. So to apply them to infill generation, we needed a way to enforce those constraints accurately while maintaining the user control provided by this class of methods. This thesis is dedicated to solving these issues.

Part II

State of the art

Chapter 2

Computational Design

Computational design is a domain that regroups a wide range of methods that aim at automatically generating design from user-specified properties. The desired properties target several use cases: i.e., balance [START_REF] Prévost | Make It Stand: Balancing shapes for 3D fabrication[END_REF], aesthetics [START_REF] Martínez | Star-Shaped Metrics for Mechanical Metamaterial Design[END_REF][START_REF] Bickel | State of the art on stylized fabrication[END_REF], weight reduction [START_REF] Sigmund | A 99 line topology optimization code written in matlab[END_REF], smart textiles [Yao and Ishii, 2019], soft robotics [START_REF] Yao | Pneui: Pneumatically actuated soft composite materials for shape changing interfaces[END_REF], etc. In this thesis, we focused on designing small-scale structures and ways to control their properties for deformable designs [START_REF] Bertoldi | Flexible mechanical metamaterials[END_REF][START_REF] Zhang | Printing, folding and assembly methods for forming 3d mesostructures in advanced materials[END_REF]. In our context, deformable designs are designs that can be bent, folded, compressed, or deformed to follow predefined behaviors. These deformations can serve multiple objectives. Some methods use the deformation as a way to reduce the space occupied by the objects when it is not being used, For example, [START_REF] Panetta | X-shells: A new class of deployable beam structures[END_REF] use this approach to design shells structure made out of linear beams that can be deployed to match a desired 3D form or be folded (see Figure 2.1). [START_REF] Tao | Morphing pasta and beyond[END_REF] proposed to create flat noddle that takes their final shape while cooking. Other methods proposed to use the deforma- tion for more active tasks, especially in soft robotics, where the designs are used to interact with their surrounding (e.g. grabbing [START_REF] Vanneste | Anisotropic soft robots based on 3D printed meso-structured materials: design, modeling by homogenization and simulation[END_REF], explore [START_REF] Yao | Pneui: Pneumatically actuated soft composite materials for shape changing interfaces[END_REF]). Some methods use deformations to reduce the number of parts composing a design. For example, compliant designs [Howell, 2013a] aim at replacing mechanical linkage with compliant structure. This way, we obtain parts that move similarly to the original design without friction and reduce the pieces' wearing. Moreover, as the number of pieces is reduced, the object's fabrication and assembly are simplified. This both reduces costs and increases reliability.

Chapter 2. Computational Design Of course, the methods described here are only a fraction of the methods proposed by this domain [START_REF] Bermano | State of the art in methods and representations for fabrication-aware design[END_REF][START_REF] Attene | Design, representations, and processing for additive manufacturing[END_REF]. What is important here is that most of these approaches can only achieve such impressive results by accurately controlling the internal structures in the design. In this context, my work aims at proposing new ways to control the matter organization inside 3D printed parts (infill). Our objective is not only to support existing types of behaviors, but also to enable novel possibilities that go beyond the state of the art.

Chapter 3

Small scale structures in Additive Manufacturing

Overview

In additive manufacturing an infill is a structure that is used to fill the interior of an object. Originally, infills were used to reduce the amount of material and time spent while maintaining the fabricability of the parts. The firsts infills to be introduced were homogeneous and periodic patterns (McM [2000]). Those patterns were mostly 2D geometric patterns extruded along the Z axis (see Figure 3.1). As such, they are simple to implement and extremely fast to compute. For these reasons, those infills are still widely used today in most rapid prototyping applications and aesthetic creations. The community quickly realized the concept of infills could be improved to produce better supports while reducing the time and matter spent printing, and for functional purposes (balance, elasticity, etc...). These objectives required the generation of heterogeneous infills (infills that are able to adapt to local information). Early infills could not produce such patterns. Thus the community started to look for ways to generate infills that can dynamically adapt their properties in space. The research for new infills methods quickly branched into two categories:

• The methods that aim at achieving complete internal supports of which a short description can be found in Section 3.2.

• The methods that aim at creating predefined functional effects, of which I give a detailed description in Section 3.3 as they are closely related to the subject of this thesis.

Note that both categories of methods share the same inherent objective of minimizing the used matter in the process.

Internal supports

In this section, I provide a brief summary of the internal support methods. Internal supports methods aim at reducing to a minimum the non-supported parts inside a printed piece while minimizing the amount of matter and time wasted. Infills formed by a 2D pattern extruded along the Z-axis significantly reduce the matter used while being self supported (A structure is self-supported when it can be printed without support). However, as the space between two extruded walls remains constant, these methods create unsupported gaps that need to be filled in to print the final surface. While filling these gaps, minor defects can occur that can deviate the final shape from the intended one. Usually, this can be avoided by filling those gaps multiple slices before the surface [McM, 2000]. Doing so create multiple buffer slices between the infill and the surface to smooth out the potential defects. The number of required buffer slices to completely smooth out defects can be determined by the size of the gaps the infill creates (i.e., its density). The combination of the buffer slices and the object surface is called the covers (see Fig 3 .2). Of course, using covers greatly increases the amount of material used and the time spent for a print.

To alleviate this problem, multiple infill methods specialized in internal support have been proposed. Among the many infills proposed to solve this problem we can found 3 main categories : hollowing methods, hierarchical methods, and tree based methods.

Hollowing methods

The hollowing methods focus on identifying volumes inside the parts that are not necessary for its self-supportability and removing them. This can be done in a geometric way by modifying the input mesh through volumetric operation (CSG) [START_REF] Wang | Support-free hollowing[END_REF], or procedurally by including the hollowing operation in the slicing process [START_REF] Hornus | Iterative carving for self-supporting 3D printed cavities[END_REF]. Typically those methods focus on enforcing the maximum slope angle by subtracting volume that enforces the constraint from the original shape. This way, the volume of the shape is reduced while remaining printable. Right : the shape hollowed enforcing a maximum slope.

Hierarchical methods

The hierarchical idea is to create an infill that can be easily subdivided to increase it's density. This way, the infill can reach a density close to maximum below the regions to be supported while having a relatively low density inside the model. This idea was first introduced in the work of Dinh et al.

[2015], and [START_REF] Wu | Self-supporting rhombic infill structures for additive manufacturing[END_REF] and has since inspired multiple other methods [Kuipers et al., 2019, Etienne andLefebvre, 2020]. 

Tree-based methods

The tree-based methods can appear to be close to Hierarchical methods as they use a subdivision mechanism to increase their density close the surface to be supported. However, the way those methods achieve full support differs from what is commonly understood when talking about hierarchical methods. Hierarchical methods usually define a tile or a function that is easily subdivided, and recursively subdivide it to support as many points of the surface as possible. On the other hand, tree-based methods start by identifying a minimal set of points to support and use them to generate a lightweight structure that supports them all while enforcing printing constraints. Commonly these methods use pillars as a base block, creating the final structures by hierarchical merging close pillars together, resulting in tree-like structures. This generates very fragile structures prone to break after being printed, making them perfect candidates for external supports as they need to be removed after the print [START_REF] Vanek | Clever support: Efficient support structure generation for digital fabrication[END_REF][START_REF] Dumas | Bridging the Gap: Automated Steady Scaffoldings for 3D Printing[END_REF]. However, these methods can be adapted for internal support (see Figure 3.5) when their fragility is addressed. I investigated such a method during my master and at the beginning of my PhD where we proposed an algorithm to create tree-like internal supports strongly connected to the boundary of the object [Tricard et al., 2020a].

The generated supports take the shape of ribbed support vaults strongly connected to the object boundaries that fully support the objects while using a low volume of material.

FIGURE 3.5: Cut view of a 3D print. Left: a cubic infill with no subdivision. Right : a tree support for the same surface. Here we can see the tree support more point of support using less material.

Functional infills synthesis

As explained in the previous section, infills synthesis consist of the generation of internal patterns for additive manufacturing modifying the properties of printed objects. A common objective is to minimize the weight of the object (see section 3.2), but for some applications like mechanical engineering and medical design, other objectives can be defined. A trending goal in the community is to reach specific mechanical properties (balancing objects, achieving a certain compliance, etc.) while reducing the material usage.

In homogenization, this idea was introduced in the work of [START_REF] Sigmund | Tailoring materials with prescribed elastic properties[END_REF] where the author proposes to embed the behavior of a piece in a periodic tile computed using an homogenization process. Once fabricated objects created with this method have a behavior similar to the tile that was used for the infill (see Figure 3.6). This is particularly useful when an object with homogenous behavior is needed, however it cannot generate heterogeneous behaviors. To solve this problem, multiple improvements of the method have been made. These methods propose to use tiles that are the result of implicit functions following parameters that can vary in space [START_REF] Cadman | On design of multi-functional microstructural materials[END_REF], [START_REF] Jackson | Modeling and designing functionally graded material components for fabrication with local composition control[END_REF], [START_REF] Fryazinov | Multi-scale space-variant frep cellular structures[END_REF], [START_REF] Hollister | Porous scaffold design for tissue engineering[END_REF], [START_REF] Allaire | Topology optimization of modulated and oriented periodic microstructures by the homogenization method[END_REF]. Although those methods offer more control and can create some heterogeneity, they are still limited by the number of input parameters in the tile function and by the choice of the grid used to pave the space. Furthermore, the complexity of the behavior in the generated parts is limited.

Following this observation, two main trends emerged to create new methods of infill synthesis for additive manufacturing: topology optimization and geometric infills.

Topology optimization

Topology optimization [START_REF] Feng | A review of the design methods of complex topology structures for 3d printing[END_REF] regroups all the methods that completely tailor the internal structure of an object to a specific use case. Similarly to the tile homogenization discussed before, topology optimization aims at finding the optimal arrangement of material to achieve desired properties, but instead of working on a periodic tile, these methods consider the whole object as the optimization domain. This way, the generated internal structure can provide the desired global behavior while locally adapting to the object topology. To achieve this, topology optimization relies on finite element analysis and gradient descent to find the best way (i.e., a local minima) of organizing material in a piece to achieve predefined objectives. This objective can be minimizing the compliance of an object while using a predefined amount of matter [START_REF] Sigmund | A 99 line topology optimization code written in matlab[END_REF], Wu et al., 2017b,a] following the SIMP (Solid Isotropic Material with Penalization) methodology introduced by [START_REF] Bendsøe | Optimal shape design as a material distribution problem[END_REF], [START_REF] Zhou | The coc algorithm, part ii: Topological, geometrical and generalized shape optimization[END_REF] and [START_REF] Mlejnek | Some aspects of the genesis of structures[END_REF]. This approach has been proved effective to generate accurate models to guide engineer in their work to design bridges [START_REF] Baandrup | Closing the gap towards superlong suspension bridges using computational morphogenesis[END_REF] or planes parts [START_REF] Aage | Giga-voxel computational morphogenesis for structural design[END_REF] for example (see Figures 3.7 and3.8). A similar approach can be used to design internal structures for other objectives, such as producing an expected deformation [Howell, 2013b[START_REF] Konaković-Luković | Rapid deployment of curved surfaces via programmable auxetics[END_REF][START_REF] Panetta | X-shells: A new class of deployable beam structures[END_REF], to control the elasticity of a 3D shape [START_REF] Schumacher | Microstructures to control elasticity in 3d printing[END_REF] or to control the vibration absorption of a mechanism [START_REF] Dühring | Acoustic design by topology optimization[END_REF][START_REF] Jensen | On the consistency of adjoint sensitivity analysis for structural optimization of linear dynamic problems[END_REF]. Unfortunately, these methods often rely on full resolution finite element analysis, which does not scale well. Making their applications to large 3D objects very challenging [START_REF] Aage | Giga-voxel computational morphogenesis for structural design[END_REF]. To account for this performance problem, multiple alternatives have been proposed, such as multiscale topology optimization [START_REF] Geers | Multi-scale computational homogenization: Trends and challenges[END_REF][START_REF] Zhu | Two-scale topology optimization with microstructures[END_REF] that propose to solve the problem at different scales by simultaneously considering the governing forces at the micro and macro scales. Another proposed approach to reduce the overall costs of infill generation has been to generate geometric variable fields (such as density fields and orientation fields) and use them as driving variables for geometric infills (defined in Section 3.3.2) [Pantz and Trabelsi, 2008b, Wu et al., 2019[START_REF] Groen | Dehomogenization of optimal multi-scale 3D topologies[END_REF][START_REF] Geoffroy-Donders | 3-d topology optimization of modulated and oriented periodic microstructures by the homogenization method[END_REF]. These fields can generally be computed at a lower resolution than the generated structures reducing the optimization cost. Geometric infills are typically fast to compute and scale well, making them extremely practical to balance the computational costs of inverse topology optimization [START_REF] Li | Interior structural optimization based on the density-variable shape modeling of 3d printed objects[END_REF]. 

Geometric infills

In this thesis, I refer to geometric infills as the set of methods that generates infills using geometric variables or variable fields (density, orientation, directionality, etc.) as opposed to infills methods that optimize structures through mechanical inputs (see Section 3.3.1). Geometric infills focus on generating infill or small scale structures that remain coherent while following a set of variable that can be graded through space.

Geometric gradation can be achieved through different approaches. When using tiling methods (see Section 3.3), properties can be adapted through space by adjusting the tiles. However this process has to be done carefully as the border of each tile must match with their neighbors. Tiles that are implicitely defined [START_REF] Pasko | Procedural function-based modelling of volumetric microstructures[END_REF] often additionally require inputs fields to have a C0 continuity. Tilings are however typically done using a pre-computed set of tiles. In this case, the tiles have to be constructed to have matching border [START_REF] Panetta | Elastic textures for additive fabrication[END_REF], or to have tile content defined such that an interpolation function can be found between each pair of tiles [START_REF] Fryazinov | Multi-scale space-variant frep cellular structures[END_REF][START_REF] Li | Interior structural optimization based on the density-variable shape modeling of 3D printed objects[END_REF]] (e.g. linear interpolation, optimal transport). This constraint often limits the design of a tileset as adding new tiles is increasingly complex. Furthermore, tiling methods are determined by the grid on which the tiling is done, forcing each tile to have the same size, limiting the gradation precision. Another approach to define gradation is recursive subdivision of space and/or geometry [START_REF] Medeiros E Sá | Adaptive voids[END_REF][START_REF] Wu | Self-supporting rhombic infill structures for additive manufacturing[END_REF][START_REF] Kuipers | Crossfill: Foam structures with graded density for continuous material extrusion[END_REF]. However, subdivision methods introduce quantization in the gradation levels. For example, in the work of [START_REF] Wu | Self-supporting rhombic infill structures for additive manufacturing[END_REF] the space is recursively split in 8 for each subdivision, increasing the density in a local volume by a factor of two. So if the initial grid create a density of 25% the only densities locally available are 25% * 2 N , with N ∈ N. Of course, this can be mitigated by choosing a smaller initial density. Still, in this case, each subdivision of the initial grid affects a more extensive area increasing the detrimental effect of the quantization. This issue can also be mitigated by using a dithering approach of the subdivision as in the work of [START_REF] Kuipers | Crossfill: Foam structures with graded density for continuous material extrusion[END_REF]. Nevertheless, choosing the initial grid size significantly impacts the properties of generated infill.

Although tiles and subdivision methods can provide interesting results following a density grading and enable substantial deformation when applied to elastic behavior, using them to follow an orientation field is a much more complex task. In both approaches, the underlying grid creates a preference for some direction that is hard to bypass. Tiling approaches could potentially include all rotations of the initial tiles in their set, but it would require accounting for a lot more tiles interactions to make sure their borders match.

Another approach to follow arbitrary inputs fields is to rely on a stochastic process to generate small-scale structures [START_REF] Martínez | Procedural Voronoi Foams for Additive Manufacturing[END_REF][START_REF] Martínez | Orthotropic k-nearest foams for additive manufacturing[END_REF][START_REF] Martínez | Polyhedral Voronoi diagrams for additive manufacturing[END_REF]. Stochastic processes offer specific advantages compared to tiles and subdivision methods, hence it gained research focus in the last few years [START_REF] Tarantino | Random 3d-printed isotropic composites with high volume fraction of pore-like polydisperse inclusions and near-optimal elastic stiffness[END_REF][START_REF] Pham | Damage-tolerant architected materials inspired by crystal microstructure[END_REF]. First, stochastic approaches decorrelate the generated infill from an underlying grid, thus allowing for very progressive gradation and increasing the design freedom. Usually, this decorrelation can be achieved by integrating the infill parameters in the stochastic process. This is particularly relevant for anisotropic 3D small-scale structures graded following an arbitrary 3D vector field. Secondly, small-scale structures are more resilient to fabrication imperfections arising from symmetry-breaking issues compared to periodic small-scale structures [START_REF] Portela | Extreme mechanical resilience of self-assembled nanolabyrinthine materials[END_REF]. Finally, procedural stochastic small scale structures afford for scalable and efficient slicing [START_REF] Pasko | Procedural function-based modelling of volumetric microstructures[END_REF][START_REF] Vidimče | OpenFab: A programmable pipeline for multi-material fabrication[END_REF]. Chapter 4

Procedural Textures

In this thesis, I investigated the connection between generation methods for small scale structures and procedural texturing, more precisely between geometric infills (see Section 3.3.2 ) methods and procedural noises (described later in Section 4.2).

Both sets of methods share the same concern about following geometric variable fields. Thus in this chapter, I describe procedural texturing methods focusing more specifically on procedural noises.

Overview

The domain of procedural texturing regroups all the methods and algorithms in Computer Graphics that aim at procedurally generating textures. In this context procedural can have multiple meanings. It can mean generated on the fly by a pixel shader, precomputed and used by a software, or even pre-generated to guide artists in their work. The question of generating discrete content that led to procedural textures appeared very early in computer graphics, and articles that proposed methods to generate content procedurally can be found since the mid-eighties [START_REF] Lewis | Texture synthesis for digital painting[END_REF][START_REF] Perlin | An image synthesizer[END_REF][START_REF] Gardner | Visual simulation of clouds[END_REF]. Since then, many methods have been proposed to widen the range of aspects, patterns, and phenomena that can be generated. So much that the domain now regroups a large number of methods and approaches (Patch-based, GAN's, Noises...). In this thesis, we only consider the procedural methods that follow the definition of [START_REF] Perlin | An image synthesizer[END_REF] and, more specifically, procedural noises. Procedural noises [START_REF] Lagae | A survey of procedural noise functions[END_REF] are the methods that follow the approach of [START_REF] Lewis | Texture synthesis for digital painting[END_REF] and [START_REF] Perlin | An image synthesizer[END_REF] that consist of controlling the generated textures through its spectral properties. These methods are often stochastic and generate content only with local information, making them fast, scalable, and adaptable to user inputs. They provide accurate control on the spectral and geometrical content of their results.

Procedural noises

Procedural noises have a long history in computer graphics [START_REF] Lagae | A survey of procedural noise functions[END_REF]. They were first introduced in the works of [START_REF] Lewis | Texture synthesis for digital painting[END_REF] and [START_REF] Perlin | An image synthesizer[END_REF], and have since been widely used in the special effect and video game industries. Procedural noises can be used to generate a great variety of different content: simple 2D textures, terrain, shapes, atmospheric effects, and even water surfaces. They allow filling arbitrary domains with rich patterns at a low computation cost. Procedural noises focus on generating seemingly random content in the spatial domain with control over the frequency domain. Noises can be classified into two categories: lattice noises that rely on pseudo-random fields of values, and sparse convolution noises that depend on pseudo-random distribution functions.

Lattice noises

Lattice noises were introduced with the gradient noise in [START_REF] Perlin | An image synthesizer[END_REF] where the method proposed to generate pseudo-random values on a grid followed by an interpolation to generate the final value of a pixel. Depending on the nature of the generated values, the shape of the grid, and the interpolation method used, different types of Lattice noise can be achieved. For example if a white noise (i.e. completely uncorrelated values) is generated on a regular square grid followed by a bi-linear interpolation, it generates a value noise [START_REF] Ebert | Texturing & modeling: a procedural approach[END_REF] The value noise can be generated for an extremely low computational cost and is still quite popular today to generate random fields with a local smoothness. However, the linear interpolation used in the value noise only creates a C0 continuity in the generated values resulting in visual artifacts following the original grid. The value noise is often mistaken for the original gradient noise ( [START_REF] Perlin | An image synthesizer[END_REF]) because of the relative closeness of their process (same grid, similar interpolation function). However, the gradient noise generates 2D vectors that are interpolated to form the final signal. This result in patterns showing fewer visual artifacts than the value noise (see Figure 4.2) for a limited increase of computation cost.

Naturally, these simple patterns are only tools that help produce richer shapes or textures. Most of the time, multiple instances of lattice noises are combined to produce complexes effects. A description of how to combine them to achieve different effects is proposed in Texturing & modeling: a procedural approach [START_REF] Ebert | Texturing & modeling: a procedural approach[END_REF].

This property of noises being able to recreate complex patterns once combined was introduced in the works of [START_REF] Lewis | Texture synthesis for digital painting[END_REF] and [START_REF] Perlin | An image synthesizer[END_REF] where the noise is considered as a tool to reach specific statistical and spectral properties. [START_REF] Perlin | An image synthesizer[END_REF] proposed to recombine multiple instances (more commonly called "octaves") of the gradient noise to compose specific patterns in the spectral domain to achieve statistical properties in the spatial domain (similarly to a Fourier series). In doing so [START_REF] Perlin | An image synthesizer[END_REF] demonstrated that the control of the spectral domain is a crucial step towards accurate synthesis. This control was then improved by multiple methods [START_REF] Cook | Wavelet noise[END_REF][START_REF] Goldberg | Anisotropic noise[END_REF][START_REF] Kensler | Better gradient noise[END_REF][START_REF] Lagae | Procedural Noise using Sparse Gabor Convolution[END_REF]] so much so they enabled by example texture synthesis [START_REF] Galerne | Gabor noise by example[END_REF][START_REF] Gilet | Local random-phase noise for procedural texturing[END_REF], Galerne et al., 2017[START_REF] Heitz | High-Performance By-Example Noise using a Histogram-Preserving Blending Operator[END_REF]. Although it is important to note that this spectral control only covers the power spectrum part (i.e., the modulus) of the spectral domain. However, to achieve the generation of highly contrasted patterns, control over the phase spectrum (i.e., the argument) is required [START_REF] Galerne | Gabor noise by example[END_REF][START_REF] Gilet | Local random-phase noise for procedural texturing[END_REF]. Unfortunately, precise control of the phase spectrum remains an open problem at the moment despite attempts at controlling it [START_REF] Gilet | Local random-phase noise for procedural texturing[END_REF].

Sparse convolution noises

Sparse convolution noises were introduced in the work of [START_REF] Lewis | Texture synthesis for digital painting[END_REF][START_REF] Lewis | Methods for stochastic spectral synthesis[END_REF][START_REF] Lewis | Algorithms for solid noise synthesis[END_REF] as a method to reproduce painting brushes strokes in a procedural way by convoluting a set of points by a kernel that embeds the desired brush properties. In this methods the points or impulses x i , i ∈ [0, N], are randomly selected through pseudorandom distribution functions (a Poisson's distribution). The resulting noise can be computed as follows:

SCN(x) = N ∑ i=0 K(x -x i ) (4.1)
Where K represent the kernel function. Note that in most cases, when using sparse convolution noises, kernels have to be randomly weighted to achieve better result, thus the equation becomes:

SCN(x) = N ∑ i=0 w i • K(x -x i ) (4.2)
With w i being the weight randomly picked at the points i. This weight is usually a value in an interval centered around 0, typically ∈ [-1, 1]. This condition on the weight ensures that the mean value of the generated noises will be 0 and keep most of the value in the [-1, 1] range.

It is important to note that this formulation, while self-explanatory, suggests that every kernel through space has to be evaluated for each pixel, which could be expensive. Fortunately, when the kernel used is compactly bounded, a simple optimization can be applied to reduce the number of kernel evaluations significantly by only considering the ones in close vicinity to the sampled pixel. The most common way to do so is to subdivide the impulses into groups using a regular grid where each cell have a size equivalent to the bounding radius of the kernels [START_REF] Lagae | Procedural Noise using Sparse Gabor Convolution[END_REF]. Then when a pixel has to be sampled, only the kernels associated with impulses in neighboring cells are evaluated. The formulation can be adapted as :

SCN(x) = a+1 ∑ a=u-1 b+1 ∑ b=v-1 n ∑ c=0 w ab c • K(x -x ab c ) (4.3)
Where u and v denotes the cells in which the pixel is situated, w ab c represents the weight applied to the impulse c in the ab cell, with n being the number of impulses in the ab cell, and x ab c is the position of the impulse c in the ab cell. With this reformulation, the computational cost of sparse convolution noise is only dependent on the impulse density (median number of impulses per square cell) for every compactly bounded kernel function K. An example of sparse convolution noise can be seen in Figure 4.3.

Spectral content:

As its name states, the sparse convolution noise is the result of the convolution in the spatial domain of a distribution of sparse impulses and a kernel. Thus in the spectral domain, it can be defined as the multiplication of the Fourier transform of the distribution function, by the Fourier transform of the kernel function. In the article introducing the sparse convolution noise [START_REF] Lewis | Texture synthesis for digital painting[END_REF], the impulse distribution is designed to be a sparse white noise in the spatial domain and a constant in the frequency domain.

Thus the frequency content of the final noise is mainly determined by the kernel function. In other words, the choice of the kernel function defines the spectral content of noise, giving a strong control to the user over the spectral content of the final noise.

This control can be particularly helpful to recreate textures from which the spectral content is already known. The generated texture usually exhibits remarkable visual similarities with the input textures. For example, in the work of [START_REF] Lewis | Texture synthesis for digital painting[END_REF] kernels are explicit images that show desired spectral content by being the result of an inverse Fourier transform.

A related work [Van, 1991] introduced the spot noise that proposes to use closed kernels functions that could be adapted through space to represent vector fields. This adaptability was then shown to be a great advantage to take into account the surface curvature in the context of texture mapping, anticipating the deformation created by the mapping. 

Gabor noise

Lagae et al. [2009] further improved the sparse convolution noises and proposed the procedural Gabor noise. This work introduced the Gabor kernel, which is the result of the multiplication of a cosine and a gaussian :

g(x) = a(x) • cos(F • x T u + ϕ) (4.4)
Where F represents the frequency of the kernel, u represents the direction of the kernel, ϕ denotes a random phase shift of the kernel. a represents the gaussian that serve as a windowing function cosine function and is defined as follows :

a(x) = e -πb 2 ||x|| 2 (4.5)
With b representing the bandwidth of the noise. This formulation of the kernel creates a specific pattern in the spectral domain. As the kernel is the multiplication of a cosine and a gaussian, the Fourier transform is the Fourier transform of the cosine function convoluted with the transform of the Gaussian, i.e., a pair of Dirac convoluted with a gaussian resulting in a couple of Gaussians centered around the pair of Dirac (See Figure 4.5) :

G( f x , f y )(x) = e -π b 2 (( f x -F•cosθ) 2 +( f y -F•sinθ) 2 ) + e -π b 2 (( f x +F•cosθ) 2 +( f y +F•sinθ) 2 ) (4.6) With : θ = arg(u) (4.7)
This produces two Gaussians centered around points defined in the spectral space by the frequency F and orientation u of the Gabor kernel, and the size of the gaussian in spectral space is defined by the bandwidth b. Thus by correctly choosing the direction, the frequency F, the bandwidth b and the orientation u of the kernel, the procedural Gabor noise lets us directly place and scale a pair of Gaussians in the spectral domain. Thus by summing multiple instances of Gabor noises multiple pairs of Gaussians can be placed in the spectral domain, allowing to tailor the spectral content of the generated image very precisely [START_REF] Galerne | Gabor noise by example[END_REF][START_REF] Gilet | Local random-phase noise for procedural texturing[END_REF].

This method is then refined in Improving Gabor noise [START_REF] Lagae | Improving gabor noise[END_REF]] that proposes an isotropic kernel for the Gabor noise to better reproduce blue noises and to adapt the kernel properties in space. This allows the resulting image to adapt to local information (i.e., user input, geometric input, etc.).

The Gabor noise was then adapted for solid noises (i.e., noise defined in 3D and intersected by a surface) in Filtering solid Gabor noise [START_REF] Kuipers | A framework for adaptive width control of dense contour-parallel toolpaths in fused deposition modeling[END_REF]. This work also introduced a solution to remove sampling artifacts (aliasing) in a rendering context based on the slicing theorem.

Recently [START_REF] Tavernier | Making Gabor Noise Fast and Normalized[END_REF] studied the formulation of the Gabor noise and proposed a modified and more efficient formulation of the Gabor noise using a jittered distribution with a smaller density of kernel that achieves the comparable result. The authors also propose modifying the Gabor Kernel to use a sine instead of a cosine and remove the kernel's random phase shift ϕ. Moreover they proposed to change the random weight applied to each kernel from an uniform distribution ∈ [-1, 1] to a minimalist Bernoulli distribution on {-1, 1} to avoid using kernels with low intensities. In the end, all those modifications contribute to a significant reduction of the computational cost of the noise :

GN(x) = a+1 ∑ a=u-1 b+1 ∑ b=v-1 n ∑ c=0 g(x -x ab c ) (4.8) g(x) = a(x) • sin(F • x T u) (4.9)
Where u and v denotes the cells in which the pixel is situated, with n being the number of impulses per cell.

The local loss of contrast problem

The images generated by the procedural Gabor noise exhibit parts where the contrast is lower than in others. These defects are called local loss of contrast and can be a problem when the texture is modified through a color map (transforming each shade of grey into another color). In this case, the maximum and minimum values are different from the rest of the image. Thus only part of the color map is visible. The phenomenon can create very heterogeneous images, especially when thresholding at non 0 values (Figures 4.6).

In 2016 [START_REF] Neyret | Understanding and controlling contrast oscillations in stochastic texture algorithms using Spectrum of Variance[END_REF] proposed a new tool to analyze textures, Gabor noises in particular, in the form of the spectrum of variance. This tool measures the spectral content of the variance of a texture and helps identify the local loss of This problem exists in the gradient noise [START_REF] Perlin | An image synthesizer[END_REF], in Gabor noise [START_REF] Lagae | Procedural Noise using Sparse Gabor Convolution[END_REF], and can be problematic in multiple applications, such as thresholding and color mapping that was key to our applications. In their work [START_REF] Neyret | Understanding and controlling contrast oscillations in stochastic texture algorithms using Spectrum of Variance[END_REF] showed that it creates low parasite frequencies in the spectrum of variance. The article also proposes two ways to solve the issue through Fourier transform operation and through a local filtering and renormalization operation. My work builds upon this work and introduces a novel, more efficient approach not requiring iterations.

Chapter 5

Thesis positioning

My entire thesis revolves around the generation of strongly oriented small scales structures to obtain extremely anisotropic mechanical behaviors. To this end, I focused on my research on finding ways to generate these structures using procedural noises to benefit from the user control they provide. Among the procedural noises, I focused my attention on the procedural Gabor noise as it offers the most precise user control on the frequency, orientation, and directionality of the result (See Section 4.2.3).

To adapt the procedural noises for small scale structure generation, proper thresholding needed to be achieved to differentiate the phases of the structure. However, the local loss of contrast (described in Section 4.2.4) prevents homogeneous ceiling when the ceiling value differs from the noise mean (0 in most cases). This problem was first addressed in the work of [START_REF] Neyret | Understanding and controlling contrast oscillations in stochastic texture algorithms using Spectrum of Variance[END_REF] with two different methods. Unfortunately, both methods were too expensive to be used in the context of infill generation. To solve this problem, I studied the procedural Gabor noise and found a more general formulation of this method. This new formulation decomposes the result into three separate parts, a periodic parametrization function, an intensity function, and a phase function. We called this generalization the procedural phasor noise (See Chapter 6). Using this new formulation, we demonstrated a new analytic way to renormalize the procedural Gabor noise, solving the contrast problem pointed out by [START_REF] Neyret | Understanding and controlling contrast oscillations in stochastic texture algorithms using Spectrum of Variance[END_REF]. Furthermore, our solution allows the user to replace the classical sinewave profile of the noise with any periodic functions. This generalization opened the door for a new way to generate textures, created new possibilities for small-scale structures, and was published in ACM Transactions on Graphics in July 2019 and presented at SIGGRAPH 2019.

Building on this result, I wanted to investigate the periodic parametrization function exposed by the new formulation and use more complex motifs than the simple thresholding. We proposed to cross two orthogonal phasor noises we obtain two periodic parametrizations that can be used as a mapping function for 2D patterns. We specifically chose a 2D pattern to create a very flexible design. Unfortunately, once renormalized through our method, the procedural phasor noise generates sharp discontinuity in place of the local loss of contrast. These sharp discontinuities create local mechanical deviations from the expected behavior. In our case, they reduce the flexibility of the result. To reduce the number of discontinuities and increase the infill flexibility, we proposed a phase regularization process and an analytic phase filter. This phase regularization allows for the generation of very regular frequency, and orientation controlled phasor patterns. This method allows us to generate very compliant structures in two directions and rigid in the orthogonal direction. With this method, the infills generation offers the same freedom and user control as the original Gabor noise. This new freedom in mechanical design will enable a new Chapter 5. Thesis positioning kind of mechanism in the future. This work was published in ACM Transactions on Graphics in December 2020 and presented at SIGGRAPH Asia 2020.

Using the new possibilities offered by the procedural phasor noise and by the regularization previously achieved, I then focused my efforts on extracting dense deposition tracks freely oriented. A first, this effort was focused on the definition of planarly freely orientable dense infills for layered fused deposition modeling techniques. The method creates deposition tracks embedded in the slicing plane that are coherent across slices allowing for a staggering pattern across the slices. The resulting method was presented at the Symposium of Computational Fabrication 2021.

Part III

Contributions

Chapter 6

Procedural phasor noise

Our initial intent was use the procedural Gabor noise [START_REF] Lagae | Procedural Noise using Sparse Gabor Convolution[END_REF] to generate dense multi-material infill pattern for FDM. As explained in The Chapter 1 procedural noises produce interesting pattern, provide accurate user control, and can be computed for a low computational cost. However Gabor noise as defined by [START_REF] Lagae | Procedural Noise using Sparse Gabor Convolution[END_REF] cannot produce highly contrasted patterns. Ideally we wanted to find a thresholding function that would let us control the ratio of presence of each material. Unfortunately the procedural Gabor noise creates losses of contrast [START_REF] Neyret | Understanding and controlling contrast oscillations in stochastic texture algorithms using Spectrum of Variance[END_REF] in certain areas where the amplitude of the pattern is dampened. This instability of amplitude makes it impossible to find thresholding values that create homogeneous results for the whole pattern, and prevents controlling over the ratio of presence of a material in the final result. Furthermore the symmetric shape of the oscillating would prevent asymmetrical thresholding function and would limit the range of pattern available. To solve these issues we focused our effort on revisiting the formulation of the original Gabor noise. This work was made in collaboration with Semyon Efremov an other PhD student in our team. We were both in charge of a specific part of the project, I worked on formulating the phasor noise, designing an GPU friendly algorithm and implementing it efficiently. Remark: Compared to the original publication of the Procedural Phasor noise [START_REF] Tricard | Procedural Phasor Noise[END_REF] this chapter provides additional results applied to 3D printing. The Computer Graphics community is in a perpetual quest to extend the range of patterns that can be generated at low memory and computational costs, from a single procedure. Most techniques rely on procedural noises [START_REF] Lagae | A survey of procedural noise functions[END_REF], which generate scalar fields with prescribed frequency content. These base noises are then combined through various functions to produce interesting patterns [START_REF] Ebert | Texturing & modeling: a procedural approach[END_REF].

Introduction

A key limitation of standard procedural noises is the lack of direct control over the local characteristics of the patterns, such as contrast, sharpness, as well as the range and histogram of values within a neighborhood. A degree of control is obtained through thresholding a base noise, or through lookup tables (color maps) reshaping the global histogram. Unfortunately, noise patterns generally exhibit variations such as local loss of contrast and undesired variations in scales and orientations. These variations make it very difficult to obtain an overall consistent appearance through lookup tables, and it is rarely possible to find parameters producing a consistent, stable aspect, such as the waves shown in Figure 6.1. Lookup tables also cannot distinguish between the 'sides' of an oscillation, preventing the synthesis of patterns with asymmetric aspects, such as the sawtooth wave in Figure 6.1, middle.

In this chapter we propose a procedural synthesizer that has the ability to generate patterns exhibiting precisely controllable oscillations, in terms of their profile shape, minimum/maximum values, orientation and frequencies (scale). The synthesizer can freely grade the pattern parameters, within planes (2D) and volumes (3D). Our noise also works along surfaces -see surface noise in [START_REF] Lagae | Procedural Noise using Sparse Gabor Convolution[END_REF] -which affords for the synthesis of patterns along objects, changing their appearance and surface roughness profiles. We explore the various possibilities in Section 6.3. Thanks to its procedural nature, our approach is implemented as an efficient OpenGL shader.

Contrary to most existing techniques, our procedure does not directly generate a scalar field of values. Instead it generates a phase field designed to be subsequently modulated through a periodic function. This phase field -our phasor noise -is such that, once seen through the periodic function, it produces a pattern with the specified frequency and orientation. In addition, the shape of the oscillation profile remains that of the periodic function without any undesirable fluctuations. This affords for a precise control over the shape of the produced stochastic structures, illustrated in Figure 6.1.

We achieve this by reformulating Gabor noise [START_REF] Lagae | Procedural Noise using Sparse Gabor Convolution[END_REF] as the explicit product between an intensity field, and a modulated sine wave.

The phasor noise is obtained as the instantaneous phase of the Gabor oscillations. Its name originates from our reformulation, which exposes a sum of phasors * within Gabor noise.

Feeding a phasor noise into a sine wave produces a signal that resembles Gabor noise, has a similar spectrum but oscillates with a corrected, uniform local contrast (see Section 6.2). This can serve as a fundamental harmonic to reproduce any 1D periodic profile by an approach akin to inverse Fourier transform (i.e. additive synthesis). Profiles are synthesized as weighted sums of integer harmonics of the base pattern, see Figure 6.13.

Being able to orient synthesized patterns while controlling their profile and distribution is especially well suited for the definition of patterns such as hatches, stripes, cracks, ridges, scales and ripples. Our technique also finds applications in modeling for additive manufacturing, for sculpting grip patterns or for precise control of proportions in multi-material mixtures.

Phasor noise

We now describe our approach in detail and analyze its properties. Applications and results are described in Section 6.3.

The crux of our technique is to rewrite a Gabor noise as a single sine wave, with a clear separation of intensity and modulation:

GaborNoise (x) = I(x) sin (φ(x)) (6.1)
where x is the point of evaluation. For conciseness we denote Gabor noise as G(x) in the remainder of this paper. The phasor noise is the instantaneous phase φ of the rewritten Gabor noise:

PhasorNoise (x) = φ(x) (6.2)
As we will see, the phasor noise is the argument (angle) of a complex-valued version of Gabor noise, which is obtained by summing phasors † representing the sine waves of the Gabor kernels. This formulation change is defined in the most general case of Gabor noise, where kernels of different frequencies, orientation, bandwidth, and amplitudes may be summed, and all these parameters can be spatially graded. Thus, phasor noise works in 2D, 3D, and on surfaces [START_REF] Lagae | Procedural Noise using Sparse Gabor Convolution[END_REF]. Furthermore, it is a pure procedural function that can be implemented in a GLSL pixel shader.

Having clearly separated the instantaneous phase from the noise intensity has two direct benefits. First, it affords for the definition of a noise that perfectly oscillates without local loss of contrast, akin to a form of normalized Gabor noise:

PhasorSinewave(x) = sin(PhasorNoise(x)) (6.3)
We call the result a phasor sine wave and denote it by P(x) for conciseness. We further analyze its properties in the following Sections.

The second benefit is to afford for controlling the shape (profile) of the noise oscillations themselves. A direct way to achieve this is to replace the sine wave with another periodic function:

Pro f iledNoise(x) = f (PhasorNoise(x)) (6.4)
where f is a function of period 2π. Alternatively, phasor noise can be used to generate harmonics of a base phasor sine wave, allowing to produce different profiles through an inverse Fourier transform (additive synthesis):

Noise (x) = K ∑ k=1 w k • sin k • PhasorNoise(x) + φ k
This is a weighted sum of K > 0 integer harmonics with synchronized phases. The weights w k and phase shifts φ k control the produced profile, allowing to synthesize any noise profile, e.g., rectangular, sawtooth, or any other user-controlled profile. While similar to specifying a profile function, this offers novel possibilities such as optimizing the weights and phases for profile synthesis, or dynamically adjusting them to adapt the profile to local information. To understand our approach and its properties, we will study noises of increasing complexities, starting by the most straightforward phasor noise using a single main frequency and orientation, to richer noises.

For convenience, we summarize the main notations introduced throughout the thesis in Table 6.1.

The bi-lobe case

The simplest form of phasor noise is obtained from a Gabor noise using a single kernel. As a reminder, a Gabor noise is obtained by convolving a Gabor kernel with a random impulse process. The spectrum of the noise is then the spectrum of the kernel [START_REF] Lagae | Procedural Noise using Sparse Gabor Convolution[END_REF].

In the frequency domain, a Gabor kernel is two symmetric Gaussians, produced by the convolution of two delta functions and a Gaussian. This is illustrated in Figure 6.2.

The delta functions come from the sine wave in the spatial domain and are precisely positioned in the spectrum by changing the frequency and orientation of the wave. The Gaussian defines the bandwidth of the noise, e.g. its frequency spread around the perfect sine wave. As in [START_REF] Neyret | Understanding and controlling contrast oscillations in stochastic texture algorithms using Spectrum of Variance[END_REF] we call this simplest form of noise the bi-lobe case. The main observation making our work possible is that, in the bi-lobe case, the noise is obtained by summing in the spatial domain a large number of sine waves of same frequency weighted by Gaussians. This can be rewritten as a single weighted sine wave, with an explicit separation of intensity and phase. This operation is akin to phasor addition in signal processing.

We start from a bi-lobe Gabor noise, defined in 2D (the same derivations apply in 3D). It is parameterized by a main frequency F 2π , along direction u. In every position x, using the simplified expression of Gabor noise with sine waves and no random weights [Tavernier et al., 2019] ‡ . It evaluates as:

G(x) = n ∑ j=0 a x -x j sin F • x -x j • u (6.5)
where a is a centered Gaussian of bandwidth b: a(x) = e -πb 2 ||x|| 2 (6.6)

Through phasor addition, we rewrite the noise as:

G(x) = I(x) sin (F • x • u + ϕ(x)) (6.7)
where I is the intensity and ϕ the phase. This rewritten Gabor noise is strictly equivalent to the initial one. In this case the phasor noise is the instantaneous phase field φ(x) = F • x • u + ϕ(x), and we denote the bi-lobe phasor sine wave as P(x) = sin(φ(x)).

Our claim is that, in the bi-lobe case, removing the intensity I -keeping only the sine wave -creates a noise oscillating with perfect local contrast, i.e., there are no low frequencies in the spectrum of variance. Yet, the local shape of the sine wave is preserved, and the overall frequency remains F. This means that harmonics of the phasor sine wave are preserved as well, and thus the characteristics of the profile function -which can be seen as a Fourier combination of harmonics of the base phasor sine wave -are preserved.

While this might seem obvious when looking at Equation 6.7, the difficulty comes from the fact that the new phase ϕ(x) does depend on x. By varying it, we could reshape the sine wave arbitrarily, significantly changing the frequency content of the result.

Before entering the details, let us give the full expression of I and ϕ obtained from the sum of sine waves. This is a direct application of the phasor addition formulas § . The intensity is obtained as:

I(x) = ∑ j a j (x) sin (ϕ j ) 2 + ∑ j a j (x) cos (ϕ j ) 2 (6.8)
and the phase is obtained as: ϕ(x) = atan2 ∑ j a j (x) sin (ϕ j ), ∑ j a j (x) cos (ϕ j ) (6.9) where a j (x) = a xx j and ϕ j = -x j • u • F, and where atan2(y, x) returns the polar angle of the vector (x, y).

It is worth noting that atan2 is only defined if the vector norm is non-zero (I(x) = 0). We later discuss singularities occurring when I vanishes (Section 6.2.1.4).

In the following sections, we will verify that by omitting the intensity, we eliminate the local loss of contrast in the bi-lobe case of the noise. At the same time, the overall frequency content is preserved: the sine wave still oscillates at the same main frequency.

Phasor field

The rewrite of Gabor noise in terms of a single sine wave exposes an underlying complex valued field. Indeed, I(x) and ϕ(x) -Equations 6.8 and 6.9 -can be directly interpreted as the modulus and argument of a sum of complex numbers:

n ∑ j=1 a j (x) cos (ϕ j ) + i sin (ϕ j ) = n ∑ j=1 a j (x) e iϕ j
where e iϕ j are random complex numbers of unit modulus. This is the phasor field, illustrated in Figure 6.3.

To understand its effect, let us consider the complex version of Gabor noise underlying the phasor addition:

G(x) = e iF•x•u n ∑ j=1 a j (x) e iϕ j
(6.10)

The real valued Gabor noise is obtained as

G(x) = Im(G(x)).
G is the product of two terms: a perfectly oscillating complex wave (e iF•x•u ) and the phasor field. Thus, in a bi-lobe Gabor noise, the phasor field is the source for both the local loss of contrast -via its varying modulus I(x) -and the phase shifts ϕ(x) -via its argument. A key question is whether the phase shifts ϕ(x) could be strong enough to introduce frequencies lower than F. Interestingly, the phasor field is a sparse convolution obtained by summing spatially located Gaussians (a j ) multiplied by random, unit complex numbers. Therefore, the produced random field has the bandwidth b of the Gaussians, and the speed at which ϕ changes is driven by b. When b is much smaller that F, the variations in phase due to ϕ are much slower than that of the base frequency F. This implies that ϕ has little impact on the local profile of the sine function, while its impact on the overall frequency is limited by b.

This hints at a first result: the spectrum of the phasor sine wave is similar to that of the Gabor noise -since ϕ has little impact on F -while its spectrum of variance exhibit no low frequency (no local loss of contrast in the signal) -since ϕ cannot reshape the sine wave profile significantly. Note that this is only true for b smaller than F.

The phasor field also reveals that the phase will exhibit singularities. Indeed, in some singular locations, the modulus of the phasor field vanishes: this is where the sum of complex numbers becomes null. Around these singularities, ϕ rotates abruptly. We discuss this effect in Section 6.2.1.4.

Spectrum of the phasor sine wave

In this section and the following, we only outline the main results of our analysis of phasor noise. We perform the analysis on periodic instances of the phasor sinewave. This is achieved by sampling kernels in a periodic domain. In this case, the Fourier transform of P is :

F x [P(x)](ω) = ω 0 +∞ ∑ k=-∞ F x [B(x) P(x)](kω 0 ) δ kω 0 (ω) (6.11)
with B a windowing function verifying the partition of unity property and where ω 0 = 1 T 0 with T 0 the analysis period. The amplitude of the deltas δ in F x [P(x)] is driven by the spectrum F x [B(x) P(x)] which is:

F x [B(x) P(x)](ω) = 1 2 F x [B(x) (sin (ϕ(x)) -i cos (ϕ(x)))] ω - F 2π u + 1 2 F x [B(x) (sin (ϕ(x)) + i cos (ϕ(x)))] ω + F 2π u
The two terms are functions convoluted with two symmetric deltas located at the main frequency of the noise (ω ± F 2π ). These two functions are smooth, and their Fourier transforms are rapidly decaying (holds for one dimension, verified experimentally in 2D and 3D due to singularities). This explains the presence of two lobes in the spectrum.

Spectrum of variance the phasor sine wave

We use the same approach to derive the spectrum of variance, noting that if P is periodic, then P 2 is also periodic. The spectrum of variance is the spectrum of the squared signal, F x [B(x) P 2 (x)]. In this case, the amplitude of the deltas in the Fourier transform are obtained as (coloring the main terms to help the description):

F x [B(x) P 2 (x)](ω) = 1 2 δ 0 (ω) + 1 4 F x [B(x) (1 -2 cos 2 (ϕ(x)))] ω - 2F 2π u - i 2 F x [B(x) sin (ϕ(x)) cos (ϕ(x))] ω - 2F 2π u + 1 4 F x [B(x) (1 -2 cos 2 (ϕ(x)))] ω + 2F 2π u + i 2 F x [B(x) sin (ϕ(x)) cos (ϕ(x))] ω + 2F 2π u (6.12)
where the terms in orange and green are again two functions that are convolved with symmetric deltas located at twice the main frequency of the noise (± 2F 2π u). These terms correspond to the lobes shown in Figure 6.4. The central Dirac δ 0 corresponds to the average value of the variance, which is non-zero. The most important observation is the absence of any central lobe, which indicates that the phasor sine wave suffers no local loss of contrast.

However, the non-centered lobes could contribute low frequencies in the spectrum of variance, depending on the ratio between F and b (the bandwidth of the Gaussians a j ). In this case, removing the intensity terms from the Gabor noise does not remove all low frequencies from the spectrum of variance. Going back to the interpretation of the bi-lobe noise in terms of underlying random phasor field (Section 6.2.1), this is an instance where the phasor field varies more rapidly than the base sine wave frequency, thereby changing its profile. Such a case is illustrated in Figure 6.5. Gabor noise. Second row: Phasor sine wave. The colors are the same as the ones used for equation 6.12. Note the absence of low frequency -no center lobe -in the spectrum of variance of the phasor sine wave. FIGURE 6.5: Noise and spectrum of variance. (Left: Gabor noise, Right: phasor sine wave). In this case, the ratio between the bandwidth of the gaussian and the frequency is large enough for ϕ to significantly reshape the main sine wave.

When the phasor modulus goes to zero

The intensity I(x) of the Gabor noise goes to zero in a few singular locations. Note that we do not suffer from numerical issues since we define the phasor sine wave P by omitting to multiply by I. The only potential source of trouble (atan2) is well identified. In the implementation, null phasors never truly occur, thanks to the small rounding errors.

In such locations, we can observe singularities in the phase ϕ: abrupt rotations around a singular point or abrupt variations across ridges (see Figure 6.6). By going to zero I hides these occurrences in the original Gabor noise. When removing I, we bring these singularities into the signal. This creates sharp points and edges, which correspond to locations in the Gabor noise where the sine wave oscillations are in phase opposition.

There are two main types of issues (see Figure 6.6). First, those which occur at a point where one sine wave band disappears. Second, those which occur along abrupt variations in the field, where the wave fronts on both sides oppose. These correspond to curved ridges that connect two point singularities.

The singularities only add high frequencies in the direction orthogonal to the waves. As they are relatively few and localized, their influence on the overall signal is limited. The number of singularities is impacted by the choice of the bandwidth b -the smaller the bandwidth, the closer to an ideal sine wave. It is worth noting that [START_REF] Neyret | Understanding and controlling contrast oscillations in stochastic texture algorithms using Spectrum of Variance[END_REF] proposed an iterated scheme to filter away these issues -paving the way for potential solutions. However, the several direct and inverse Fourier transform iterations cannot be done procedurally. Also, such a filtering approach does not give access to an explicit separation between a base sine wave and its argument, precluding the ability to control the oscillation's profiles.

We believe the phasor field interpretation to open interesting possibilities by directly exposing the source of these defects.

General case

We now present our approach to produce general phasor noise patterns with richer frequency content.

As with Gabor noise, kernels of different orientations and frequencies are combined. We then extract the instantaneous phase modulation φ(x) and evaluate a single sine wave at the end. Thus, in the most general case, we define the noise as:

G (x) = I (x) sin (φ (x)) (6.13)
It contains Gabor kernels at arbitrary frequencies F j and direction u j (unit vectors), that is:

G(x) = I(x) sin (φ(x)) = n ∑ j=1 a j (x) sin (φ j (x)) (6.14)
where

a j (x) = a ||x -x j || and φ j (x) = F j • (x -x j ) • u j (6.15)
and the phasors are a j (x) • cos (φ j (x)) , sin (φ j (x)) . Through phasor addition, we obtain I and φ as:

I (x) = n ∑ j=1 a j (x) cos (φ j (x)) 2 + n ∑ j=1 a j (x) sin (φ j (x)) 2 φ (x) = atan2 n ∑ j=1 a j (x) sin (φ j (x)), n ∑ j=1 a j (x) cos (φ j (x))
Equivalently, I and φ are the modulus and argument of a complex version of the noise G, defined similarly as in Section 6.2.1.1. Note that Equation 6.13 remains strictly equivalent to the original Gabor noise, but rewritten as a single sine wave. In the following we will study the properties of the phasor sine wave P = sin(φ(x)) obtained by omitting I.

To understand the behavior in the general case, we start by discussing the case of two bi-lobes in Section 6.2.2.1. We then proceed to the general case combining kernels of different frequencies and orientations in Section 6.2.2.2. It can be understood as a generalization of the two bi-lobe case.

Two bi-lobes

Let us consider a Gabor noise combining two bi-lobe noises of the same frequency F but with different orientations u k and u m . Applying the phasor addition, we obtain:

G(x) = G u k (x) + G u m (x) = I u k (x) sin (φ u k (x)) + I u m (x) sin (φ u m (x)) = I(x) sin(φ(x))
with:

I(x) = (I u k cos φ u k + I u m cos φ u m ) 2 + (I u k sin φ u k + I u m sin φ u m ) 2 φ(x) = atan2( I u k sin φ u k + I u m sin φ u m , I u k cos φ u k + I u m cos φ u m )
This is the sum of two phasors, one for each initial Gabor noise G u k and G u m . These phasors vary in space and have different behaviors along different directions.

In the following, we discuss the spectrum of variance and spectrum of the two bi-lobe phasor sine waves.

Please note that the angle θ between the two bi-lobes, that is between directions u k and u m , plays a role in the analysis. Spectrum of variance: two bi-lobe Gabor noises. In total, the spectrum of variance for Gabor noise in the two bi-lobes case exhibits Gaussians in nine locations, shown in Figure 6.8, left. Five of these Gaussians correspond to the squared bilobe noises: centered Gaussians and Gaussians at ±2u k and ±2u m coming from respectively G 2 u k and G 2 u m (recall that the spectrum of variance is the spectrum of the squared noise). The four other Gaussians emerge from interactions between the two bi-lobes. They appear when squaring the Gabor noise:

G 2 (x) = G 2 u k (x) + G 2 u m (x) + 2G u k G u m .
The last product term leads to the remaining four Gaussians located at ±(u ku m ) and ±(u k + u m ): the product in the spatial domain is a convolution in the spectral domain, resulting in the diagonal lobes. Right: Normalized noise where the center lobe is removed. This is not a phasor sine wave as an intensity term remains.

Spectrum of variance: two bi-lobe phasor sine waves. We now consider the spectrum of variance of the phasor sine wave resulting from omitting I, see Figure 6.7 middle. We observe the absence of centered Gaussians -implying there is no loss of local contrast -and the presence of lobes at ±2u k and ±2u m . The Gaussians at ±(u ku m ) have disappeared ; however, those at ±(u k + u m ) remain. This is only partially satisfying as the Gaussians at ±(u k + u m ) may fold back onto low frequencies depending on the angle θ between u k , u m . It is possible to obtain the symmetric effect, ensuring that Gaussians at ±(u k + u m ) are removed in place of those that ±(u ku m ), see Figure 6.7, right. This is achieved by inverting the direction of one of the base noises. This may be used to select the approach depending on the angle θ between u k , u m , avoiding low frequencies to be introduced by the diagonal bi-lobes (e.g., in Figure 6.7 selecting the middle case instead of the right one where the lobes get closer to the center). The switch should occur when u k • u m changes sign, that is when the angle θ between both directions exceeds π 2 . As a side note, we can also choose to cancel only the centered Gaussians in the Gabor spectrum of variance. To achieve this, we keep the noise intensity I but divide it by I 2 u k + I 2 u m . The full noise expression becomes

I(x) I 2 u k (x)+I 2 um (x)
sin φ(x). An example is shown in Figure 6.8, right. The rationale is that the central lobe originates from both individual Gabor noises. Hence, by rescaling the noise with

I(x) I 2 u k (x)+I 2 um (x)
we cancel the center lobes but preserve the others. However, this renormalization is different from our initial intent with phasor noise: it only applies to a sine wave profile.

Phase singularities As with the bi-lobe case, phase singularities appear where intensity vanishes. However, another type of phase defect appears, which depends on the angle θ between the two bi-lobe directions.

To understand this effect let us consider -without loss of generality -a single direction. For simplicity, we select u k . Along this direction, the phasors take different frequencies, respectively F and F • u m • u k (this stems from the dot product with u j s in Equation 6.15). Now, depending on the angle θ between u m and u k , the two phasors will interfere with one another in different manners. The different cases we are about to discuss are illustrated in Figure 6.9. FIGURE 6.9: Phasor sine wave in the two bi-lobes case, with separation angles θ of respectively (left to right) π 10 , π 6 , π 4 , π 2 . The insets at the bottom right show the power spectrum of the patterns. As the angle θ increases, high frequencies due to interferences between the two bi-lobes appear.

If u m = u k , the pattern is exactly similar to the bi-lobe case. For small angles θ, we obtain a smooth pattern with gentle orientation changes. However, for larger angles, interferences start to introduce sharp turns in the phase. This is most visible when the angle θ between the two bi-lobes is π 2 . Visually this results in an abrupt interruption of the waves ('chopping'), shown in Figure 6.9, rightmost. High frequencies appear in the spectrum, reflecting the perceivable edges. This defect is easily explained by considering the phasor diagram of two sine waves in the π 2 case, as detailed in Figure 6.10.

Whether the visual artifact is problematic depends on the target application. However, these defects appear progressively. This hints at a possibility to reduce their impact by locally avoiding mixing patterns with large differences, which we discuss in Section 6.2.2.2.

Mixed kernels

The most general case involves summing kernels of randomly sampled orientations and/or frequencies [START_REF] Lagae | Procedural Noise using Sparse Gabor Convolution[END_REF]. This affords for the synthesis of richer patterns. Isotropic patterns are of particular interest, as well as a progressive spatial gradation between different orientations and frequencies.

Figure 6.11 illustrates the patterns obtained when mixing an increasing number of bi-lobes. Each additional bi-lobe introduces new pairwise interactions, which are as many additional Gaussians in the spectrum of variance (the number of Gaussians doubles for each new bi-lobe).

We observe a generalization of the behavior of two bi-lobes: A large portion of the low-frequency disk in the spectrum of variance of the phasor sine wave is removed, albeit in a two-sided manner. The remaining low frequencies are due to pairs of bi-lobes separated by an angle θ above π 2 . However, if the angle between all bi-lobe pairs remains below π 2 , all low frequencies are suppressed. We exploit this to formulate an isotropic phasor noise that strongly reduces the mixing of incompatible bi-lobes. The phasor noise has some additional energy in higher frequencies due to singularities. The phasor sine wave eliminates a large part of the low-frequency disc in the spectrum of variance. The remaining parts are due to the two-sided normalization observed with the two bi-lobes case, here generalized for a large number of bi-lobes. We discuss this further in Section 6.2.2.2.

Locally coherent isotropic noise.

In the standard approach, the isotropic noise is produced by randomly sampling orientations in every kernel, i.e. u k = random_unit_vector(x k ). To better control which kernels mix together in the noise, we modify the sampling of directions. Instead of using random independent sampling, we rely on a Gaussian sparse convolution noise with controlled bandwidth:

u j = ∑ n j=1 g x -x j r j (ω f ) || ∑ n j=1 g x -x j r j (ω f )|| where g(x) = e -π•b 2 f •||x|| 2
and r j (ω f ) are random unit vectors sampled in the range of angles [-ω f , ω f ]. The impulses x j are independent from those of the phasor noise. By changing b f , we control how locally coherent the direction field is. By increasing ω f , we smoothly go from the bi-lobe case to arcs and ultimately to a complete ring.

To obtain an isotropic noise we set ω f = 2.4 and b f = b 2 with b the bandwidth of the phasor noise. This does not remove all areas of abrupt changes but strongly reduces the spurious interferences. As shown in Figure 6.12 the ring in the spectrum of variance is now close to perfect. Of course, while the spectral content is now satisfactory, this significantly changes the aspect of the field. Nevertheless, this provides additional control to trade-off between the more standard isotropic aspect and an aspect which, while being locally similar to the bi-lobe case, is globally isotropic.

Finally, let us note that this incurs a performance penalty, as the direction field has to be sampled at every kernel. shows the direction field with angle mapped on hue.

Oscillation's profiles

Phasor noise provides an instantaneous phase modulation that affords the synthesis of noises with arbitrarily shaped oscillation profiles. This can be achieved in two ways. The most direct is to feed the phasor noise into a periodic function having a 2π period. This generates a field where the main oscillations follow that of a phasor sine wave, but where the new periodic function shapes the oscillations. In addition, the periodic function itself may vary spatially, offering a unique control over the patterns, as shown in Figure 6.1.

The second way is to perform weighted sums of integer harmonics of a base phasor sine wave, as illustrated in Figure 6.13. This is a form of inverse Fourier transform, using the phasor sine wave as the fundamental harmonic. The linear summation has the advantage of being analytic and offering direct control over introduced frequencies. It also paves the way to optimize the profiles or dynamically adjust them during rendering (e.g., anti-aliasing).

Figure 6.16 shows various profile shapes and how they modify the spectrum and spectrum of variance. We further explore profile reshaping in Section 6.3. 

Results

Our technique is especially well suited to produce highly contrasted patterns and strongly oriented, laminate-like stochastic structures. Direct control over the profile enables further spatial gradations. We start by showing the high degree of control made possible by phasor noise in Section 6.3.1. We continue with applications in modeling surface displacements and textures in Section 6.3.2. We finally illustrate potential applications for synthesizing multi-material laminates, in the context of additive manufacturing, in Section 6.3.3.

Throughout the section, please keep in mind that the shown effects are all purely procedural [START_REF] Lagae | A survey of procedural noise functions[END_REF], and computed in a few milliseconds from a pixel shader.

Controls

Figure 6.14 illustrates the variety of controls enabled by phasor noise. In this particular case, the profile being used is a rectangular signal whose 'up' time in each period can be modified -visually modifying the white/black ratio and producing thicker or thinner lines. We refer to this profile as a Pulse Width Modulation (PWM) profile.

As can be seen in Figure 6.14 all parameters can be freely spatially graded, including the profile parameters themselves.

Reshaping the profiles is a powerful tool, especially when targeting a precise histogram and homogeneous appearance. For instance, Figure 6.15 compares the synthesis of a noise with a fixed, chosen width (25% high). With phasor noise, we immediately get the corresponding profiled pattern, which exhibits the chosen average histogram. On the contrary, thresholding a Gabor noise involves manually tuning the threshold, and the achieved result is not spatially homogeneous.

Figure 6.1 illustrates how different oscillation profiles may be blended together while controlling other parameters. The profile functions are linearly interpolated based on the abscissa: the two profiles enclosing the lookup point are accessed, and the result is linearly interpolated. From Left to Right: Gabor noise followed by phasor noises with sine, square, triangular and sawtooth profiles.

Surface displacements and texturing

Another promising application of phasor noise is its use for modeling surface displacements. The profile, frequency, and orientation controls allow different displacements along the parts, significantly changing the appearance of surfaces and possibly their friction and tactile properties. Figure 6.17 shows a lava sphere which surface is modeled by an isotropic phasor noise with a sawtooth profile, as well as fingerprints generated by a phasor sine wave from a user-specified direction field. Changing the random seed creates new sets of unique fingerprints. Figure 6.18 shows a complex 3D bracelet in which the outer crust is modeled with a phasor noise displacement. FIGURE 6.17: Left: A lava sphere which surface is synthesized by an isotropic phasor noise with sawtooth profile. Right: Fingerprints modeled with a phasor sine wave following a user specified direction field.

FIGURE 6.18: Bracelet modeled with a phasor noise displacement. By varying the profile according to the local section of the torus, a tearing effect is achieved.

Phasor noise also provides novel possibilities in terms of procedural texturing. For instance, Figure 6.19 shows cracked tree bark textures that answer different requirements along cone cross-sections: the bark stripes are controlled independently in their width and number. Such precise controls would not be possible through simple lookup tables applied to existing noise patterns. These effects produced from a pixel shader could also easily evolve with dynamic geometry. This provides a fully procedural alternative to optimization-based parameterization methods for generating stripe patterns [START_REF] Knöppel | Stripe patterns on surfaces[END_REF].

Figure 6.20 illustrates how the oscillation's profile can directly mimic some naturally occurring phenomena such as the asymmetric sand ripples along desert dunes.

Finally, Figure 6.21 shows a variety of textures such as cracked paints and tree barks applied to tori. These textures combine several layers of phasor noises using rectangular and sawtooth profiles. 

Multi-material laminates

Multi-material laminates are typically made of two sandwiched materials, one more rigid than the other. Such laminates are of high interest for additive manufacturing, as they produce orthotropic elastic behaviors [START_REF] Martínez | Orthotropic k-nearest foams for additive manufacturing[END_REF]: the part is more flexible orthogonally to the laminate than in the other two directions. Ideally, the laminates should be freely orientable in space for maximal design flexibility, and the proportions between both materials should be precisely controlled.

Phasor noise provides such flexibility through PWM profiles. Materials A and B are directly mapped to the up/down parts of the profile. This affords direct control of the orientation and material proportions.

Figure 6.22 shows how orienting the patterns can modify the behavior of a simple shape.

Figure 6.23 illustrates a cross-shaped plate where we can observe that the laminate pattern triggers different bending behaviors in the extremities. The Figure also shows a miniature 3D shoe insole with a spatially varying 3D laminate pattern. Both models are driven by control fields allowing to paint orientation, mixture ratios, and degree of isotropy.

Note that this could easily accommodate more than two materials by creating a profile with multiple steps. Bottom: Shoe insole using a multi-material pattern procedural synthesized with phasor noise. Both objects are printed on an Ultimaker 3.

Complex structures

The phasor noise can be used to produce complex structures with various properties. Figure 6.24 shows a porous structure reminiscent of spongy bone obtained as the union of two phasor noises following orientation fields, and interpreted as solids. Figure 6.25 shows a single 3D noise filling a cylinder. It varies from isotropic to laminate, resulting in a cylinder that will flex in its middle along a single direction. Finally, Figure 6.28 illustrates how a topology optimized density and orientation field could be realized as an oriented laminate by a phasor noise, obtaining a two materials structure. FIGURE 6.24: Complex structure obtained by the union of two 3D phasor noises using PWM profiles (20% ratios). The orientation varies in space. FIGURE 6.25: Cylinder obtained from a 3D phasor noise, isotropic at the extremities and forming a laminate mid-height. This allows flexure in a single direction.

Surface patterning and appearance

Another promising application of phasor noise is its use for surface patterning. The profile, frequency, and orientation controls allow to produce different displacements along the parts, changing the tactile, friction, and appearance of surfaces. Figure 6.26 shows two Stanford Bunnies printed with different phasor noises used as displacement maps. The plate in Figure 6.27 is sculpted with a fin-like pattern that produces different effects depending on lighting. The surface of the plate also exhibits very different frictions when sweeping orthogonally to the fins, in one direction or the other. 

Hatches and half-toning

Gabor noise has been used in prior work to produce hatching patterns [START_REF] Bénard | A dynamic noise primitive for coherent stylization[END_REF], with a focus on real-time, temporally coherent stylization. This section presents several results of hatches and halftone images obtained with phasor noise. Contrary to Gabor noise, we can use a PWM profile to generate hatches of any thickness without disconnected regions of hatches appearing (see Figure 6.15 for an illustration of the issue).

Results are presented in Figure 6.30 and Figure 6.31. As the proportion of black and white is precisely controlled, the image content remains visible even using lowfrequency patterns. This is revealed by the thumbnails in the top left of each Figure. 

Conclusion

In this work, we introduced a new sparse convolution noise that offers two new control over the generated patterns. The first one is the control over the noise intensity that allows us to address the local loss of contrast problem described by [START_REF] Neyret | Understanding and controlling contrast oscillations in stochastic texture algorithms using Spectrum of Variance[END_REF]. This enables the generation of a normalized Gabor noise that allows for more precise color mapping of the produced noise. We illustrate these properties by producing thresholded Gabor noise using varying threshold values to produce stylized binary images (See Figure 6.29). We also applied the same methods to produce laminate multi-material 3D print (See Figure 6.23). Note that in this work, we only considered canceling out the intensity term to produce perfectly oscillating patterns. In practice other use of this term could be done.

The second one is the control over the periodic profile of the generated patterns. This enables the design of richer textures and effects on virtual objects. For example, we produced multiple virtual and printed objects in Section 6.3 that benefit from this control for aesthetic purposes. However as shown in Chapters 7 and 8, this control offers many new possibilities for implicit tiling of small-scale structures and their discretization.

This work was implemented in Pixar's RenderMan by ILM (Industrial Light & Magic) and is now available for the whole industry to use. For example Phasor noise was used in the moovie Star Wars : the Rise of Skywalker to modelise sand effects.

Limitations

In the formulation presented in this chapter, the phasor noise produces a high number of singularities. While point singularities are acceptable, line singularities produce visual artifacts that are detrimental to the overall pattern regularity and structure, that we therefore would like to filter out. These are visible as waves in opposition and 'chopping' of the sine waves. While experimenting with this method, we identified the origin of those singularities in the local incompatibility between kernels. This incompatibility comes from the local difference in the kernel parameters (frequency, direction), and from the local phasing of the kernels. As the user controls the frequency and direction parts of the kernels, we want to avoid modigying them as much as possible. However, the local phasing of the kernel is a property that we can exploit to fix some of the singularities as shown in Chapter 7.

Chapter 7

Freely orientable deformable microstructures

In this work we propose to regularize the phasor noise in order to reduce the number of singularities and abrupt change in the generated pattern. We propose to perform this regularization through two separate methods : an iterative phase alignment that is done directly on the kernels composing the phasor noise, and an analytical filter done on the resulting phasor noise. Both methods greatly improvement the pattern's regularity on their own, and when combined the most strong singularities are removed. The regularized phasor is then of sufficient quality to define local parametric patches, where the parameters are directly mapped on the triangular shaped phasor oscillations. The generated patterns can follow arbitrary direction, scale, and directionality * fields of value. In turn, we use these local parametrization to define sparse, deformable structure. In this work we focused our effort on evaluating the behavior of a diamond like pattern when swept using our method. The diamond like pattern was chosen for it self supportability (See Chapter 1) property that we demonstrate in this chapter, and for it's theorical high flexibility response. This work was made in collaboration with Vincent Tavernier, a PhD Student from the MAVERICK team at Inria Grenoble. During this project I explored how to resolve the singularities through an optimizatino of the phases, which lead to our iterative alignment method. I designed an efficient algorithm amenable to the GPU that I also implemented.

Remark:

The work presented in is this chapter corresponds to the publication "Freely orientable microstructures for designing deformable 3D prints" initially published in ACM Transactions On Graphics [Tricard et al., 2020b] and presented at SIGGRAPH ASIA 2020. The text is revisited and augmented to include supplemental material and additional information. FIGURE 7.1: Our technique synthesizes fiber-like microstructures that can be additively manufactured. This induces an elastic response that we call rigid-transverse: the fibrous microstructures are very rigid along their elongated axis while being comparatively very flexible in the (local) orthogonal plane. Left: Without any spatial gradation, our microstructures are formed by square diamond profiles defined in the v, w plane and extruded along the axis u. Right: 3D printed object embedding our synthesized microstructures. The designer directly manipulates the fiber orientations, controlling how the cube volume reshapes under large deformations. Here, the top face collapses while gripping the bar, as the fibers prevent stretch along their main direction (see orange dashed line). Note the more disorganized structures at the bottom, which cancels the directional effect in this area.

Introduction

In this chapter, we focus on defining small-scale structures from the phasor noise defined in 6. Building on the power spectrum control and using the control over the periodic profile of the phasor noise, we investigate the link between the isotropy of the generated pattern and the mechanical response it creates in infills.

In this work, we seek to define a material that has a strong contrast in the directional elastic response of a shape: being near non-stretchable along some directions while being comparatively very flexible along others. Under large deformations, the contrast induces internal curvature, resulting in highly non-homogeneous deformations that would be challenging to obtain otherwise. Recent examples include pneumatic plates [START_REF] Siéfert | Bio-inspired pneumatic shape-morphing elastomers[END_REF] and the design of flextures [START_REF] Shaw | Computationally efficient design of directionally compliant metamaterials[END_REF].* However, the studied structures are tailored to a specific case and offer limited design freedom. In this work, we propose a freely orientable metamaterial with a high directional rigidity contrast. It affords designers unprecedented freedom, allowing to mimic the behavior of flexible fibrous materials (iniquitous in animal/plant tissue), and to trigger highly anisotropic, large deformations within a volume.

Numerically simulating under such large deformations is extremely challenging. Notably due to thin walls, complex stochastic geometry, and the difficulty to model the effect of layered fabrication. For large deformations, we thus resort to physical measurements on actual fabricated samples. This has the advantage of taking into account the actual final product as opposed to an idealization of it. This is especially important as we print walls at the smallest possible thickness. The downside is that we cannot explore the material space or undertake inverse problems in a numerical fashion. However, our structures provide a fiber analogy allowing an intuitive approach for modeling.

The designer directly controls the local fiber orientations and structure sizing through a painting interface and can fabricate designs at low cost on widely available filament 3D printers. This idea is illustrated in Figure 7.1 where the fiber-like microstructures -produced by our method -makes the top of the deformed cube wrap around the bar being pressed on it. The yellow dashed line in Figure 7.1 (right) outlines a curve along which our structure resists stretch and preserves the curvilinear distance, as a rigid fiber would. We call the resulting material transverse-rigid as its maximal rigidity is along the selected transverse (fiber) direction and is much stiffer than its average response in the orthogonal plane.

Our approach allows us to freely orient and grade such an elastic directional response throughout the volume of an object. The structures afford for contrast gradation between the most rigid and most flexible directions (see Figure 7.1, bottom part of the cube). This allows to locally dampen or cancel the directional contrast, progressively transitioning towards a structure with the same elastic response in all directions.

Defining periodic structures having a transverse-rigid behavior in a fixed reference frame is relatively straightforward. But without the ability to freely orient the transverse direction and grade the rigidity contrast, the design possibilities are severely restricted. Making such controls possible, however, requires synthesizing a geometry with specific spatially varying characteristics (Section 7.2 and Figures 7.2 and 7.3). This leads to the conflicting requirements of having changes in local orientation and scale while preserving an overall smooth, locally regular structure. Besides inducing the target elastic response, a key challenge is to ensure that the synthesized geometry can be fabricated with AM. For the large deformations, we target, internal voids and thin walls are paramount, as the combination of both will produce the least dense and most flexible objects while being less prone to fracture than open-cell (truss) structures. On most technologies, this leads to the major difficulty of avoiding any sort of support structure within the volume. 3D printing thin walls -at the minimal possible thickness -also implies enforcing a maximum overhang constraint: no wall should have an angle that exceeds a maximum with respect to the vertical direction of fabrication. Otherwise, the solidified curves forming the walls in each slice will not vertically bond to one another [START_REF] Livesu | From 3D models to 3D prints: an overview of the processing pipeline[END_REF].

The microstructure we synthesize is carefully crafted to achieve all the required properties. It prints reliably on even the most affordable AM process (filament printers), behaves like a transverse-rigid material, it can be freely spatially graded in terms of orientation and rigidity contrast, and it is efficient to synthesize, making it scalable (embarrassingly parallel algorithms with no global memory storage of the result).

To achieve this, we define the microstructures from a stochastic process introduced in the field of procedural texturing [START_REF] Lagae | A survey of procedural noise functions[END_REF]. The stochastic component provides direct control over the average distribution of geometric features, which translates into control over the average mechanical response. However, this comes with a specific challenge: such processes generate structures that can have a large number of localized discontinuities that negatively impact the structural properties. We propose a specialized filtering method that removes most of these issues from the final results.

We describe the geometry synthesis process in Section 7.2 and Section 7.3. To verify that the geometry we synthesize indeed produces a transverse-rigid oriented response, we fabricate a variety of samples covering the parameter space and submit each to mechanical testing. We report results in Section 7.4. We also fabricate several designs with interesting deformations, shown in Section 7.5.

Synthesizing transverse-rigid microstructures

We now describe how we define and synthesize our microstructures. Note that despite guidelines (e.g. [START_REF] Ashby | The properties of foams and lattices[END_REF]) and in-depth studies of specific cases (e.g. [START_REF] François | Elasticity and symmetry of triangular lattice materials[END_REF][START_REF] Schumacher | Mechanical characterization of structured sheet materials[END_REF]), it remains very challenging in general to precisely predict the link between a small-scale geometry and its macro-scale mechanical behavior. This is made even more difficult if taking into account large deformations and fabrication with layered AM processes.

In this section, we define a geometry that we expect to result in the target mechanical behavior. We back up our prediction with detailed measurements in Section 7.4.3 as well as demonstration samples in Section 7.5.

We synthesize a cellular pattern whose walls are meant to be printed using the minimal thickness of the target AM process. Using thin walls allows producing the highest number of cells per unit of length, which helps lower the mechanical behavior variance in small volumes.

We do not directly model the structure's walls but instead design a function that synthesizes a black and white cellular pattern whose boundaries will represent the walls. So our procedure returns the color of the cell enclosing an evaluation point at a coordinate x. We later extract the wall geometry in each AM fabrication layer (Section 7.2.3).

Our structure is controlled through two user-defined fields F and Γ. F defines a frame field in space with three orthogonal vectors u(x), v(x), and w(x) at each point x inside the object. u has a unit scale while both v, w have a free but equal scale. This scale controls the local cross-sectional size of the structure, which forms elongated cells aligned with u everywhere. Γ defines an angular spread of directions in the local u, v plane, with random rotations around w. This is an angle in radians, from 0 to 2π, which controls how much the cell's orientations locally deviate from u.

The fields are created by the designer using a basic painting tool that we discuss in Section 7.5.0.0.1. In practice, the user only controls u and the scale of v and w: their directions are obtained as v = u × z and then w = v × u.

In terms of physical properties, we seek to design a structure such that the transverse rigidity is everywhere aligned with the u axis defined by F. The local density is inversely proportional to the scale of v, w, and derived from the wall thickness. Note that ideally, the solidified thickness in a 3D printed slice should adjust for the local slope of the wall, from a ratio of 1 (vertical) to √ 2 (max overhang of 45 degrees). Γ changes the rigidity contrast from the maximum at the given density towards a more isotropic result. Γ has no significant impact on density. Please refer to Section 7.4.3 for measurements validating these relationships on actual samples.

Design challenges

Consider a very flexible periodic 2D pattern in the xy-plane, typically a bending dominated structure [START_REF] Ashby | The properties of foams and lattices[END_REF]. By extruding it vertically along the z-axis, we produce a 3D pattern that remains flexible in the xy-plane but is very rigid along the z-axis (as vertical walls strongly resist extension and compression).

Thus, we can expect that by sweeping such a 2D pattern along a direction u in space, the alignment of the extruded walls with u would locally trigger a similarly aligned local transversal rigidity. To control the rigidity contrast, we have to modulate the microstructure geometry from a pattern with mainly walls along u to a pattern with a more uniform distribution of wall orientations.

We are now facing an especially difficult task, as we seek to have strongly oriented regular patterns in some locations (locally an extruded 2D pattern) and progressively grade towards evenly distributed spatial structures. Meanwhile, the walls must follow the overhang constraints of AM processes everywhere, as they will be printed at minimal thickness. We address these challenges next.

Stochastic structures

Stochastic procedural texturing methods offer rich controls over the patterns that can be synthesized. These are usually focused on producing seemingly random continuous patterns that obey a specific spectral content in terms of frequency, direction, and bandwidth [START_REF] Lagae | A survey of procedural noise functions[END_REF]. We note that a perfectly regular stripe pattern can be described in terms of spectral content. For instance, a perfect sine wave is a Dirac in the spectral domain. As procedural methods with increasingly precise spectral content are developed [START_REF] Goldberg | Anisotropic noise[END_REF][START_REF] Lagae | Procedural Noise using Sparse Gabor Convolution[END_REF], these offer an interesting alternative to parameterization methods for generating stripe patterns (e.g. [START_REF] Knöppel | Stripe patterns on surfaces[END_REF][START_REF] Jakob | Instant field-aligned meshes[END_REF]).

We define our microstructures from a phasor noise (see Chapter 6) that produce sharp contrasted oscillating patterns (see Figure 7.4). The oscillation's frequency and orientation can be spatially graded at will and can spatially evolve from a locally regular periodic oscillation towards a stochastic pattern with no clear preferred orientation.

The produced oscillations are less regular than those produced by parametrization methods. However, this trade-off is compensated by the ability to grade the patterns spatially, as well as the computational efficiency of procedural methods: the approach scales trivially, is supported by embarrassingly parallel algorithms and does not require meshing the domain. We, therefore, use this methodology to define our 3D microstructure geometry and later focus on improving the quality of the synthesized oscillations (Section 7.3).

Phasor noise

As introduced in Chapter 6 a phasor noise is an instantaneous phase field φ which is defined from a complex version G of Gabor noise:

φ(x) = Arg (G(x)) (7.1)
with:

G(x) = ∑ j e -b x-x j 2 e 2iπ f j d j •(x-x j )+iϕ j (7.2)
This formulation derives from sparse convolution process described in 4.2.2 . A finite set of kernels located at random locations x j in a domain combine into the final signal. Each kernel is a product of two complex functions. The first is a clamped (99% of standard deviation) Gaussian of bandwidth b centered on the kernel, the second is an oscillator of frequency f j , phase ϕ j and direction d j . In our case, x, x j and d j are 3D vectors, thus G and φ define solid noises (see Figure 7.5, left).

Feeding the phase Arg (G) into a periodic function produces oscillations having the function profile. The produced patterns can be freely graded in orientation and frequency (see Figure 7.4). FIGURE 7.4: Phasor noise with a sawtooth wave profile (inset). Userdefined fields control the main orientation of the kernels and the amount of angular spread. The conflicting requirements of following orientation and preserving a constant wavelength yield two singularity types: curves -breaking the pattern (in red) -and pointscreating branching waves (in green). The profile is distorted in those areas, introducing unwanted high-frequency content and discontinuities.

Local parametrizations

To generate a cellular pattern such as the one shown in Figure 7.6, we need to determine whether a point belongs to a black or a white cell. A convenient approach is to define a 2D parametrization in space (e.g., a set of texture coordinates) from which we can associate every 3D point with a 2D point in a base profile. The profile defines the cross-sectional shape of the cells, as illustrated in Figure 7.5. The choice of the profile will impact the final mechanical response and determine whether the result is fabricable under overhang constraints. We discuss it in Section 7.2.2.3. Producing such a parameterization in our context is challenging. It is akin to computing a globally periodic parametrization (e.g., [START_REF] Ray | Periodic Global Parameterization[END_REF]) -with the additional challenge of providing the ability to grade the structure's regularity based on the field Γ. The method should also easily scale to large volumes without meshing the domain.

We propose to exploit the oscillation profile control of phasor noise. In particular, an oscillation with a sawtooth profile can be seen as a periodic local 1D parameterization that varies linearly from 0 to 1 in each period. By computing two orthogonal oscillating waves each with a sawtooth profile, we obtain local 2D parameterization patches (each wave provides one coordinate).

We orient two 3D phasor waves such that their directions are locally orthogonal to u and respectively oscillate along v and w. We denote the waves respectively p v and p w . At a given point x, the phasor sawtooth evaluates as:

p v (x) = Arg (G v (x)) 2π (7.3)
where G v has the form given in Equation 7.2, with the kernel directions d j obtained as v(x j ) (and similarly for p w , using w(x j )), see Figure 7.5 (left). The phasor sawtooth waves depicted in the remainder of the paper are planar slices of the 3D noises.

To generate cells with an increasing angular spread of wall directions, we use Γ to perturb the kernel orientations in p v . We add a rotation around w to the base orientation of the kernels, randomly sampling an angle in [-Γ(x)

, Γ(x)]. When Γ(x i ) = π/2
this results in oscillations in all directions (Figure 7.4 right), that still properly define parametric patches. Roughly speaking, in 3D, the structures locally take the geometry of an hourglass around the w axis.

We implement our phasor noises as follows. The positions of the kernels (x j ) are obtained from a random sampling providing a dense spatial coverage of the domain. In practice, we use a grid approach as in [START_REF] Tavernier | Making Gabor Noise Fast and Normalized[END_REF], with a constant number of kernels per cell (8). The position of a kernel is initialized with a uniform random value within the virtual grid cell. For each kernel, f j and d j are sampled from the frame field F (using v or w). f j is given by the inverse scales of respectively v, w. The rotation angle for p v is uniformly sampled in [-Γ x , Γ x ]. ϕ j is initially set to 0. In a phasor noise, the size of the kernels is defined by the bandwidth of the noise. The choice of bandwidth impacts the size of the kernels in the spatial domain, with a larger bandwidth resulting in smaller kernels. We choose the bandwidth large enough so that the kernels are small enough to correctly reproduce rapid spatial changes of the user fields. However, we keep the kernels large enough to not introduce changes smaller than the structure feature size, which would break the pattern. Using a large bandwidth would also increase the total number of kernels to fill the same target volume, thus increasing the computational cost of the method.

The frequency being a direct indicator of the final structure feature size, we use the minimal scale to determine the bandwidth. In practice, we use b = c F min with c = 4.5 which gave the best results based on our experiments.

While very effective, defining the local parameterizations with phasor noise comes with its own challenges: the phasor fields have local defects that impact the structure and its mechanical properties. We discuss these in Section 7.2.2.4.

Diamonds and overhangs

To allow for free orientation, the transverse axis of the generated microstructures should be able to cover any direction in the full unit-sphere S 2 . However, the structure must always verify the overhang constraints for correct fabrication.

Under this objective, a square diamond extrusion profile has desirable properties. Let us consider a 2D diamond shape in the x, z plane having one of its diagonal aligned with the vertical printing direction z. The extrusion of the diamond shape along y defines a cell with a diamond cross-section (see Figure 7.7, left). The wall angles with the horizontal plane are precisely 45 degrees, which typically enforces the maximum overhang angle constraint [START_REF] Livesu | From 3D models to 3D prints: an overview of the processing pipeline[END_REF]. Any such diamond cell remains printable for arbitrary rotations around the x then z axis (see Figure 7.7, right), covering the whole sphere of directions. We, however, have to cancel any roll around u from v and w in F, ensuring that v remains orthogonal to z. While the user has complete freedom over u, we also have to constrain Γ to avoid overhangs. Indeed, Γ adds random rotations to the kernels around w, which has a similar effect as adding roll around the diamond axes. The range of values Γ(x) can take is thus restricted based on u(x). Therefore, the recommendation is to keep u in the x, y plane where a large Γ is desired. In practice, this is a minor inconvenience: a large Γ is used to cancel the directional effects, and therefore the choice of u is less important in such regions.

We obtain the black diamond cells (Figure 7.6) by thresholding the local parametrizations, using the following formula:

1 2 -p v (x) + 1 2 -p w (x) < 1 2
White cells are obtained by reversing the inequality.

Diamonds cells Self-supportability :

Even though our implementation does not consider it, there is, additional freedom under overhang constraints.

Any given frame (hence extruded diamonds) can be described by the application of three rotations around fixed axis x, y, z to an initial base frame (e x (1 0 0), e y (0 1 0), e z (0 0 1)) corresponding to a diamond in the xy-plane, extruded along y and printed in the direction z. Rotation are first roll of angle θ around the y-axis, then pitch of angle α around the x-axis and finally yaw of angle γ around the z-axis.

Only the two first rotations (roll and pitch) affect the self-supportability of the extruded diamond structures. Indeed the yaw rotation does not change the z coordinate of rotated vector. Furthermore, if the roll rotation is ignored, the structure will always be self-supported; however, this reduces the degrees of freedom provided to the user as the mechanical behavior of the structure is not fully isotropic in the plane orthogonal the direction of extrusion.

To represent all possible extruded diamond structures, it is possible to constraint rotation angles to the following ranges:

• constraining yaw rotation to ]π, π]

• constraining pitch rotation α to [0, π 2 ] • constraining roll rotation θ to [-π 4 , π 4 ]
We denote vector rotation around a given axis as: R e (γ)u = (e T u)e + cos γ((e × u) × e) + sin γ(e × u) (7.4)

Let us derive the maximum roll angle θ in the pitch rotation angle α function. To do so, we need to derive a formula for the normal of the structure's walls after the application of the two first rotations.

Before rotation, supporting normal vectors are:

n ± = √ 2 2 (±1, 0, -1)
which become: R e x (α) R e y (θ) n ± after rotation (due to the range of angle previously defined for "roll" angle θ and "pitch" angle α). Note that the constraint on self-supportability coming from n -is the same as the one coming from n + with the rotation angle -θ. Let us denote n = n + for simplicity. Hence, to satisfy self-supportability, the following inequality should be verified:

min( e z • R e x (α)R e y (θ) n, e z • R e x (α)R e y (-θ) n ) > (7.5) with a limit ∈ [-1, 0[ and with:

R e x (α)R e y (θ)n = √ 2 2   cos θ -sin θ (cos θ + sin θ) sin α -(cos θ + sin θ) cos α   Equation (7.5) is equivalent to: √ 2 2 min (-(cos θ + sin θ) cos α, -(cos -θ + sin -θ) cos α) >
and, given the range of value for α (which guarantee cos α ≥ 0), to:

max (cos θ + sin θ, cos θ -sin θ) < - √ 2 cos α cos θ + | sin θ| < - √ 2
cos α Given that all interesting limit values are negatives and given the range of value for θ (which guarantee cos θ ≥ 0), the inequality is equivalent to:

(cos θ + | sin θ|) 2 < 2 2 cos 2 α 1 + 2 cos θ| sin θ| < 2 2 cos 2 α 2 cos θ| sin θ| < 2 2 cos 2 α -1
and on the range of interest:

| sin 2θ| < 2 2 cos 2 α -1 Finally, if cos 2 α > 2 the constraint becomes: |θ| < 1 2 arcsin 2 2 cos 2 α -1
otherwise the constraint is always verified. Now, if we rotate the diamond cell around the horizontal diagonal of the base diamond shape, the wall angles with respect to the horizontal plane actually increase (see Figure 7.7, right). Thus, any such rotated cell remains well within overhang constraints. (Of course, the bottom edge along the extrusion direction is unsupported in this discussion; however, in the final structure, it is supported from below by another diamond cell.)

By composition of the two previous types of rotations, all possible directions for the transverse axis can be achieved. We obtain the two diamond diagonal directions as v = z × u and w = (z × u) × u.

Singularities

Using phasor noises as a basis to generate our microstructures comes with a specific challenge: the waves exhibit singularities where they diverge from an ideal regular oscillation. These defects occur where the complex Gabor field vanishes (G(x) = 0), but also where the phase field of the phasor noise varies abruptly, distorting the oscillations. While [START_REF] Neyret | Understanding and controlling contrast oscillations in stochastic texture algorithms using Spectrum of Variance[END_REF] proposed an FFT-based iterative filter to reduce singularities in the context of Gabor noise, it is not applicable in the presence of spatial gradations.

Note that in a non-trivial orientation field, a number of singularities have to exist [START_REF] Boittin | Quadmesh generation and processing: A survey[END_REF]. However, these should ideally be points (in a slice) or curves (in 3D) where oscillations meet or split (see Figure 7.2, right). For the sake of clarity, since we show in figures 2D slices of 3D noises, we will refer to the ideal case as point singularities.

Point singularities at the apex of branching oscillations (forks) do not endanger the overall properties of the structure: around the singular point, the produced shape still exhibits a diamond extrusion profile and prints reliably, with only a small hole at their base.

Unfortunately, we also observe curve singularities in the phasor noise (surface singularities in the 3D case); across such curves the local parameterization values abruptly change and oppose on both sides (see red circles in Figure 7.4). These are more problematic than point singularities as they induce a change from a black to a white diamond (and vice-versa), resulting in walls orthogonal to the local diamond extrusion direction -see red walls in the inset. Such walls violate the overhang constraint if the orientation is vertical, making the structure stiffer.

As an illustration of the scope of the problem, a structure of fixed orientation is about four times stiffer in v, w compared to u when these singularities are not dealt with. This results in a significantly lower rigidity contrast, detrimental to our use cases.

We focus in Section 7.3 on the problem of filtering curve singularities from phasor noises.

Toolpath extraction

For the sake of completeness, before we proceed to filter, let us briefly describe how we extract the final structure for 3D printing. We seek to produce a single, as thin as a possible wall between diamonds. Given a slice, we first draw an image of the sliced structure by evaluating whether each pixel belongs to a black or white diamond cell, as defined in Figure 7.5. This results in a binary image, from which we extract a solidification trajectory along each boundary between black and white pixels. This is a robust process, which only drawback is the image discretization error. However, we can use a higher image resolution -smaller than half of the minimal thickness -since memory consumption is low: we work in a single slice and evaluate the pixel 'color' using a GPU pixel shader. The shader evaluates the phasor noises with a sawtooth profile directly from the kernels. The kernels themselves use little memory, and the memory allocated for a slice is freed immediately after trajectory extraction. The main drawback of relying on phasor noises is that the oscillations exhibit many singularities even in simple cases (F smooth overall and Γ = 0). One would instead expect a very regular result with smooth and progressive changes and only a limited number of singularities where waves fork (see Figure 7.8).

Filtering singularities

We now describe how to strongly reduce the occurrence of singularities while preserving the variability associated with changes of orientation, frequency, and angular spread.

Recall that our focus is on curve singularities, which have a detrimental effect on the synthesized geometry (see Section 7.2.2.4 and Figure 7.4). Such singularities most notably arise when two neighboring kernels with similar direction d j are out of phase -see Figure inset.

Our approach works at two fundamentally different levels. The stochastic process of the phasor noise cannot possibly produce phase coherency between kernels across long distances. Thus, we apply an iterated regularization process that operates on the phasor noise kernels and seeks to align the phases of neighboring kernels -removing inconsistencies -to produce longer coherent wavefronts (see Figure 7.8 left). It is described in Section 7.3.1.

A perfect phase alignment is generally impossible in the presence of variations in the frame field F. Therefore, even after phase alignment, some local singularities remain where neighboring kernels of different orientation or frequency combine. To further improve the result, we define a specialized filter that locally removes deviations from an idealized oscillation estimated in every sampling point. We describe the filter in Section 7.3.2.

Iterated phase alignment

To regularize the oscillations of the phasor noise, we first adjust the phase shifts of neighboring kernels, as illustrated in Figure 7.8. Interestingly, this problem appears in a related form in recent interactive quad meshing techniques [Lichtenberg et al., 2018, Evgeny and[START_REF] Evgeny | Wrinkles, folds, creases, buckles: Small-scale surface deformations as periodic functions on 3D meshes[END_REF]. These operate on triangles and have one oriented oscillator (akin to a phasor kernel) per vertex. They attempt to align the phases of the per-vertex oscillators globally, to define continuous patterns across triangles by applying an iterative diffusion process. To achieve high performance, the phase at every vertex is iteratively updated, in parallel for all vertices, from the average of phases suggested by the neighbors. Note that the orientation and frequency of the oscillators remain fixed. Our iterated phase alignment for phasor noise bears some similarities but operates without a mesh on the initial kernels of the underlying (complex) Gabor noise.

At each iteration, the algorithm adjusts the phase of each kernel to be the phase of the average complex oscillator obtained from its neighbors. Aligning phases between kernels suppose they share a similar orientation. Thus, the average is weighted by the dot product of the orientation vectors of the kernel and its neighbor. The dot product result is clamped to zero. The algorithm for one iteration is given in Algorithm 1, where N (k j ) is the set of kernels neighboring k j (they belong to the same or neighboring cells in the Gabor noise evaluation grid [START_REF] Lagae | Procedural Noise using Sparse Gabor Convolution[END_REF]).

Algorithm 1 Improving the phase of kernel k j a ← 0 for all k i ∈ N (k j ) do a ← a + max(0, d j • d i ) • e 2iπ f i d i •(x j -x i )+iϕ i end for ϕ j ← Arg(a)
We repeat Algorithm 1 for a fixed number of iterations (20 in our implementation), which we experimentally adjusted (see Section 7.3.3.1). The algorithm trivially maps to an efficient GPU implementation, with one thread per kernel. The average time for one iteration on an NVIDIA GTX 1080 is 7ms for 551K kernels for a 100 mm × 100 mm × 100 mm cube.

Evaluation Filter

While phase alignment removes overall inconsistencies, the complex local interactions between disagreeing kernels still create local singularities. We propose a filter that regularizes the signal, filtering away discontinuities that locally distort the noise profile.

We start by examining the singularities and their properties to identify and classify them, and quantify their presence in the generated noise.

Identifying singularities

Let us first consider a simple case where the frequency and orientation are constant in space, noted respectively f and d. In this case we can define an oscillating field ω o that does not create any singularity :

ω o (x) = e 2iπ f d•x (7.6)
Knowing the optimal result for this case we can compare it to the complex Gabor noise in the same case :

G(x) = I(x) e 2iπ f d•x ϕ(x) (7.7)
In this case, we can extract the phasor field of the phasor noise. It is obtained at each point x by dividing the complex Gabor noise by a global oscillator :

The phasor field is thus obtained as:

ϕ(x) = G(x) ω o (x)I(x) (7.8) 
It represents the phase shift between a specific phasor noise pattern and a hypothetical perfectly regular global oscillator (i.e. a simple sine wave). Examples of phasor fields are shown in Figure 7.9. The smoother the phasor field is, the less the pattern deviates from an ideal oscillator. Thus the phasor field variations characterize deviations from the ideal signal (the singularities). Note that there is a notion of scale in this remark: deviations become problematic when they happen over a short distance compared to the oscillations wavelength. This wavelength is determined by the local frequency: The frequency of the phasor noise defines the relative variation scale at which deviations can be considered as singularities. Indeed, variations that are smooth with respect to the local frequency are not problematic, as the phasor noise smoothly and progressively shifts around the ideal oscillator. However, where the phasor field varies too abruptly, the noise profile is locally compressed, which results in discontinuities. This is coherent with the visual examination of the fields in Figure 7.9.

Section 7.3.2.1 open the possibility to filter singularities by directly smoothing the phasor field (Section 7.3.2.3). However, this only holds for a constant orientation and frequency over the whole surface. A primary objective of our work is to allow arbitrary spatial gradations. Therefore a more general point of view is needed.

We note that under the assumption that the control fields are smooth, they can be locally considered constant. We start by rewriting the global oscillator for an arbitrary origin point c:

ω c (x) = e 2iπ f d•(x-c) (7.9)

Sawtooth

Phasor eld Sawtooth Phasor eld The field x) is the same as ϕ(x) with an additional constant phase shift e 2iπ f d•(-c) . Thus, it has the same gradient and gives the same result under Section 7.3.2.1.

G(x) ω c (
Then, substituting f and d for F(c) and D(c) -the approximated parameters around c -in ω c , we obtain a local definition of the phasor field:

ϕ c (δ) = G(c + δ) ω c (c + δ)I arg(c + δ) (7.10)
ϕ c (δ) provides a good approximation of the phase shift relative to an ideal oscillator at any offset δ around c, as long as δ remains small compared to the spatial variations of the control fields. This allows us to evaluate the locally-defined phasor field functions in a neighborhood centered around c. We use this property to define a measure for singularities and then express the evaluation filter.

Singularity energy

We define the local singularity measure S(x) at location x as:

S(x) = ||∇ δ Arg (ϕ x (δ)) || 2πF(x) (7.11)
Note that the gradient operator is applied to the local phasor field around x, differentiating with respect to the offset variable δ. The singularity measure is dimensionless and represents the relative phase change speed, as it is normalized by the local frequency F(x), following 7.3.2.1. In our implementation -which is used only for analysis -the gradient operator is computed using finite differences on the generated images of Arg (ϕ x (δ)) (taking into account the 2π wrapping). S(x) provides a strong spatial indicator of the two different families of singularities, points and curves, as shown in Figure 7.10.

To objectively measure the number of singularities (point or curves) in a result pattern, we introduce for an image domain Ω the singularity energy:

E S (q) = | {S(x) > q, x ∈ Ω} | |Ω| (7.12)
The singularity energy effectively counts how much surface area of a given image is covered by singularities. The threshold q must be determined visually depending on how much profile distortion should be considered a singularity. In all our examples, we chose a demanding threshold of q = 2. In other words, all points whose phase shift is twice the noise frequency are considered part of a singularity.

Equipped with this measure, we can now analyze the effect of our regularization and filter. 

Filter

From Equation 7.8 we see that the initial complex Gabor noise can be reconstructed from the phasor field, multiplying it back by the oscillator. This opens the possibility of directly manipulating the phasor field and applying a smoothing filter that will remove abrupt variations. Following Section 7.3.2.1, doing so will reduce the extent of singularities in the phasor noise. Given g a Gaussian kernel of bandwidth a: g(x) = e -a x 2 (7.13)

The filtered complex Gabor kernel is obtained as:

F (x) = (g ϕ x ) (x) • ω x (x) (7.14)
Note that the convolution ( ) is applied to the variable δ, around point x, hence filtering around the local phasor field.

Since ω x (x) = 1 (see Equation (7.9)), the filter simply becomes:

F (x) = (g ϕ x ) (x) (7.15)
An example of filtering is given in Figure 7.11. 

Making the filter practical.

At this stage, we have defined a filter that improves the result. Unfortunately, it is also computationally expensive due to the convolution in Equation 7.15. Used as is, obtaining the convolution result would require at each evaluation point x a dense local sampling of both ϕ x and the Gaussian filter. As we operate in 3D, this would add a very significant computational and/or memory overhead. Fortunately, the convolution-based noise formulation has desirable properties with respect to Gaussian products that we can use to our advantage. As was done for texture filtering in the original Gabor noise [START_REF] Lagae | Procedural Noise using Sparse Gabor Convolution[END_REF] we can analytically integrate the filtering operation directly into the kernels.

At a given evaluation point, applying the filter to the kernels, we obtain new filtered kernels K j :

K j (x) = e -ab a+b x-x j 2 - π 2 ∆ jx 2 a+b e 2i(π f j d j •(x-x j )+ a a+b ∆ jx •(x-x j ))+iϕ i (7.16)
where d x are the frequency and orientation sampled at the evaluation point x. Recall that a and b are respectively the bandwidth of the filter and the phasor noise. This leads to a formulation with only a small overhead. Indeed, using the kernels defined in Equation (7.16) in place of the original ones directly gives the filtered result. Thus, evaluating the filtered pattern remains a simple sum of kernels, as with the original phasor noise. The kernel expression is only slightly more complex, while we eliminate the sampling that was required to implement the convolution in Equation 7.15. The only remaining overhead comes from the larger footprints of the filtered kernels. This requires fetching a larger neighborhood compared to the nonfiltered version. However, this only adds a limited, constant cost to the evaluation. The ∆ jx term can be interpreted as a weight that weakens the contribution from kernels whose frequency and orientation are too different from the ones given by the input field. Interestingly, when this term goes towards zero, the filter becomes equivalent to decreasing the noise bandwidth (larger kernels). The importance of this term is revealed in Figure 7.12, where our filter is compared to simply reducing the noise bandwidth. In areas of quick orientation changes, decreasing the bandwidth leads to mixing orientations (the pattern locally results from summing kernels having different orientations, see bottom right part of the first image in Figure 7.12). The filter, on the contrary, preserves the input orientation everywhere.

∆ jx = f j d j -f x d x (7.17) f x and

Filtering and angular spread

The angular spread Γ locally perturbs the kernel orientations, resulting in a pattern locally mixing different orientations. It is important not to filter out these variations in the final result, as they are user-specified gradations (control of the rigidity contrast).

The filter we propose assumes only a single direction is present at any given point in the noise by construction. However, this is not true of a phasor noise with angular spread, as illustrated in Figure 7.13. Thus if we would just extract the phasor field from such a noise and convolve it with a Gaussian filter, the extra oscillations introduced by the angular spread would be removed, see Figure 7.14, middle. (bottom). Without attenuation, the filter privileges the direction given by the input orientation field and discards other orientations. This erases the angular spread (red), which is a superposition of kernels of spread-out directions. The attenuated filter does not exhibit this behavior (green), and thus better preserves the properties of the original noise (top).

To avoid this, we introduce an attenuation factor A(x) ∈ [0, 1] that permits a smooth transition between the original filter definition and a Gaussian filter with no preferred orientation. This is done by substituting ∆ jx for ∆ jx in Equation (7.16):

∆ jx = A(x)∆ jx (7.18)
The factor A is expected to vary smoothly to not introduce discontinuities in the result. We derive it from the local angular spread of the phasor noise.

A(x) = argmax max 1 - Γ y π/2 , d x • d y
For all y where xy is inferior to size of a kernel. Note that we do not evaluate A(x) for each pixel of each slice, as it would cost a lot and slow down the method, instead, we pre-compute A(x) and store it in a low-resolution 3D texture (64 3 ).

Results of singularity reduction

Figure 7.15 shows a variety of qualitative examples using the sawtooth profile, and for each, the effect of both approaches separately and then combined. In all cases, we observe a significant reduction in the number of singularities by the regularization and a much more regular oscillation pattern after the evaluation filter is applied.

Applying only the filter results in a high number of curve discontinuities which cannot be solved without aligning phases, but applying only the iterated phase alignment results in remaining local distortions. Using both approaches gives the best results. 

Regularization convergence and filter size

There is a lower bound to the singularity energy for each example we consider since there is no combination of phase shifts that could possibly align all kernels given a varying orientation field, in the general case. 7.16 analyzes the reduction in singularity energy with more iterations of the phase alignment algorithm. We clearly see the plateau appear after a few iterations. Visual inspection of examples in 7.15 reveals that a large number of singularities have been removed, and those that remain have shrunk toward points.

Even though the phase alignment greatly improves the result, there is still a noticeable amount of remaining distortion. By smoothing the phasor field using our filter, most of the remaining defects are removed, and the area covered by singularities further shrinks.

Note that the energy reduction of the filter is smaller than what the regularization achieves due to the choice of the threshold in the definition of F S .

Figure 7.17 analyzes the filter effect for varying bandwidths a. This reveals a Ushaped curve. Figures 7.16 and 7.17 allow us to choose the number of regularization iterations and filtering bandwidth. We use 20 iterations in all our examples. Since the filter smooths discontinuities in the phasor field, its bandwidth should be determined by the spatial dimensions of singularities. However, the filter should not be too large relative to variations in the control fields, or it would break the assumptions made to recover the local phasor field ϕ c . Thus, we pick the filtering bandwidth to be 1/ √ 2 the unfiltered noise kernel bandwidth (i.e., the filter kernel radius is twice the radius of the noise kernel). Finally figure 7.18 show the energy reduction when using the filter while increasing the number of iteration. 

Analysis

We perform our analysis for the case of fused-filament 3D printing. All results are 3D printed using flexible NinjaFlex 85A filament on a Creality CR10 modified to replace the initial Bowden extruder by a direct extrusion mechanism (The E3D Titan Aero); this increases reliability by ensuring the gear pushing the (flexible) filament is as close as possible to the nozzle.

Fabricability

While our structures nearly enforce geometrical overhang and overlap constraints everywhere, we cannot provide strict guarantees. We thus perform additional analysis of the generated deposition trajectories (Gcode).

We measure overhang violation and overlaps by rasterizing the paths in high resolution images (0.04 mm per pixel). With singularity filtering. (abscissa: length in mm) FIGURE 7.19: 35 mm cube sliced at 0.2 mm thickness for 0.4 mm nozzle, filled at 25% density, with Γ = 0. Red: histogram of the length of trajectory segments exceeding the overhang constraint (less than 40% of the extrusion disc supported from below). Blue: Same for overlap statistics. A segment is counted when the overlap along it exceeds 10% of the nozzle diameter. Graphs are clamped after the first 95% of segment counts for readability. Filtering strongly reduces the occurrence of deviations, which are small and scattered, having no impact during fabrication.

Additionally, we used the same method to study the impact of the Γ parameter on the printability of the generated Toolpath. The result shown in Figure 7.20 the evolution of the enforcement of the overhang constraint when Γ increase, and the Figure 7.21 does the same for the overlap constraint.

These statistics show that increasing the Γ parameter has a non-negligible impact on the measured printability of the structures. However, when we visualize two slabs of toolpaths with color-coded deviations as in Figure 7.22, we can clearly see that those defects are spatially scattered. Thus, their effects are negligible during fabrication. This is confirmed experimentally as the structure fabricate reliably on all our 3D printers (see Section 7.5). Overhang statistics for 35 mm cubes sliced at 0.2 mm thickness printing with a 0.4 mm nozzle, filled at 25% density for varying value of Γ. The histograms count the number of segments of some length exceeding the overhang constraint (less than 40% of the extrusion disc supported from below). The graphs are clamped after the first 95% of segment counts for readability. These results were computed on a cube at 25% density. 
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Fidelity to control fields

We now consider how well the synthesized geometries match the user-provided target fields. First, we measure how well the scale of v, w in F correlates with the final structure density. Second, we verify that the structure orientation matches the user specifications (u in F).

For analysis, we convert the produced solidification trajectories (G-code) into a high-resolution voxel model. We then analyze the data to extract local density and local orientation measures.

The output scale o d is estimated at each point by filtering the voxel model using a 3D Gaussian filter. The filter standard deviation is chosen to cover the width of two diamond cells and measure the average local behavior. We then measure its correlation with respect to the scale of v, w in F.

The output orientation o o is extracted by casting rays from each voxel: the longest rays follow the direction of the generated diamond cells and should match the input direction i o . The distribution of arccos(i o • o o ) represents how much spread around the input direction there is in the resulting model.

Figure 7.23 reveals the close correlation between the user-specified fields and the final, 3D printed geometry. The analysis is performed on our most complex example, described in Section 7.5 and shown 3D printed in Figure 7.39. 

Mechanical behavior

In this section, we study the macroscopic mechanical behavior produced by our microstructures. They are meant to be used under large deformations beyond the linear regime. Before moving to actual samples, we first provide a numerical analysis of the linear elastic behavior of the diamond structure in Figure 7.24. [START_REF] Michel | Effective properties of composite materials with periodic microstructure: a computational approach[END_REF] (grid with resolution 100 3 , solid phase with Poisson's ratio 0.3 and Young's modulus 1). The solid phase (in blue) has a density of 17%. The homogenized linear elasticity tensor [START_REF] Jones | Mechanics of Composite Materials[END_REF] is computed with the software CrAFT [START_REF] Boittin | Quadmesh generation and processing: A survey[END_REF]. (b) Visualization of the directional Young's modulus given by ELATE [START_REF] Gaillac | ELATE: an open-source online application for analysis and visualization of elastic tensors[END_REF]. The minimal Young's modulus is achieved in the axes v and w, while the maximal one is achieved in the axis u. This confirms the transverse-rigid nature of the structure (u is significantly stiffer). However, it also shows that directions exactly aligned with the diamond walls are stiffer than any other direction in the vw plane. This is not ideal but is a trade-off we had to make to accommodate for AM constraints. Interestingly, this behavior is less problematic under large deformations: Figure 7.25 considers a specimen with maximal rigidity contrast (Γ = 0), testing for compression along u, v, w as well as u + w (strain in the direction of the diamond structure walls).

For this latter measure, we use a second cubic specimen with the diamond walls aligned with the specimen sides. We observe collapsing (explaining the plateau) in the measures along u + w, followed by a progressive approach to the v and w curves (almost identical for 30% strain). Thus, under large deformations, the collapsing produces a response that is roughly equivalent to v and w, especially when compared with the much more rigid u axis.

We report additional stress-strain curves measured on printed samples in Figure 7.26, for varying frequencies scales and angular spreads.

Note that regardless of the parameter Γ all structures of a given scale have the same density (up to 2% variations). We selected the scale to match densities of 10%, 20%, and 30%. As expected, a lower density results in an overall less rigid structure. We observe three other major experimental trends in Figure 7.26, across the three different densities. First, as we increase the angular spread Γ the elastic response in u becomes fairly close to v and w. The w axis ends up being less rigid than u and v, which is mainly explained by the fact that the angular spread is solely occurring in the u, v plane. While we could imagine compensating for this by changing the frequency of p w , overhang constraints make this difficult. Nevertheless, the rigidity contrast is significantly reduced compared to the case of Γ = 0 verifying our original assumption. Second trend, for Γ = 0 and Γ = π 6 there is buckling in the u axis. However, this buckling is much stronger in the case of Γ = 0, indicating that a small degree of angular spread allows to reduce it. We do not consider buckling along u as a problem for our use cases: the amount of stress required to trigger it is very significantly above the stress required to compress the v or w axes fully. Third trend, for Γ = 0, there exists a small but noticeable difference between the response of v and w, while ideally, both should have the same response. This is primarily explained by the anisotropy introduced by the layered printing along the w axis used for this particular test.

Figure 7.27 shows the behavior of the basic case (Γ = 0, D constant) when w is fully compressed.

As can be seen, the lateral expansion is very dissimilar in u and v: it is large along v and nonexistent along u (the same occurs for w, u compressing along v, by symmetry). This behavior relates to Poisson's ratios, which, in linear elasticity is effectively zero for pairs u, v and u, w while being close to one for pairs v, w and w, v. This is particularly interesting for our application as compression along w (resp. v) triggers a large expansion along only v (resp. w). Through the orientation field D we control the v, w plane where these expansions occur (recalling the u is aligned with D).

To confirm the impact of singularities on the overall rigidity, we compared two samples generated using our method in 7.28. In this experiment, one of the samples was generated without the phase alignment and filtering process. The measure we obtain clearly shows that singularities tend to increase the rigidity of the structure.

Finally, we have compared our method with that of [START_REF] Martínez | Polyhedral Voronoi diagrams for additive manufacturing[END_REF] as For each specimen, we measure the stress-strain response [START_REF] Jones | Mechanics of Composite Materials[END_REF] in the three orthogonal directions u, v, w denoted with different colors. The Young's modulus E is in Mpa. The printing direction is along the axis w. Please refer to the text for discussion.

Density = 10% Γ = 0 Γ = π 6 Γ = 2π 6 Γ = π
implemented in the software IceSL † . The parameters of each method are adjusted to obtain transversal rigidity. The results are shown in Table 7.1. The experiments reveal that our method obtains a higher contrast in transversal rigidity, which is reflected in greater collapsibility in the transverse axis (see Figure 7.29). With Without FIGURE 7.28: Effect of the filtering process on the mechanical properties. This measure shows that the singularities add unwanted rigidity in the material. This measure was made on two cube of 40mm with a measured density of 10% TABLE 7.1: We compare our approach having γ = 0 with [START_REF] Martínez | Polyhedral Voronoi diagrams for additive manufacturing[END_REF] having µ = 0.85 (see article for details of the effect of parameter µ) to produce two comparable structures exhibiting transverse rigidity. The specimens are cubes of 30 mm of side with similar density. We perform compression tests to evaluate the directional Young's modulus (MPa) in each orthogonal direction. Our method creates a structure that is more compliant on x and y, stiffer along z, thus manifesting a greater rigidity contrast (see Figure 7.29).

Axis [START_REF] Martínez | Polyhedral Voronoi diagrams for additive manufacturing[END_REF] 

Printed examples

In this section we design and fabricate several examples with our method, demonstrating the variety of deformation behaviors that can be achieved by manipulating the control fields (orientation, scale, angular spread).

7.5.0.0.1 User painting tool The fields are stored and manipulated as low-resolution 3D textures (64 3 ), which are directly painted by users through a dedicated interface shown in Figure 7.30. We describe here our simple approach for this, but of course, many other options would be possible.

The user selects a brush radius, a scale factor (for v, w), a value for Γ, and paints onto the shape. The stroke direction is used as the vector u. The brush updates the volume field within a radius around its center. To paint inside the volume, the user can interactively move a cut plane through the part.

Direct visual feedback is obtained by rendering the phasor local parameterizations along the surface or cuts (without singularity correction). This gives an accurate indication of the structures that will be locally synthesized. 7.5.0.0.2 Usage guidelines We found the analogy with long rigid fibers to be effective when designing the fields. Thanks to the very high rigidity contrast of our structures, a designer can reason in only two terms: directions that will be rigid (as if long rigid fibers were embedded in the print) and directions that will be flexible. Under deformation, the fibers resist stretch and pull/push other parts of the volume alongside them. These other parts then easily collapse along flexible directions. These effects cascade throughout the volume.

In addition to these base principles, some typical patterns exist that can be reused in many parts. For instance, the cylindrical collapse of Figure 7.1 generates a gripper/engulfing behavior also visible in Figures 7.36,7.32. Radial and tangential patterns trigger (respectively) collapse or absorption effects as in Figure 7.33. Changes to Γ cancel out the contrast achieving different effects along a shape, as in Figure 7.31. These behaviors can combine towards more complex effects such as in Figures 7.34,7.39,7.35,7.37. We next detail each of these examples. 7.5.0.0.3 Examples Our first example, shown in Figure 7.1, is a cube filled with a complex structure. The direction field rotates such that the transverse rigidity remains parallel to an axis, located in the middle of the top face. Some angular spread is added to the opposite (bottom) face, making it more rigid in all directions. Pressing on the top face collapses the cube while wrapping the top around the pressing object, an unexpected gripping behavior for the unsuspecting observer. Pressing on the bottom face produces nothing special, and the cube reacts as if made of a homogeneous material. Such gripping behaviors are useful for soft robotics. Figure 7.33 shows a thick circular plate, where one face has rigidity oriented radially and the other in a tangential manner. This reveals how the direction field alone strongly influences the deformation. In Figure 7.33 (bottom), we see that pressing the center has no global effect since the structures flex and absorb the distortion. In Figure 7.33 (top) the radial arrangement of rigidity makes the entire plate bend under pressure. This is easily explained by the orientation of the structures that prevent distances to change within the volume along specific directions. Note that this very different behavior occurs on both sides of the same object. Figure 7.34 is another circular plate where a tangential spiral displacement occurs under radial compression, thanks to the specific arrangement produced by the direction field. This example could also act as a shock-absorbing wheel for a robot or rover. Our last example is an illustration of a knee-like 'joint-less' articulation, shown in Figure 7.39 and which principle is more clearly isolated in Figure 7.38. A flexible front plate is created using a low rigidity contrast. Behind, two main directions are used in a way that 1. allows the volume to collapse where we want the fold to occur and 2. resists lateral bending. We also added a region of low contrast to mimic the bone in the upper and lower leg. This inner core is easily felt when pressing on the sides and gives vertical rigidity to the overall part. To the best of our knowledge, no other available approach can produce results with such deformation behaviors under large displacements. Freedom of gradation in orientation, density (through scale), and rigidity contrast (through Γ) interact to provide very effective control over the volume reshaping under external loads. Our examples are only scratching the surface of potential applications in soft robotics, soft mechanisms, prosthetics, orthoses design, and shock or vibrations absorbing pads. 

Conclusion

By allowing to design where and how a volume compresses or extends when manipulated, our method enables unprecedented control over 3D printed objects. We made careful trade-offs to obtain a balance between the reliability of fabricationincluding the most affordable filament printers -and freedom of gradation of the mechanical properties. Experimental tests confirm that a high-contrast transverse rigidity is achieved over a wide range of deformations. The ability to print walls at the thinnest thickness with a single material allows producing very flexible objects using off-the-shelf materials.

Our technique is defined from a stochastic approach. This affords for freedom of gradation of the rigid axis orientation, as well as spatial gradation in density and rigidity contrast. Thanks to its favorable computational properties, our technique allows rapid, efficient extraction of toolpaths and is highly scalable.

In terms of applications, an essential feature of our method is that it works on low-end 3D printers using inexpensive materials. This will allow enthusiasts, makers, and students in engineering to experiment with novel designs. We encourage this by releasing the technique in a freely available design/3D printing software. 7.6.0.0.1 Code availability The method is now fully available in IceSL https: //icesl.loria.fr/. A 2D version is also available as a Shadertoy https://www.shadertoy.com/ view/WtjfzW.

Limitations

Our structures are stiffer along directions v + w, vw while they would ideally be equivalently flexible for all directions in the v, w plane. On less demanding fabrication technologies, using a hexagonal profile would reduce this effect.

Our current implementation does not adapt the deposition thickness with respect to the local wall slope, which implies that density varies with slope. While we did not observe detrimental effects in our results (where walls are often everywhere slanted), a varying width deposition would provide a more accurate result [START_REF] Kuipers | A framework for adaptive width control of dense contour-parallel toolpaths in fused deposition modeling[END_REF].

Finally, having the ability to perform simulation -even under crude approximations -would help explore more subtle designs and effects and help the adoption of the approach for engineering applications. This is, however, an orthogonal, albeit important and challenging problem.

Chapter 8

Staggered orientable infills for additive manufacturing

In Additive Manufacturing, dense infills allow filling the space they are used in completely. Typically they are used to fill the first and last slices of prints to form the external surface of the fabricated object. As such, most works regarding dense infill focus on minimizing the porosity left in the filled area. In this work, we propose to use dense infill to follow arbitrary orientation fields. In doing so, we want to exploit the anisotropy of the filament deposition process to affect the printed part's mechanical and visual properties. This chapter proposes a method to create dense infill trajectories from orientation fields and stagger them across layers to reduce defects alignments. These trajectories are defined using a regularized phasor noise and benefit from all the user control we previously introduced in the phasor noise [START_REF] Tricard | Procedural Phasor Noise[END_REF] (See Chapter 6). Trajectories are then extracted in an efficient way using an approach akin to marching square [START_REF] Wyvill | Data structure for soft objects[END_REF]. This idea directly follow our previous works (see Chapter 7), and build upon its contribution to increasing the possible dense infills range by bringing accurate control over their directionalities. This work was done in collaboration with Jimmy Etienne, a fellow Ph.D. student from the team MFX. In this work, I explored how to define and extract the trajectories. I also designed an efficient pipeline using the Vulkan graphic API. Remark: This chapter correspond to work made for the publication "A brick in the wall: Staggered orientable infills for additive manufacturing" that was presented at at SCF 2021 addapted and extended with additional mechanical results. 

Introduction

As described in Section 1.1 extrusion-based additive manufacturing produces a part through the accumulation of extruded beads of material. Consequently, the trajectories along which material is deposited or solidified have a direct influence on the final part properties. On the one hand, this provides unprecedented control over how the volume is formed, enabling novel and unique possibilities to adjust a part to its final functionality perfectly. On the other hand, the trajectories play a crucial role in structural soundness, and care must be taken to minimize potential defects.

Often, the deposition strategies have to enforce competing objectives. For instance, the process may be expected to produce dense parts with minimal porosity. However, it is also desirable for the trajectories to follow specific directions within layers due to manufacturing constraints or to maximize part functionality, e.g., stiffness under some external loads. In particular, additively manufactured parts tend to be stronger in the direction of deposition, while in the orthogonal direction, the bond between neighboring beads is less strong [START_REF] Rybachuk | Anisotropic mechanical properties of fused deposition modeled parts fabricated by using acrylonitrile butadiene styrene polymer[END_REF]. In addition, some processes can deposit fibers alongside the trajectories, resulting in even higher ratios of anisotropic mechanical response. Being able to conform the deposition trajectories with specific directions, therefore, paves the way to several applications: stronger parts (e.g. [START_REF] Steuben | Implicit slicing for functionally tailored additive manufacturing[END_REF]), controlled deformations (e.g. [By1, 2018]), as well as the ability to pattern the surface roughness (light reflection, grip).

We propose a novel approach to generate trajectories following an input direction field in this work. The field may be user-created, or maybe the result of an optimization process (e.g., topology optimization [Pantz and Trabelsi, 2008a]). Our objective is to produce dense parts, conciliating the contradictory objectives of fully covering an area with evenly spaced material beads while having them follow an arbitrary direction. We seek a result where defects such as gaps have a minimal impact within a layer and across layers.

Even in the absence of a direction field to follow, avoiding defects in infills is a problem that remains a focus of research. Adding the direction objective makes this problem significantly harder, as following the direction requires paths to move away from one another or to regroup in specific locations, creating branching patterns where tiny gaps are difficult to avoid. Due to spatial coherence of trajectories geometry across layers, such minor infill defects within a layer tend to accumulate across layers and degenerate into critical defects: internal tunnel-shaped voids that endanger the part's structural integrity. This problem is worsened when following a given direction field that is similar from one layer to another.

Our technique generates trajectories for planar layers. However, to address the challenges mentioned above, we generate infill trajectories that not only follow the given directions but also form a coherent structure across layers. In particular, the deposited beads form a staggered structure akin to the layout of a brick wall. As with bricks and mortar [Nicholson, 1823], the intent is to prevent the weaker lateral bond between beads from forming vertical sheets prone to failure. This also prevents tiny gaps in split/merge locations from forming coherent structures across layers within the volume. However, please note that in this chapter, we focus solely on the modeling aspects of a staggered infill. Measuring to what extent this truly benefits mechanical properties will require an in-depth mechanical study left as future work.

We achieve a staggered layout by building upon the regularized phasor noise technique introduced in Chapter 7. for microstructure design. This efficient, scalable approach generates oscillating fields within volumes, whose direction can be controlled. We define and extract our trajectories from crossed phasor fields (Section 8.3.1, 8.3.2 and 8.3.3), and exploit the exposed argument of the oscillations to obtain a staggered layout (Section 8.3.5). By controlling the oscillations frequency, we can further adjust the deposition width (Section 8.3.2).

This results in a simple, robust, and efficient method for generating dense, oriented trajectories. Thanks to the stochastic nature of the underlying synthesis process, the unavoidable tiny gaps in branching locations are evenly distributed within the volume and are further prevented from aligning and forming long tunnel-shaped void by the staggered layout of the beads. We analyze results and discuss applications in Section 8.5.

Phasor noise

Our technique relies on the phasor noise introduced in Chapter 6. Phasor noise φ allow the definition of fiber-like patterns in a procedural way.

φ(x) = arg (G(x)) (8.1)
with :

G(x) = ∑ j e -b x-x j 2 e 2iπ f j d j .(x-x j )+iϕ j (8.2)

It is an unstructured representation, defined from the convolution of complex Gabor kernels with random seed positions x j . The kernel properties locally define the properties of the noise: its bandwidth b, frequency f j , the direction of anisotropy d j , and phase shift ϕ j . This generates a scalar field in 3D space: an oscillating signal of precisely controlled direction and scale. In this section, we use the oscillations to define trajectories for material deposition. Without special treatment, a phasor noise exhibits local defects located around singularities of the phase field. These result in a less coherent pattern, and in our case, would result in less continuous deposition trajectories. In Chapter 7 we introduced two methods that we combined to significantly decrease the number of defects in the generated patterns. First, the phase ϕ j of neighboring kernels is iteratively adjusted in a simple and efficient optimization process. Second, a closedform regularization filter is applied when sampling values from the phasor noise. Through these combined methods, highly regular anisotropic patterns are obtained. The high quality and regularity of the fields enable the definition of local parametric patches for microstructure design; for more details, please refer to Chapter 7. In this chapter, we extend this methodology to define deposition trajectories for dense infill patterns.

The phasor noise presents several advantages for our application. First, it is a meshless process. In other words, it means that it can be computed in any Euclidean space while following arbitrary input fields. Secondly, it scales to large volumes as to the complexity of the iterative phase alignment, in both space and time, is only proportional to the number of kernels -not the resolution of the generated patterns. Finally, the entire framework maps well onto GPUs, enabling fast, parallel optimization and evaluation of regularized phasor fields.

Our approach

Our technique takes as an input a 3D model for which to generate 3D trajectories as well as a direction field d U that is everywhere orthogonal to z (the manufacturing direction). The algorithm starts by defining two crossed phasor fields used to generate oscillating patterns everywhere throughout the object volume. The oscillation frequency f is chosen to match the target trajectory spacing -typically the nozzle width w (with f = 1/w). However, by varying the frequency, we naturally support varying deposition widths, see Section 8.3.2. The direction of the phasor fields closely follows d U .

Once the fields are optimized, we proceed layer by layer to efficiently generate actual trajectories. This step extracts a set of discrete curved trajectories from the continuous definition of two phasor fields. We describe it in Section 8.3.1. Note that this is performed in a streaming fashion (we only process a fixed number of slices at a time) and that slices anywhere in space may be extracted in parallel.

To prevent trajectories from creating inter-layer artifacts by always being exactly aligned, we introduce a phase shift every other layer. This produces staggered trajectories across layers while still closely following the direction field.

Defining trajectories

In this section, we describe our method to define dense infills -and extract the associated trajectories -following the arbitrary direction field d U given by the user, whose directions must be constrained to the slicing plane. Let us define d V a second field orthogonal to d U , also constrained to the slicing plane (i.e. d V = d U × z). Note that d U and d V are defined as 3D fields, and their values can evolve along the Z-axis. As a result, the trajectories' direction can evolve across layers. The trajectory extraction is based on two orthogonal periodic variable fields, U and V, obtained from two phasor fields. To any given point x in space we associate a value pair UV(x) ∈ [0, 2π] 2 . We note U(x) and V(x) the two components of UV(x) (see Figure 8.2, left). In practice, U(x) (respectively V(x)) defines a locally oscillating signal taking the shape of a sawtooth. This defines a periodic variable field following the direction d U (respectively d V ). From this periodic variable field we can construct a set of curves defined by U(x) = π (respectively V(x) = π). The generated curves C U π (respectively C V π ) are orthogonal to d U (respectively d V ). Therefore, we define the trajectories as the set of curves C V π (see Figure 8.2, left). The orthogonal set of curves C U π is used during the computation of inter-trajectories distances and defines the sampling rate of the trajectories (see Section 8.3.3).

In practice, the extraction of the trajectories is performed in three steps. First, we define and optimize our periodic variable fields (see Section 8.3.2). Then, for a given printing slice, we extract a planar graph in whose vertices are defined as the intersection between C V π and C U π (see Figure 8.2, right). Edges of the graph are subdivided into two sets, E U and E V . The edges of E U (resp. E V ) form a tessellation of the C V π curves (respectively C U π ). The graph extraction is described in Section 8.3.3. Finally, we use E U to define the trajectories and use E V to measure the local spacing between them. This information is later used to adjust the deposition flow (see Section 8.3.4).

Periodic variable fields

We define the two local periodic variable fields U and V by relying on two orthogonal 3D phasor noises (see Equation 8.1). The kernel directions d i are computed by sampling the input direction field d U (resp. d V ) at the kernel position x i . The frequencies f i are chosen as 1/w, with w the target deposition bead width. Note that w can be made to spatially vary by sampling an additional user input field. Finally, parameter ϕ i is computed by iterative phase alignment [Tricard et al., 2020b] (See Chapter 7).

Graph extraction

As previously stated, we seek to extract two sets of edges E U and E V from the periodic variable field UV. Recall that while the fields are defined in 3D, the trajectory extraction is performed in 2D, layer by layer (possibly in parallel). We base our approach on a modified version of the marching square algorithm [START_REF] Wyvill | Data structure for soft objects[END_REF].

First, we sample our periodic variable field on a regular 2D grid which resolution is chosen to sample at four times the maximum field frequency. This sampling frequency is chosen to help to filter the 2π jump in the periodic variable fields. Then, for each square cell of the grid, we extract C U π and C V π separately. We extract vertices for the intersection between C U π (respectively C V π ) along each edge of the cell. More precisely, given i and j the grid points defining a processed edge, we extract a vertex if U(i)π and U(j)π have opposite signs. We filter out vertices that do not verify |U(i) -U(j)| ≤ π as they are generated by the 2π jumps in the field. This condition ensures robustness with respect to the periodicity of the field. The positions of the vertices are chosen based on the linear interpolation of the U (resp. V) parameter along the edges. For a given field, we only extract an edge in a given cell if there are exactly two vertices created. Edges extracted from fields U (resp. V) are registered in the set E V (resp. E U ). As this is done for both U and V, a cell contains from 0 to 2 edges. If the cell contains two intersecting edges (defined from two distinct fields), the latter are subdivided, and a new vertex is created at the intersection point, resulting in four new connected edges.

When each square cell of the grid is processed, we stitch all the partial results together and collapse edges until all vertices either belongs to the two edge sets (vertices of valence 4 verifying UV ≈ {π, π}) or are curve end-points (vertices of valence one close to singularity or on the border of the domain). This reduces the sampling frequency of C U π (respectively C U π ) to the frequency of the V (respectively U). Thus the frequency of U controls the polygonization error in curved trajectories. In practice, we use the same frequency for both fields as they generate a sampling equal to or close to the nozzle diameter, which is enough for our application. Note that we keep track of the edge origin during the decimation, thus updating the edge sets E U (edge marked as V) and E V (for edge marked as U). The extraction process is illustrated in Figure 8.2

Clipping and ordering trajectories

To extract the final trajectories from the graph, we clip the set of edge E U by the contour of the slice; then, we use a greedy approach to extract the longest uninterrupted paths. For each point, we compute its average distance to all its direct neighbors on the E V set. Finally, we transform the trajectories into GCode and adjust the material deposition at each point by taking into account the inter-spacing previously computed.

We order the trajectories following a simple nearest-first heuristic (the first trajectory is picked at random, then the next trajectory is the one with closest end-point). This provides reasonably good results at a low cost. An ordering can be visualized in Figure 8.7, right.

Staggered bead layout

To obtain a staggered layout, we offset the periodic variable fields for every odd layer. This is easily achieved by shifting the phases of the kernels ϕ i when sampling odd layers, adding an offset δ = π. Doing so produces a pattern where the beads of one layer are shifted by half the width of the beads from the layer below, forming a coherent staggered layout. Note that this works naturally across directions and frequency (width) controls, as we directly manipulate the phase of the coherent 3D oscillations. This simple approach produces remarkably regular and aligned patterns, as can be seen in Figure 8.3. 

Effect on mechanical properties

In this Section I report on measurements regarding the effect of staggering on tensile strength. Indeed, while the geometric advantages of staggering are clear, in particular to avoid vertical alignments of gaps across layers, we also would like some indication of its effect in terms of mechanical strength of the 3D printed parts. We perform uniaxial tensile tests on four different specimens depending on the following parameters:

• Deposition paths orthogonal to the strain direction with staggering.

• Deposition paths orthogonal to the strain direction without staggering.

• Deposition paths aligned with the strain direction with staggering.

• Deposition paths aligned with the strain direction without staggering.

For each of these four cases we 3D printed and stretched three representative specimens, until break at a constant true strain rate of 5 * 10 -3ms -1 at a temperature of 25 • C, and extracted the average true stress -true strain behavior. Specimens are printed with a MicroDelta 3D printer using PLA filament with a 0.4mm nozzle, a layer height of 0.2mm and 15 layers. The geometry of a specimen can be seen in Figure 8.4. We perform the measurement on a the VidéoTraction™system [START_REF] Ponçot | True intrinsic mechanical behaviour of semicrystalline and amorphous polymers: Influences of volume deformation and cavities shape[END_REF] Results are reported in Figure 8.5. This figure shows that aligning the deposition path with the strain direction increases the young modulus while the staggering strategy reduces it. However, the staggering strategy seems to modify the behavior of the parts at break of the samples. When performing our tests, we observed that the staggered specimen tends to yield more before breaking, especially when the deposition paths are aligned with the strain direction. In this case, the specimens are slowly teared up when all the other specimens are present clear brittle fracture. 

Results

In this section, we discuss the specific properties of our method and demonstrate the range of possibilities it offers. All our tests are done with fused-filament 3D printing, the most widespread additive manufacturing technique. Parts were printed with a variety of printers. Blue CuteOcto was printed with a Prusa MK2S, parts in grey with a micro delta, parts in multicolor with a modified Prusa printer equipped with a diamond mixing extruder, other parts were printed using a Creality CR10S pro. The list of all model sources is provided in Table 8.1. Our method was implemented in C++ using the Vulkan API, and shaders were programmed with GLSL. Trajectories are always extracted on the full bounding box of the object before being clipped to the surface. Therefore we measure runtimes for cubes of increasing volumes and only measure timings related to our method (e.g., optimization of kernel phases and graph extractions, leaving out the actual clipping of trajectories, scheduling as well as GCode generation). Runtimes were measured on an i7-6700HQ CPU (@2.6GHz only one thread used) and GTX1070 graphic card and are given in Table 8.2.

The first thing to notice is that phase optimization runtime is bounded to 28s. This is due to our strategy to compute kernel density and bandwidth such that the phase optimization of kernels can be done in a single pass on GPU while avoiding memory overflow (the maximal number of kernels used is approximately eight millions). If needed, a streaming strategy could be adopted to increase the number of degrees of freedom in larger parts. As expected, the graph extraction (including the sampling of the phasor noises) is linear in terms of processed volume. The grid size for the marching square is based on the target bead width (the length of an edge is one-quarter of the minimal target bead width), and 64 slices are computed at once. For all tested models, the GPU memory used remains bounded to 1.7GB. Should the memory consumption become problematic, a smaller set of slices and XY tilling could be used. 

Model

Comparison to curve hierarchies

When a bivariate parametric field is available, curve hierarchies may be used to produce trajectories that follow the field while being roughly equally spaced [Elber andCohen, 1996, Ezair et al., 2018]. We compare our approach to a curve hierarchy in Figure 8.6. As can be seen, the curve extraction leaves many gaps. This typically happens where the field exhibits a high divergence, as is the case with the radial field shown in Figure 8.6 (left). There, steep transitions of local density from 1 to 0.5 occur: the change of hierarchy level introduces a sudden jump. In addition, the gaps occur along specific transition curves of the field, which in turn leads to coherent defects within and across layers, weakening the overall part structure. Note that other curves extraction techniques could alleviate this problem [START_REF] Etienne | Procedural band patterns[END_REF], but this has not been demonstrated for dense infills.

In comparison, our method exhibits fewer transitions with tiny gaps well distributed throughout a slice (Figure 8.6 (right)) -keeping in mind that the paths are additionally laid out staggered from one layer to the next. Finally, recall that this is achieved directly from the direction field without the need to optimize for a bivariate parametric field in the first place. 

Singularities, staggered layout

Figure 8.7 shows the CuteOcto model sliced with a radial direction field and constant bead width (nozzle diameter). As can be seen, the branching pattern and split/merge locations are evenly distributed within each slice. Figure 8.9 reveals the effect of the staggered layout across layers. It is the same model as Figure 8.7 with a sectional view of the beads. On the left disabling the phase shifts, on the right our result with the staggered layout. This cut reveals that singularities have a limited extent in the Z direction. It also shows how our staggered layout (right) reduces the influence of singularities by breaking the gap coherence, increasing the bond between beads in these areas. It is important to notice that the staggered layout visibility is reduced on printed parts (see Figure 8.1(left), 8.10) due to travel artifacts between trajectories at the boundary of the object (visually similar to larger beads).

Another slicing of CuteOcto presents the combination of direction field and deposition bead width field (see Figure 8.10 8.8). Direction field is defined as the gradient of the signed distance field to the surface, while bead width field is radially defined. Control over the direction field can help for a wide range of applications, from controlling the appearance to the physical properties of the printed object. In the screwdriver handle (see Figure 8.11), the direction field is used to control the outer texture of the object. A grip-like pattern is created in the locally convex area (by using trajectories locally orthogonal to the surface), while in the concave area, smooth surfaces are used (trajectories parallel to the surface). The direction field can also be used to control the appearance of horizontal parts of an object where filament directions are clearly visible (see Figure 8.1(right),8.12). The direction field can also be used to align paths along branches in branch-like structures (see Figure 8.13). In this case the direction field was created to favor long trajectories across branching regions (see junctions between legs and torso). Finally, the direction field can also be used to adapt fiber direction in mechanical parts (see Figure 8.1(left),8.14). 

Conclusion

We introduced a new approach to extract dense planar trajectories following a direction field. The trajectories are obtained from two periodic variable fields defined in 3D from phasor noises. Interestingly, phasor fields have links with global parametrization techniques for quad-and hex-meshing, as discussed in Chapter 7. Therefore, such approaches could likely be modified for a purpose similar to ours. Our approach however inherits the low setup cost, scalability and simplicity of phasor noises, enabling the efficient extraction of trajectories. (More on that in Chapter 9)

The 3D nature of the field allows to distribute imperfections evenly throughout the volume. It also introduces a way to control spatial coherency across layers, leading to the staggered bead layout. While more in-depth mechanical studies are required, our results tend to show this inter-layer layout control to be an advantage for beads adhesion, as this degree of freedom has not been available before.

Our method presents a few limitations. In comparison to traditional infill patterns, it produces heavier GCode due to the complex curved trajectories. This could be addressed by relying on circular arc GCode capabilities. When generating paths that follow the local curvature of the object, our approach does not guarantee a perfect alignment between the object boundary and the deposition paths. This results in some trajectories being cut when encountering the object boundary. As future work, this could be approached by controlling the phase of the Gabor kernels where a precise alignment is required.

Finally, a promising research direction is to generalize our technique to curved layer printing. The key difficulty remains the collision-free guarantees required, both for the direction field definition and the ordering of paths in 3D. 

Conclusion and Perspectives

In this thesis, I explored the links between computer graphics and Additive Manufacturing focusing on infills for FDM and procedural noises. With this intent, I contributed to three methods that enable new applications in Computer Graphics and Additive Manufacturing.

With Procedural Phasor Noise (Chapter 6) we described a method to generate periodic variable field in a meshless procedural way. These periodic variable fields are fields of values that linearly evolve from 0 to 1, and can be easily use to map periodic function. Using the control provided by the phasor noise, it is then possible to map any periodic function in space and make it change orientation and scale at no additional costs. The periodic variable fields generated by the phasor noise exhibit many singularities. From an aesthetics point of view, singularities break the repetitiveness of the generated patterns and add richness to the textures they are used in, which may be desirable for rendering, especially to generate organic looking textures. However, in some cases, such as representing artificial objects, having repetitive and structured patterns is extremely important (brick wall, tiling, wallpapers, Etc.) From an additive manufacturing point of view, singularities create local topological deviation from the periodic pattern mapped. Ultimately these topological deviations affect the printing trajectories and their self-supportability, and the properties of the final object. In the context of computational design having these deviations can be a critical issue as the singularities prevents accurate precision of the design behavior.

This problem was later addressed in our second contributions for this thesis (Chapter 7), where we proposed two different methods for reducing the number of singularities produced by the phasor noise. Note that these two methods can be locally mitigated to control the local level of regularity in the generated fields to achieve regularity and richness in the generated textures. With these regularized patterns, we demonstrated two different ways in of generating small scales structures, a sparse and extremely flexible one in Chapter 7, and dense filling pattern in Chapter 8. Both approaches demonstrated the possibility of using phasor noise for small scale structures, and more generally, the possibilities of generating implicit periodic structure, with control over their scales and orientations.

Perspectives

Phase and Indexing

In Chapters 7 and 8 we obtained our results by creating an implicit grid from the combination of multiple periodic variable fields. This allows to periodically tile the Chapter 9. Conclusion and Perspectives space while not suffering from the drawbacks from typical tiling methods (See Chapter 1.3). Unfortunately, for the moment, the implicit grid generated by the phasor noise and its regularization indicate the relative position of the sampled point in the cell enclosing it, but not it's absolute position (i.e., the relative position in the cell but not the index of the cell). As we never mixed multiple periodic tiles, this limitation did not create any problem in our applications. This lack of indexing makes it hard to differentiate cells in the implicit grid, and prevent assigning tiles to specific cells as it is done in most tiling methods. Unless indexing can be achieved (see Figure 9.1), tiling the space with phasor would require finding efficient ways to interpolate tiles. Similarly the lack of indexing prevent to use the underlying grid generated by the phasor noise in hierarchical approach as described in Section 3.2 as this kind of methods rely on recursive subdivision of certain cells. This indexing question reveals the links between the regularized phasor noise and the domain of parametrization that focuses on defining parametrization on arbitrary domains (e.g on mesh surfaces for texturing). Our work on the phasor noise shows similarities between multiple works done in this domain [START_REF] Boittin | Quadmesh generation and processing: A survey[END_REF] both in the goal pursued and in some of the formulation used.

In addition, our work provides insight on the phase content of textures generated by sparse convolution process by proposing new control over the shape of the oscillation generated and presenting a local phase alignment process. This new control over the phase calls for additional research in this direction, and given the similarities seen between our work and the domain of parametrization, it could be interesting to further explore similarities and differences and see whether novel approaches could emerge.

Field design

In the Chapters 7 and 8 we focused on defining strongly oriented infills for additive manufacturing. In our experiments with these methods, we had to design multiple variable fields (orientation, frequency, rigidity contrast) to illustrate our methods. In doing so, we encountered issues that outlined specific challenges.

First, understandably rendering a three-dimensional field for the user can be a problem. For example, rendering three-dimensional field of 3D vector raises questions ( e.g. How do we encode each direction on the screen? How do we make the notion of depth in the 3D field clear on screen ?) Then we needed to create tools for the user to interact with these fields. Once again, this raised many questions about how to paint a 3D field, how we can adapt the painting tool to account for the type of data in the field. In our implementation, we made most of these choices considering the features already available in our software as these questions were not in the scope of my research. Nonetheless, these questions remain crucial topics that need to be explored if we want our methods to be widely adopted.

Second, when designing flexible objects, it is essential for the user to know in advance how the objects will behave once printed. To give this kind of feedback, we need to simulate their behavior accurately. However, simulating material with a high rigidity contrast, and that are prone to buckle remain an expensive task that cannot be done interactively. Of course, we were able to design complex objects without too much trouble through trial and error, but our workflow would have been simpler if we were able to be guided through the design. Moreover, less trial and error would have limited the waste of material, printing time, and electricity used for the printer.

Resources waste

More generally, the question of material waste and electricity consumption of additive manufacturing must be addressed. My work in this thesis was to produce efficient methods to generate self-supported small-scale structures, so, in theory, it should not be a direct cause of an increase of material waste or electricity consumption. However, we must consider that, by trying to make small-scale structures more accessible, we might increase their usage and their impact on resource consumption. To alleviate this issue, we should use recyclable materials when they are available or try to find alternative designs when they are not. In future research, I believe the ecological impact of our design should be taken into account when evaluating our methods and that low waste design and reusable design should be investigated more intensively.
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FIGURE 1 . 1 :

 11 FIGURE 1.1: Illustration of the slicing operation Left: The input virtual model. Middle:The same object sliced (intersected with a set of planes). Right: The object printed with and FDM machine. Note that the printed object was sliced using a higher number of layers.

FIGURE 1

 1 FIGURE 1.2: multiple simple infill examples. From left to righ : honeycomb, circle grid, gyroid, cubic. Top : top view. Bottom: perspective view.

FIGURE 1 . 3 :

 13 FIGURE 1.3: Illustration of the rendering operation Top Left: The input scene with a camera, an object and a point light. Top Right: The pixel occupied by the object viewed by the camera. Here the pixel are colored using their position. Bottom Left: The pixel occupied by the object viewed by the camera. Here the colors represent the surface normal at the position of the pixel. Bottom Right: The object rendered using the information shown in Top Right and Bottom Left lit by the point light. This render was done considering a uniform material.
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 14 FIGURE 1.4: Illustration of the texturing operation Top: Lit sphere Bottom: used texture. Left: No texture. Middle: Texture representing the mapping coordinates. Right: A wet rock texture. As we can see the texture can add an important amount of detail to a mesh without having to modify the object geometry.
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 21 FIGURE 2.1: Example of structure enabled by the method of Panetta et al. [2019], as we can see the method create flat structure, that bend out of plane to create a curved shell.
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 31 FIGURE 3.1: Example of 2D infill pattern extruded along the Z axis
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 32 FIGURE 3.2: Cut view of the top of 3D print with a classical infill.
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 33 FIGURE 3.3: Cut view of the hollowing process. Left : the input shape.Right : the shape hollowed enforcing a maximum slope.
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 34 FIGURE 3.4: Cut view of a 3D print with a hierarchical infill. Left : the infill without subdivision. Right : the infill subdivided to better support the surface in green
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 36 FIGURE 3.6: Left: An example tile with arbitrary mechanical properties. Middle: An arbitrary object. Right: The same object intersected with a tiling of the tile. Once fabricated, the object will have mechanical properties close to the one of the tile composing it.

FIGURE 3

 3 FIGURE 3.7: A designed with topology optimization and 3D printed for MX3D project. The bridge is functional and installed in the center of Amsterdam.

FIGURE 3

 3 FIGURE 3.8: The internal structure of a plane wing similar to a Boeing 777 wing plane calculated with topology optimization by Aage et al. [2017].

FIGURE 3

 3 FIGURE 3.9: Example of the elastic textures proposed by Panetta et al. [2015].

FIGURE 3 .

 3 FIGURE 3.10: Illustration of the polyhedral voronoi foam of Martínez et al. [2018] Left: 2D representation of the cells generation. Middle:The same cells but defined in 3D (here only their borders are represented). Right: The foam applied to generate a toy wheel.

FIGURE 4

 4 FIGURE 4.1: Example of a value noise generation. Left: the with noise generated on a regular grid, Right: the value noise (i.e. the interpolated white noise)

  FIGURE 4.2: Comparison between value noise and gradient noise. Left: the value noise, Right: a gradient noise. Note how the gradient noise generate smoother patterns

  FIGURE 4.3: An example of Sparse convolution noise using a kernel composed of 2 elongated gaussians. Here we can see how the kernel shape impact the noise aspect

FIGURE 4

 4 FIGURE 4.4: Illustration of the effect of sparse convolution noise on the spectral properties of the generated noise Top: real domain. Bottom: power spectrum. Left: kernel used for the noise. Right: sparse convolution noise.

FIGURE 4

 4 FIGURE 4.5: illustration of the Fourier transform of a Gabor kernel. Left : Fourier transform of the cosine function creating two symmetric Dirac which distance from the center represent the frequency of the cosine and the direction from the center two the Dirac represent the direction of the kernel middle : The Fourier transform of a gaussian -a centered gaussian which size is proportional to the bandwidth b Right : Fourier transform of the Gabor kernel creating two symmetric Gaussians which distance from the center represent the frequency of the cosine and the direction from the center two the Gaussians represent the direction of the kernel, And the size of the Gaussians is proportional to the bandwidth b.

  FIGURE 4.6: Thresholding a Gabor noise at different values. Left: the original Gabor noise. Middle: Thresholding at 0. Right: Thresholding at 0.5. Here we can see that thresholding a Gabor noise at value other than 0 create non homogeneous pattern.

  FIGURE 4.7: Using spectrum of variance of a Gabor noise Left: a Gabor noise. Middle: power spectrum. Right: spectrum of variance. In the spectrum of variance the loss of intensity is expressed by the low frequencies that appear in the middle of the image.
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 6 FIGURE 6.1: High-contrast patterns produced by our approach. Note how the profile of the oscillations smoothly transition from a rectangular wave (20% black), to a square wave, to a triangular profile and finally a sine wave. At the same time, the orientation of the waves changes from left to right. The field visualized here is purely procedural. It is obtained by feeding our phasor noise into periodic profile functions (shown in blue), that are interpolated from left to right.

  FIGURE 6.2: A bi-lobe Gabor noise and its Fourier transform. The orientation is θ, the frequency of the sine wave F and the bandwidth b. They are all clearly visible in the spectrum. Note that the image of the Fourier transform has been cropped for readability.
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 63 FIGURE 6.3: From left to right: a phasor sine wave, its underlying phasor field (directions as hue, modulus as luminance) and associated phase field ϕ.

  FIGURE 6.4: Noise (left) and spectrum of variance (right). First row:Gabor noise. Second row: Phasor sine wave. The colors are the same as the ones used for equation 6.12. Note the absence of low frequency -no center lobe -in the spectrum of variance of the phasor sine wave.

  FIGURE 6.6: Left: Intensity field. Middle: Color coded phase field (angled mapped on hue). Right: Phasor sine wave. Two types of artifacts appear in the phase field. The first are point singularities (in orange) around which the phase rotates rapidly. It corresponds to the disappearance of a wave front. When two such singularities are close to one another in the direction orthogonal to the noise (in cyan), a ridge appears in the phase with opposing wave fronts across.

FIGURE 6

 6 FIGURE 6.7: Spectrum of variance of two bi-lobes. Left: Gabor noise exhibiting local loss of contrast, resulting in a central lobe in the spectrum of variance. Middle: Phasor sine wave with the two bi-lobes separated by π 4 . The local loss of contrast is completely eliminated: no central lobe. Note the two-sided spectrum of variance. Right: Same phasor sine wave using the dual formulation to eliminate the other lobes instead.
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 68 FIGURE 6.8: Two bi-lobes noise. Left: Gabor noise and its spectrum of variance. The nine Gaussian locations are clearly visible; in yellow the center Gaussians, in blue and green the bi-lobes Gaussians at ±2u k and ±2u m and outlined by orange and purple arrows the interaction Gaussians at (respectively) ±(u k + u m ) and ±(u ku m ).Right: Normalized noise where the center lobe is removed. This is not a phasor sine wave as an intensity term remains.
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 6 FIGURE 6.10: Phasor diagram illustrating the interactions between two orthogonal 2D sine waves sin(x • u k ) (green) and sin(x • u m ) (blue), along direction u k . The diagram on the left shows the two sine wave phasors as blue and green vectors: the green phasor rotates while the blue phasor remains fixed: the blue sine wave does not oscillate along u k . The right plot shows the resulting waves along u k . The purple is the result obtained by phasor addition, omitting intensity. Since both sine waves have the same intensity, the sum of the green and blue phasors vanish in specific locations, and the purple phasor abruptly changes from π 2 to -π 2 , interrupting the purple sine wave. Waves of different intensities do not exhibit this issue.
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 6 FIGURE 6.11: Top row: Gabor noises mixing an increasing number of bi-lobes(3, 4, 6, 32) with orientations regularly distributed over π. Bottom row: Corresponding phasor sine wave. Both the spectrum and spectrum of variance (outlined in blue) are shown. The achieved power spectrums are similar. The phasor noise has some additional energy in higher frequencies due to singularities. The phasor sine wave eliminates a large part of the low-frequency disc in the spectrum of variance. The remaining parts are due to the two-sided normalization observed with the two bi-lobes case, here generalized for a large number of bi-lobes. We discuss this further in Section 6.2.2.2.
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 6 FIGURE 6.12: Left: Phasor sine wave with randomly sampled orientations in [-π 2 , π 2 ]. The spectrum of variance has a two-sided aspect. Middle: Phasor noise with locally coherent random direction field. The spectrum of variance (bottom right) is now close to an ideal ring, with little residual energy in the low frequencies. The top right image shows the direction field with angle mapped on hue.
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 6 FIGURE 6.13: Additive synthesis of a sawtooth profile. Top left: Base phasor sine wave. Top row: integer harmonics (without their weight for clarity). Middle row : Progressive summation of the weighted harmonics. Bottom: Obtained pattern with sawtooth profile; a few more harmonics would be required to converge properly.
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 6 FIGURE 6.14: Columns, from left to right: Control fields, frequency control, PWM 'width' control, orientation control, all together.
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 6 FIGURE 6.15: Left: phasor noise through a PWM profile having 25% white (global average verified at 25.007 %). Right: Gabor noise thresholded to obtain an average of 25% (final at 0.25902%) the threshold was manually found as it depends on the noise parameters.
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 6 FIGURE 6.16: Profile synthesis using phasor noise, and effect on the spectrum and spectrum of variance. Top row: Noise patterns. Middle row: Noise spectrum. Bottom row: Noise spectrum of variance.From Left to Right: Gabor noise followed by phasor noises with sine, square, triangular and sawtooth profiles.
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 619 FIGURE 6.19: Cones covered with a cracked tree bark pattern, using a PWM profile. Each cone achieves a different effect through different controls. Left: constant width and constant frequency, resulting in less stripes at the top. Middle: varying width and constant frequency, preserves the amount of white along cross-sections. Right: constant width and varying frequency.
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 6 FIGURE 6.20: A desert scene. The sand surface pattern is a phasor noise fed into a sawtooth profile. A second higher frequency phasor noise adds details to the surface. The color is also modulated by the profile.

FIGURE 6 .

 6 FIGURE 6.21: Top: Left torus is covered by ridges produced with a locally coherent isotropic phasor noise and a triangular profile; right torus is covered by a grip pattern, obtained as the product of two correlated (same kernels distribution), orthogonal phasor sine waves. Middle: Cracked patterns. The left texture is obtained by crossing two phasor noises using PWM patterns of varying width. The right texture is obtained from a single triangular profile, clamped at a varying height. Bottom: Bark patterns. These barks combine several phasor noises with triangular and sawtooth profiles to achieve the final appearance, with varying degrees of isotropy.
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 6 FIGURE 6.22: Bi-material laminate discs with varying orientation field. The disc at the top accepts radial deformation while the one at the bottom folds instead.
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 6 FIGURE 6.26: Stanford Bunnies printed with varying profiles of surface phasor noise. Left : the profile varies from square wave (bottom) to sawtooth (top). Right : isotropic phasor noise with sawtooth profile.
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 6 FIGURE 6.28: Illustration of using phasor noise to realize a composite structure obtained by topology optimization. The orientation is mapped on the principal stress directions while density maps to the profile PWM. Top left: orientation field. Bottom left: density field.Right : bi-material result.
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 6 FIGURE 6.31: Halftones image using varying frequencies and PWM profile. The frequency is driven by the original image intensity.
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 72 FIGURE 7.2: Left: Microstructure without gradations. The extruded diamond shape has a high rigidity in the direction of extrusion u and is comparatively very flexible in the two orthogonal directions v and w. Right: Illustration of orientation gradation along an arbitrary direction field. Conforming to changes in direction while maintaining a near-constant structure scale inevitably yields scattered singularities (red circles). Several types of singularities exist, the ones shown here are not problematic.

  FIGURE 7.3: Rigidity contrast gradation: the structure transitions from a high directional rigidity contrast (left) to a material with a similar response in all directions (right).
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 75 FIGURE 7.5: Overview of the microstructure geometry synthesis, without any spatial gradation for clarity. We define two orthogonal solid phasor noises p v and p w with a sawtooth profile. Each produces a cyclic linear ramp in [0, 1]. Combining both defines local 2D parametrizations in [0, 1] 2 . These local parametrizations are then used to define diamond cells, from which the structure walls are extracted. AM toolpaths are directly generated from this structure definition.
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 76 FIGURE 7.6: Black and white cellular pattern.
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 77 FIGURE 7.7: The axis of a diamond cell can be oriented within the full unit-sphere, while being under a 45 degrees overhang constraint. Left: Square diamond shape extruded along its normal, Y. All walls have angles of exactly 45 degrees with respect to the horizontal plane. Right: Rotation of the diamond cell around its horizontal diagonal (X). This further increases the vertical cross-section wall angles (red lines), which remain below the constraint.
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 7 FIGURE 7.8: Phasor noise sawtooth oscillations, with a Gabor kernel (red) and its overlapping neighbors (green) shown. Constant kernel orientation (left) and smooth changes of orientation (right). Top: Raw result. Bottom: Our algorithm aligns kernel phases towards a more regular result.

  FIGURE 7.9: Some singularities in a phasor sawtooth example. Point singularities (a) represent forks and merges in the pattern. They correspond to rotations around a singular point in the phasor field. Curve singularities (b) introduce major discontinuities in the result as well as profile distortions in various directions. They are characterized by long curves with a high phase gradient. Phasor field images show Arg (ϕ(x)) encoded as the hue.

  FIGURE 7.10: Singularity measure S(x). Darker spots in pink metric images indicate areas with a high S(x) value. Aligning kernel phases through regularization outright removes curve singularities and some point singularities (c). The filter reduces the extent of remaining singularities to turn them as much as possible into point singularities with a smooth phasor field gradient (b). The best results are obtained by combining both approaches (d).

FIGURE 7 .

 7 FIGURE 7.11: Phasor noise filtering with increasing filter kernel sizes. Left: phasor field argument encoded as hue. Right: phasor sawtooth. Inset: filter. Top to bottom: increasing kernel size. Note how the phasor field becomes smoother and remaining singularities tend to become point singularities.
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 7 FIGURE 7.12: Filtered phasor sawtooth (right) vs. phasor sawtooth with an equivalent noise bandwidth b (left). Our filter formulation results in a pattern that matches the input fields more closely and is less prone to leading to undesired angular spread.

FIGURE 7 .

 7 FIGURE 7.13: Phasor field (right) obtained by division of the input noise (left) by the corresponding global oscillator. Note how there are strong oscillations along a preferred direction in the field, which is unexpected from a phasor field such as in 7.11.

  FIGURE 7.15: Comparison of the contribution of the different parts of the method to the reduction of singularities. Left: from top to bottom: input orientation and scale, original phasor sawtooth wave, phasor sawtooth wave after filtering, phasor sawtooth wave after iterated kernel phase alignment, phasor sawtooth wave after iterated phase alignment and filtering. From left to right: various input fields and random seeds. Right: close-up of the effect of the iterated phase alignment, filtering, and both methods on the second example. Both approaches contribute to the overall improvement (see circled singularity).

  Figure 7.19 left, reports statistics for a cube before singularity filtering. After filtering (Figure 7.19 right) the number of deviations is strongly reduced.

  FIGURE 7.20:Overhang statistics for 35 mm cubes sliced at 0.2 mm thickness printing with a 0.4 mm nozzle, filled at 25% density for varying value of Γ. The histograms count the number of segments of some length exceeding the overhang constraint (less than 40% of the extrusion disc supported from below). The graphs are clamped after the first 95% of segment counts for readability. These results were computed on a cube at 25% density.

  FIGURE 7.21: Same as Figure 7.20 for overlap statistics. A segment is counted when the overlap along it exceeds 10% of the nozzle diameter. The graphs are clamped after the first 95% of segment counts for readability.

  FIGURE 7.23: Fidelity of the synthesized geometry to the control fields, for the 3D printed knee example (Figure7.39). Although the output density suffers from filtering artifacts at the geometry boundary, the rest of the model correlates strongly with the input scaling field (Pearson correlation coefficient: 0.814). The extracted orientation also follows the input orientation closely as the bottom histogram shows, with most structures within 20 degrees of the input direction.

  FIGURE 7.24: Numerical simulation (small deformations, i.e. linear elasticity) of the periodic diamond structure. (a) Periodic domain used for the homogenization[START_REF] Michel | Effective properties of composite materials with periodic microstructure: a computational approach[END_REF] (grid with resolution 100 3 , solid phase with Poisson's ratio 0.3 and Young's modulus 1). The solid phase (in blue) has a density of 17%. The homogenized linear elasticity tensor[START_REF] Jones | Mechanics of Composite Materials[END_REF] is computed with the software CrAFT[START_REF] Boittin | Quadmesh generation and processing: A survey[END_REF]. (b) Visualization of the directional Young's modulus given by ELATE[START_REF] Gaillac | ELATE: an open-source online application for analysis and visualization of elastic tensors[END_REF]. The minimal Young's modulus is achieved in the axes v and w, while the maximal one is achieved in the axis u. (c) Young's modulus in the vw plane, the central point corresponds to the origin. There is a sharp increase in the Young's modulus for directions closely aligned with the diamond walls, as illustrated by the cross. (d) Young's modulus in the uv and uw plane.

  FIGURE 7.24: Numerical simulation (small deformations, i.e. linear elasticity) of the periodic diamond structure. (a) Periodic domain used for the homogenization[START_REF] Michel | Effective properties of composite materials with periodic microstructure: a computational approach[END_REF] (grid with resolution 100 3 , solid phase with Poisson's ratio 0.3 and Young's modulus 1). The solid phase (in blue) has a density of 17%. The homogenized linear elasticity tensor[START_REF] Jones | Mechanics of Composite Materials[END_REF] is computed with the software CrAFT[START_REF] Boittin | Quadmesh generation and processing: A survey[END_REF]. (b) Visualization of the directional Young's modulus given by ELATE[START_REF] Gaillac | ELATE: an open-source online application for analysis and visualization of elastic tensors[END_REF]. The minimal Young's modulus is achieved in the axes v and w, while the maximal one is achieved in the axis u. (c) Young's modulus in the vw plane, the central point corresponds to the origin. There is a sharp increase in the Young's modulus for directions closely aligned with the diamond walls, as illustrated by the cross. (d) Young's modulus in the uv and uw plane.

  FIGURE 7.25: Compression test with two specimens, having equal density ρ = 10% and angular spread Γ = 0. In this case, the printing direction is along the axis u. One of the specimens has been rotated 45 • degrees along the u axis. Please refer to the text for details.

  FIGURE 7.26: Compression test with 12 different specimens (3D printed cubes) with varying density ρ (along columns) and amount of angular spread Γ (along rows), from 0 to isotropy (π/2). For each specimen, we measure the stress-strain response[START_REF] Jones | Mechanics of Composite Materials[END_REF] in the three orthogonal directions u, v, w denoted with different colors. The Young's modulus E is in Mpa. The printing direction is along the axis w. Please refer to the text for discussion.
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 7 FIGURE 7.27: Basic structure at rest and under full compression along w. Left: v, w face. Right: u, w face. Note how the structure does not expand along u, even when w is fully compressed.

FIGURE 7 .

 7 FIGURE 7.29: Visual comparison of the compliance of our approach (right) compared to Martínez et al. [2018] (left) when a 20N load is applied along the x axis.

FIGURE 7 .

 7 FIGURE 7.30: User interface for designing a frame field. From left to right : The original field with only one direction, The field with another direction painted along the red line, a section view of the field (section in green), the field with one more direction painted along the blue line on the green section.

FIGURE 7 .

 7 FIGURE 7.31: Plate with a progressive gradation of Γ along its length. One end bends easily across its width while the other is overall more rigid. If pressed on a specific point it bends out of plane, due to how the deformations are absorbed on one side and transferred to the other.

FIGURE 7 .

 7 FIGURE 7.32: A structured plate. The orientations produce a strong collapsing/gripping effect when pressing on a specific location.

FIGURE 7 .

 7 FIGURE 7.33: Top: Thick disc with radial fiber pattern. Pressing in the center lifts the sides up. Bottom: With a circular direction field, the central pressure is absorbed and has no effect on the sides.

FIGURE 7 .

 7 FIGURE 7.34: A wheel design with a spiraling direction field. Left: The structure at rest, with black lines drawn on it to better outline the deformation. Right: The wheel under radial compression. Note the spiral motion occurring around the center, thanks to the spiraling fiber structures.

Figure 7 .

 7 Figure 7.35 is a toy mechanism inspired by Figure 7.1 right. The fields are overall the same, but an internal geometry allows a column to raise from the opposite face when pressing on the sides. This can serve as an actuator or a lateral pressure sensor (measuring the displacement of the column).

FIGURE 7 .

 7 FIGURE 7.35: Example of a soft mechanism created with our method.Lateral pressure on the sides of the object induces a deformation that makes the embedded cylinder move up, lifting a small object.

Figure 7 .

 7 Figure 7.36 is an example design of a simple chair. We oriented the structure to follow the seat surface and be less dense near it.

FIGURE 7 .

 7 FIGURE 7.36: Seat printed with our method, a lower frequency is used on the top of the structure to make it softer

FIGURE 7 .

 7 FIGURE 7.37: Pliers printed with our method. The direction control induces the movement. Scaling control is used to rigidify the hand grips and the jaws, only allowing bending in the joint part.

FIGURE 7 .

 7 FIGURE 7.38: Principle of a knee-like flexure. A flexible front plate provides the overall strength. The V-shaped transverse-rigid structures behind resist lateral bending, while freely collapsing at the rear to let the front flex in the unique allowed direction (at comparable stress levels).

FIGURE 7 .

 7 FIGURE 7.39: Knee 3D printed using our diamond structures. (a) Input model: in blue the direction field D, and in green the angular spread field. (b) shows the generated toolpaths. (c) and (e) show the printed model at rest (d): Knee bended. (f): Stress is applied across the section. The less dense regions collapse, while the denser parts remain the same.

FIGURE 8 . 1 :

 81 FIGURE 8.1: Our technique generates dense planar infill trajectories, precisely following an input direction field. Through the anisotropy of the deposition process, the direction field controls the appearance and the physical properties of the 3D printed object. The trajectories are arranged in a staggered layout across layers. Left: A 3D printed gear where the direction of the trajectories is parameterized to adapt to the functionality of the part. Here, trajectories are mostly circular in the rim and hub while being aligned with the spokes. Note the staggered layout in the side views. Right: The anisotropy of the deposition results in anisotropy in the specular reflectance. Here, this is controlled to pattern the appearance of an otherwise flat part, resulting in a brushed metal effect.

FIGURE 8 . 2 :

 82 FIGURE 8.2: Representation of the graph extraction process. First: both phasor fields are sampled; here, their arguments are remapped in [0,1] for visualization. The set of curves C Uπ is highlighted in green while C V π is in red. Then intersections of C U π and C V π with edges of the grid are computed separately, creating multiple polylines. The intersection between polylines of both sets is computed to define the vertices of the graph (in black here). Finally, we collapse edges until all vertices either belong to the two edge sets (valence equal four) or are curve end-points (valence equal one).

  FIGURE 8.3: Trajectories can be offset every other layers by shifting the phases of the kernels. This allows to create staggered beam layouts. Handmade 3D example and sectional view of deposition paths. Left: aligned. Right: staggered.

FIGURE 8 . 4 :

 84 FIGURE 8.4: Scheme of the tensile specimen geometry we used for our mechanical tests.

FIGURE 8

 8 FIGURE 8.5: Tensile test made on specimen created with our method Top: Deposition paths are orthogonal to the strain direction Bottom: Deposition paths are aligned with the strain direction Left: Deposition paths are staggered. Right: Deposition paths are not staggered. In this comparison, we can see that having the deposition paths aligned with the tensile axis greatly increases the Young modulus of the specimen while the staggering tend to reduce it.

FIGURE 8 . 6 :

 86 FIGURE 8.6: Comparison to Ezair et al. [2018] on a radial direction field. Left : method of Ezair et al. [2018], steep transition of local density can be observed. Right: our methods, note that unavoidable tiny gaps are well distributed throughout the slice.

FIGURE 8 . 7 :

 87 FIGURE 8.7: CuteOcto model sliced with a radial direction field, constant target beam width, and staggered beam layout. Left: one layer with colored beads. Right: beads colored by order of printing.

FIGURE 8

 8 FIGURE 8.9: A sectional view of the beads within the CuteOcto model volume, under a radial direction field. Left: phase shifts disabled, note the limited vertical gaps near singularities. Right: Our staggered layout breaks the gap coherence, increasing the bond between beads in these areas and throughout the volume. Note that singularities are placed differently as the optimization of phasor kernels is non-deterministic.

FIGURE 8 .

 8 FIGURE 8.11: Direction field near the surface of an object can be used to control surface roughness. Here a screwdriver handle have a griplike surface in convex area (direction orthogonal to the surface) and a smooth surface in concave area (direction in surface tangent plane).

FIGURE 8 .

 8 FIGURE 8.12: Direction field can be used to texture horizontal area by using the fact that filament deposition direction is clearly visible on 3D printed models.

FIGURE 8 .

 8 FIGURE 8.13: Gecko object exhibiting a branching structure. Left: Paths are generated in the direction of branches while allowing long deposition paths in the neighborhood of the junctions. Right: The object was printed with a printer equipped with a diamond mixing extruder. The color mixing ratios were chosen to highlight trajectories direction and continuity.

FIGURE 8 .

 8 FIGURE 8.14: A mechanical part. A view from below is provided in the second row to highlight the input direction field.

  availability A 2D version is available as a Shadertoy https: //www.shadertoy.com/view/fsySDm. Chapter 9

FIGURE 9 . 1 :

 91 FIGURE 9.1: Indexing of a quad grid Left: a regular quad grid indexed. Right: a grid showing a singularity. This grid presents two separate problems: in blue we can see that a cell of the grid is a triangle instead of quad, and in red we can see two neighbor cells that are separated by more than one index value. Both these problems comes from the singularity in the grid.

  

  

  

  

  

  

  

  

  

Columns, from left to right: Control

  Phasor noise with locally coherent random direction field. The spectrum of variance (bottom right) is now close to an ideal ring, with little residual energy in the low frequencies. The top right image shows the direction field with angle mapped on hue. . . . . . . . . . . . . . . . . Gabor noise followed by phasor noises with sine, square, triangular and sawtooth profiles. . . . . . . . . . . . . . . . . . . . . . . . 6.17 Left: A lava sphere which surface is synthesized by an isotropic phasor noise with sawtooth profile. Right: Fingerprints modeled with a phasor sine wave following a user specified direction field. . . . . . . Cones covered with a cracked tree bark pattern, using a PWM profile. Each cone achieves a different effect through different controls. Left: constant width and constant frequency, resulting in less stripes at the top. Middle: varying width and constant frequency, preserves the amount of white along cross-sections. Right: constant width and varying frequency. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 61 6.20 A desert scene. The sand surface pattern is a phasor noise fed into a sawtooth profile. A second higher frequency phasor noise adds details to the surface. The color is also modulated by the profile. . . . . . 61 6.21 Top: Left torus is covered by ridges produced with a locally coherent isotropic phasor noise and a triangular profile; right torus is covered by a grip pattern, obtained as the product of two correlated (same kernels distribution), orthogonal phasor sine waves. Middle: Cracked patterns. The left texture is obtained by crossing two phasor noises using PWM patterns of varying width. The right texture is obtained from a single triangular profile, clamped at a varying height. Right : isotropic phasor noise with sawtooth profile. . . . . . . . . . . . 68 6.27 A same plate patterned with a sawtooth profile, viewed from two different angles. The patterns creates a strong, view-dependent anisotropic effect. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 68 6.28 Illustration of using phasor noise to realize a composite structure obtained by topology optimization. The orientation is mapped on the principal stress directions while density maps to the profile PWM.

2.2.2. . . . . . . . . . . . . . . . . . 6.12 Left: Phasor sine wave with randomly sampled orientations in

[-π 

2 , π 2 ]. The spectrum of variance has a two-sided aspect. Middle: 6.13 Additive synthesis of a sawtooth profile. Top left: Base phasor sine wave. Top row: integer harmonics (without their weight for clarity). Middle row : Progressive summation of the weighted harmonics. Bottom: Obtained pattern with sawtooth profile; a few more harmonics would be required to converge properly. . . . . . . . . . . . . . . . . 6.14 fields, frequency control, PWM 'width' control, orientation control, all together. . . . . . . . . . . . . . 6.15 Left: phasor noise through a PWM profile having 25% white (global average verified at 25.007 %). Right: Gabor noise thresholded to obtain an average of 25% (final at 0.25902%) the threshold was manually found as it depends on the noise parameters. . . . . . . . . . . . . . . . 6.16 Profile synthesis using phasor noise, and effect on the spectrum and spectrum of variance. Top row: Noise patterns. Middle row: Noise spectrum. Bottom row: Noise spectrum of variance. From Left to Right: 6.18 Bracelet modeled with a phasor noise displacement. By varying the profile according to the local section of the torus, a tearing effect is achieved. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . xxiii 6.19 Bottom: Bark patterns. These barks combine several phasor noises with triangular and sawtooth profiles to achieve the final appearance, with varying degrees of isotropy. . . . . . . . . . . . . . . . . . . . . . . . . . 62 6.22 Bi-material laminate discs with varying orientation field. The disc at the top accepts radial deformation while the one at the bottom folds instead. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 64 6.23 Top: Cross shaped plate patterned with a phasor noise through a PWM profile. Printed using two materials (one flexible, one rigid). The user controlled fields are shown to the side: a ratios of material, b orientation and c isotropy. The patterns vary across the plate. Bottom: Shoe insole using a multi-material pattern procedural synthesized with phasor noise. Both objects are printed on an Ultimaker 3. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 65 6.24 Complex structure obtained by the union of two 3D phasor noises using PWM profiles (20% ratios). The orientation varies in space. . . . 66 6.25 Cylinder obtained from a 3D phasor noise, isotropic at the extremities and forming a laminate mid-height. This allows flexure in a single direction. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 67 6.26 Stanford Bunnies printed with varying profiles of surface phasor noise. Left : the profile varies from square wave (bottom) to sawtooth (top). Top left: orientation field. Bottom left: density field. Right : bimaterial result. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 69 6.29 Pattern produced from phasor noise, controlling a PWM profile width from the image gray level and the orientations from the gradients. . . 70 6.30 Halftoned images of the The Great Wave of Kanagawa by Hokusai using a phasor noise with graded PWM profile and orientation, driven by the image intensity field. The insets show the same halftoned images zoomed out. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 70 6.31 Halftones image using varying frequencies and PWM profile. The frequency is driven by the original image intensity. . . . . . . . . . . .

  Overview of the microstructure geometry synthesis, without any spatial gradation for clarity. We define two orthogonal solid phasor noises p v and p w with a sawtooth profile. Each produces a cyclic linear ramp in[0, 1]. Combining both defines local 2D parametrizations in [0, 1] 2 . These local parametrizations are then used to define diamond cells, from which the structure walls are extracted. AM toolpaths are directly generated from this structure definition. . . . . . . . . . . . . . . 7.6 Black and white cellular pattern. . . . . . . . . . . . . . . . . . . . . . . 7.7 The axis of a diamond cell can be oriented within the full unit-sphere, while being under a 45 degrees overhang constraint. Left: Square diamond shape extruded along its normal, Y. All walls have angles of exactly 45 degrees with respect to the horizontal plane. Our algorithm aligns kernel phases towards a more regular result. 87 7.9 Some singularities in a phasor sawtooth example. Point singularities (a) represent forks and merges in the pattern. They correspond to rotations around a singular point in the phasor field. Curve singularities (b) introduce major discontinuities in the result as well as profile distortions in various directions. They are characterized by long curves with a high phase gradient. Phasor field images show Arg (ϕ(x)) encoded as the hue. . . . . . . . . . . . . . . . . . . . . . . . 90 7.10 Singularity measure S(x). Darker spots in pink metric images indicate areas with a high S(x) value. Aligning kernel phases through regularization outright removes curve singularities and some point singularities (c). The filter reduces the extent of remaining singularthus better preserves the properties of the original noise (top). . . . . . 96 7.15 Comparison of the contribution of the different parts of the method to the reduction of singularities. Left: from top to bottom: input orientation and scale, original phasor sawtooth wave, phasor sawtooth wave after filtering, phasor sawtooth wave after iterated kernel phase alignment, phasor sawtooth wave after iterated phase alignment and filtering. From left to right: various input fields and random seeds. Right: close-up of the effect of the iterated phase alignment, filtering, and both methods on the second example. Both approaches contribute to the overall improvement (see circled singularity). . . . . . . . . . . . . 99 xxvi 7.16 Relative change in singularity energy as the iterative phase alignment converges. As the number of iterations increases, the singularity energy can be reduced by up to 95%. Each line uses a different set of parameters for generating the control fields, with each point being averaged over 50 different random seeds. This allows smoothing out variations due to specific instances in order to evaluate the average behavior of the phase alignment. The error bars show the standard deviation around the mean value among those seeds. The effect of the phase alignment is stable over varying parameters (examples have similar average behavior), and varying seeds (the standard deviation is small). Note the log scale. . . . . . . . . . . . . . . . . . . . . . . . . . 7.17 Relative change of singularity energy as the filter size increases. The filter radius is defined relative to the noise kernel radius. All points are computed with 20 phase alignment iterations. As in Figure 7.16, results are averaged over 50 samples to reduce noise. The energy reduction reaches a minimum value at a relative filter size of 2 (the filter bandwidth is 1/ √ 2 the noise kernel bandwidth) on all examples. When the filter size increases beyond the tipping point, we tend toward a unique phase shift per direction of oscillation. Such a global choice of phase is not valid for a varying direction field, reducing the filter performance. The relative reduction in energy is weaker than what the regularization achieves (at best 15% on these examples) however this still improves the visual result significantly. . . . . . . . . . . 7.18 Relative change of singularity energy as the phase alignment con-.20 Overhang statistics for 35 mm cubes sliced at 0.2 mm thickness printing with a 0.4 mm nozzle, filled at 25% density for varying value of Γ. The histograms count the number of segments of some length exceeding the overhang constraint (less than 40% of the extrusion disc supported from below). The graphs are clamped after the first 95% of segment counts for readability. These results were computed on a cube at 25% density. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 7.21 Same as Figure

). Several types of singularities exist, the ones shown here are not problematic. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 7.3 Rigidity contrast gradation: the structure transitions from a high directional rigidity contrast (left) to a material with a similar response in all directions (right). . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 7.4 Phasor noise with a sawtooth wave profile (inset). User-defined fields control the main orientation of the kernels and the amount of angular spread. The conflicting requirements of following orientation and preserving a constant wavelength yield two singularity types: curves -breaking the pattern (in red) -and points -creating branching waves (in green). The profile is distorted in those areas, introducing unwanted high-frequency content and discontinuities. . . . . . . . . . 7.5 Right: Rotation of the diamond cell around its horizontal diagonal (X). This further increases the vertical cross-section wall angles (red lines), which remain below the constraint. . . . . . . . . . . . . . . . . . . . . . . . . . xxv 7.8 Phasor noise sawtooth oscillations, with a Gabor kernel (red) and its overlapping neighbors (green) shown. Constant kernel orientation (left) and smooth changes of orientation (right). Top: Raw result. Bottom: ities to turn them as much as possible into point singularities with a smooth phasor field gradient (b). The best results are obtained by combining both approaches (d). . . . . . . . . . . . . . . . . . . . . . . . 92 7.11 Phasor noise filtering with increasing filter kernel sizes. Left: phasor field argument encoded as hue. Right: phasor sawtooth. Inset: filter. Top to bottom: increasing kernel size. Note how the phasor field becomes smoother and remaining singularities tend to become point singularities. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 94 7.12 Filtered phasor sawtooth (right) vs. phasor sawtooth with an equivalent noise bandwidth b (left). Our filter formulation results in a pattern that matches the input fields more closely and is less prone to leading to undesired angular spread. . . . . . . . . . . . . . . . . . . . . 95 7.13 Phasor field (right) obtained by division of the input noise (left) by the corresponding global oscillator. Note how there are strong oscillations along a preferred direction in the field, which is unexpected from a phasor field such as in 7.11. . . . . . . . . . . . . . . . . . . . . . . . . . 96 7.14 Non-attenuated filter (middle) vs. attenuated filter (bottom). Without

attenuation, the filter privileges the direction given by the input orientation field and discards other orientations. This erases the angular spread (red), which is a superposition of kernels of spread-out directions. The attenuated filter does not exhibit this behavior (green), and verges, while the evaluation filter bandwidth is set to its optimal value. The results are similar to Figure 7.16, but the singularity energy reduction converges to 96% of the initial value. . . . . . . . . . . . . . . . . . 7.19 35 mm cube sliced at 0.2 mm thickness for 0.4 mm nozzle, filled at 25% density, with Γ = 0. Red: histogram of the length of trajectory segments exceeding the overhang constraint (less than 40% of the extrusion disc supported from below). Blue: Same for overlap statistics. A segment is counted when the overlap along it exceeds 10% of the nozzle diameter. Graphs are clamped after the first 95% of segment counts for readability. Filtering strongly reduces the occurrence of deviations, which are small and scattered, having no impact during fabrication. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 7

130 Part I General Introduction Chapter 1 Motivation 1.1 Additive manufacturing and its challenges

  The orientations produce a strong collapsing/gripping effect when pressing on a specific location. . . . . . . . . . . . . . . . . 7.33 Top: Thick disc with radial fiber pattern. Pressing in the center lifts the sides up. Bottom: With a circular direction field, the central pressure is absorbed and has no effect on the sides. . . . . . . . . . . . . . . 7.34 A wheel design with a spiraling direction field. Left: The structure at rest, with black lines drawn on it to better outline the deformation. Right: The wheel under radial compression. Note the spiral motion occurring around the center, thanks to the spiraling fiber structures. . . 7.35 Example of a soft mechanism created with our method. Lateral pressure on the sides of the object induces a deformation that makes the embedded cylinder move up, lifting a small object. . . . . . . . . . . . . 7.36 Seat printed with our method, a lower frequency is used on the top of the structure to make it softer . . . . . . . . . . . . . . . . . . . . . . . . 7.37 Pliers printed with our method. The direction control induces the movement. Scaling control is used to rigidify the hand grips and the jaws, only allowing bending in the joint part. . . . . . . . . . . . . . . . Table of all models used in the article, Figures they can be seen in, and their sources . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 130 8.2 Computation time in function of the volume for a 0.4mm nozzle and a layer height of 0.2mm. . . . . . . . . . . . . . . . . . . . . . . . . . . .
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One end bends easily across its width while the other is overall more rigid. If pressed on a specific point it bends out of plane, due to how the deformations are absorbed on one side and transferred to the other. . . 113 xxviii 7.32 A structured plate.

TABLE 6 .

 6 1: Summary of the main notations.

	Symbol	Definition	Introduced
	G(x)	Gabor noise	Equation (6.1)
	φ(x)	phasor noise (instantaneous phase)	Equation (6.2)
	ϕ(x)	phase field -phase shift	Equation (6.7)
	I(x)	intensity field	Equation (6.8)
	P(x)	phasor sinewave sin(φ(x))	Equation (6.9)
	G(x)	complex Gabor noise	Equation (6.10)
	x j	center of the kernel j	Equation (6.5)
	d j	direction of the kernel j	Equation (7.2
	f j	frequency of the kernel j	Equation (7.2
	F	main frequency of the noise	Equation (6.5)
	b	bandwidth of the noise and Gaussian Equation (6.6)
	u {j,k,m}	direction of anisotropy	Equation (6.15)
	a(x) , a j (x) Gaussian of bandwidth b	Equations (6.6,6.8,6.9)
	θ	angle between u k and u m	Sections 6.2.2.1
	ϕ j	phase of kernel j	Equation (6.8,6.9)
	φ j (x)	instantaneous phase of kernel j	Equation (6.14)

  Relative change of singularity energy as the phase alignment converges, while the evaluation filter bandwidth is set to its optimal value. The results are similar to Figure7.16, but the singularity energy reduction converges to 96% of the initial value.
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			0	FIGURE 7.16: Relative change in singularity energy as the iterative FIGURE 7.17: Relative change of singularity energy as the filter size 2 4 6 8 10 12 14 16 18 increases. The filter radius is defined relative to the noise kernel ra-phase alignment converges. As the number of iterations increases, dius. All points are computed with 20 phase alignment iterations. As Phase alignment iterations (filtered) the singularity energy can be reduced by up to 95%. Each line uses a in Figure 7.16, results are averaged over 50 samples to reduce noise. different set of parameters for generating the control fields, with each point being averaged over 50 different random seeds. This allows however this still improves the visual result significantly. deviation is small). Note the log scale. than what the regularization achieves (at best 15% on these examples) ples have similar average behavior), and varying seeds (the standard ing the filter performance. The relative reduction in energy is weaker effect of the phase alignment is stable over varying parameters (exam-global choice of phase is not valid for a varying direction field, reduc-standard deviation around the mean value among those seeds. The tend toward a unique phase shift per direction of oscillation. Such a the average behavior of the phase alignment. The error bars show the examples. When the filter size increases beyond the tipping point, we smoothing out variations due to specific instances in order to evaluate The energy reduction reaches a minimum value at a relative filter size of 2 (the filter bandwidth is 1/ 2 the noise kernel bandwidth) on all √ FIGURE 7.18:	20

TABLE 8 .

 8 1: Table of all models used in the article, Figures they can be seen in, and their sources

			Figure	Sources	
	Gear		8.1	custom made	
	SCF		8.1	custom made	
	Badge		8.12	thingiverse.com/thing:1670621
	Cute octo says hello 8.7, 8.10, 8.9	thingiverse.com/thing:27053
	Screwdriver handle	8.11	thingiverse.com/thing:34852
	Gecko		8.13	thingiverse.com/thing:1363148
	Fandisc		8.14	github.com/dengwirda/jigsaw-models
	Volume (cm 3 ) Total (s) Regularization (s) Extraction (s) Time/Volume (s/cm 3 )
	1	2.81	1.64	0.79	2.81
	8	17.11	9.27	6.54	2.14
	64	82.05	28.14	48.97	1.28
	512	355.32	28.20	323.12	0.5

TABLE 8.2: Computation time in function of the volume for a 0.4mm nozzle and a layer height of 0.2mm.

* See e.g. https://en.wikipedia.org/wiki/Phasor.

† See e.g., https://en.wikipedia.org/wiki/Phasor.

‡ This is not mandatory for our reformulation to be well defined, we adopt this point of view for the sake of simplicity.

§ see e.g. https://ccrma.stanford.edu/~jos/filters/Proof_Using_Trigonometry.html

* Here directionality describe how anisotropic the patter should be

† https://icesl.loria.fr/
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6.4.0.0.1 Code availability A 2D version of the method is available in multiple Shadertoy : https://www.shadertoy.com/view/wl23Wd. https://www.shadertoy.com/view/wdjXDV. https://www.shadertoy.com/view/wlsXWf. Another 2D version is available on my GitHub : https://github.com/ThibaultTricard/PhasorNoise

Part IV Conclusion